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# The problem: predicting credit card fraud

The goal of the project is to predict fraudulent credit card transactions.

We will be using a dataset with credit card transactions containing legitimate and fraud transactions. Fraud is typically well below 1% of all transactions, so a naive model that predicts that all transactions are legitimate and not fraudulent would have an accuracy of well over 99%– pretty good, no?

You can read more on credit card fraud on [Credit Card Fraud Detection Using Weighted Support Vector Machine](https://www.scirp.org/journal/paperinformation.aspx?paperid=105944)

The dataset we will use consists of credit card transactions and it includes information about each transaction including customer details, the merchant and category of purchase, and whether or not the transaction was a fraud.

## Obtain the data

The dataset is too large to be hosted on Canvas or Github, so please download it from dropbox <https://www.dropbox.com/sh/q1yk8mmnbbrzavl/AAAxzRtIhag9Nc_hODafGV2ka?dl=0> and save it in your dsb repo, under the data folder.

As we will be building a classifier model using tidymodels, there’s two things we need to do:

1. Define the outcome variable is\_fraud as a factor, or categorical, variable, instead of the numerical 0-1 varaibles.
2. In tidymodels, the first level is the event of interest. If we leave our data as is, 0 is the first level, but we want to find out when we actually did (1) have a fraudulent transaction

## Rows: 671,028  
## Columns: 14  
## $ trans\_date\_trans\_time <dttm> 2019-02-22 07:32:58, 2019-02-16 15:07:20, 2019-…  
## $ trans\_year <dbl> 2019, 2019, 2019, 2019, 2019, 2019, 2019, 2020, …  
## $ category <chr> "entertainment", "kids\_pets", "personal\_care", "…  
## $ amt <dbl> 7.79, 3.89, 8.43, 40.00, 54.04, 95.61, 64.95, 3.…  
## $ city <chr> "Veedersburg", "Holloway", "Arnold", "Apison", "…  
## $ state <chr> "IN", "OH", "MO", "TN", "CO", "GA", "MN", "AL", …  
## $ lat <dbl> 40.1186, 40.0113, 38.4305, 35.0149, 39.4584, 32.…  
## $ long <dbl> -87.2602, -80.9701, -90.3870, -85.0164, -106.385…  
## $ city\_pop <dbl> 4049, 128, 35439, 3730, 277, 1841, 136, 190178, …  
## $ job <chr> "Development worker, community", "Child psychoth…  
## $ dob <date> 1959-10-19, 1946-04-03, 1985-03-31, 1991-01-28,…  
## $ merch\_lat <dbl> 39.41679, 39.74585, 37.73078, 34.53277, 39.95244…  
## $ merch\_long <dbl> -87.52619, -81.52477, -91.36875, -84.10676, -106…  
## $ is\_fraud <fct> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, …

The data dictionary is as follows

| column(variable) | description |
| --- | --- |
| trans\_date\_trans\_time | Transaction DateTime |
| trans\_year | Transaction year |
| category | category of merchant |
| amt | amount of transaction |
| city | City of card holder |
| state | State of card holder |
| lat | Latitude location of purchase |
| long | Longitude location of purchase |
| city\_pop | card holder’s city population |
| job | job of card holder |
| dob | date of birth of card holder |
| merch\_lat | Latitude Location of Merchant |
| merch\_long | Longitude Location of Merchant |
| is\_fraud | Whether Transaction is Fraud (1) or Not (0) |

We also add some of the variables we considered in our EDA for this dataset during homework 2.

card\_fraud <- card\_fraud %>%   
 mutate( hour = hour(trans\_date\_trans\_time),  
 wday = wday(trans\_date\_trans\_time, label = TRUE),  
 month\_name = month(trans\_date\_trans\_time, label = TRUE),  
 age = interval(dob, trans\_date\_trans\_time) / years(1)  
) %>%   
 rename(year = trans\_year) %>%   
   
 mutate(  
   
 # convert latitude/longitude to radians  
 lat1\_radians = lat / 57.29577951,  
 lat2\_radians = merch\_lat / 57.29577951,  
 long1\_radians = long / 57.29577951,  
 long2\_radians = merch\_long / 57.29577951,  
   
 # calculate distance in miles  
 distance\_miles = 3963.0 \* acos((sin(lat1\_radians) \* sin(lat2\_radians)) + cos(lat1\_radians) \* cos(lat2\_radians) \* cos(long2\_radians - long1\_radians)),  
  
 # calculate distance in km  
 distance\_km = 6377.830272 \* acos((sin(lat1\_radians) \* sin(lat2\_radians)) + cos(lat1\_radians) \* cos(lat2\_radians) \* cos(long2\_radians - long1\_radians))  
  
 )

## Exploratory Data Analysis (EDA)

You have done some EDA and you can pool together your group’s expertise in which variables to use as features. You can reuse your EDA from earlier, but we expect at least a few visualisations and/or tables to explore teh dataset and identify any useful features.

Group all variables by type and examine each variable class by class. The dataset has the following types of variables:

card\_fraud %>%   
 group\_by(category) %>%  
 summarise(count = n()) %>%  
 arrange(desc(count)) %>%   
 mutate(pct = count/nrow(card\_fraud)) %>%   
 mutate(category = fct\_rev(fct\_reorder(category, pct, max))) %>%  
 ggplot(aes(x =category, y=pct))+  
 geom\_bar(position = 'dodge', stat='identity')+  
 theme\_minimal(base\_size=6) +  
 ggtitle("Most Transactions are Gas and Grocery") +  
 scale\_y\_continuous(labels = scales::percent) +  
 ggthemes::theme\_economist() +  
 theme(plot.title = element\_text(size = 14),  
 axis.text.x = element\_text(angle = 45, hjust = 1, vjust = 0.85)) # Adjust the size value as needed
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num\_fraud <- card\_fraud %>%  
 filter(is\_fraud == 1) %>%  
 count() %>%   
 pull(n)  
  
num\_category <- card\_fraud %>%  
 group\_by(category) %>%  
 summarise(category\_count = n())  
  
  
rate\_by\_cat <- card\_fraud %>%  
 filter(is\_fraud == 1 & !is.na(category)) %>%   
 group\_by(category) %>%   
 summarise(category\_fraud\_count = n()) %>%   
 left\_join(num\_category, by='category') %>%   
 mutate(cat\_fraud\_pct = category\_fraud\_count/category\_count) %>%   
 arrange(desc(cat\_fraud\_pct))   
   
   
rate\_by\_cat %>%   
 mutate(category = fct\_rev(fct\_reorder(category, cat\_fraud\_pct, max))) %>%  
 ggplot(aes(x =category, y=cat\_fraud\_pct))+  
 geom\_bar(position = 'dodge', stat='identity')+  
 theme\_minimal(base\_size=6) +  
 ggtitle("Grocery and Online Shopping have highest percentage of fraud") +  
 scale\_y\_continuous(labels = scales::percent) +  
 ggthemes::theme\_economist() +  
 theme(plot.title = element\_text(size = 14),  
 axis.text.x = element\_text(angle = 45, hjust = 1, vjust = 0.85)) # Adjust the size value as needed
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card\_fraud\_date <- card\_fraud %>%   
 mutate(  
 date\_only = lubridate::date(trans\_date\_trans\_time),  
 month\_name = lubridate::month(trans\_date\_trans\_time, label=TRUE),  
 month\_number = month(date(trans\_date\_trans\_time)),  
 hour = lubridate::hour(trans\_date\_trans\_time),  
 weekday = lubridate::wday(trans\_date\_trans\_time, label = TRUE),  
 weekday\_num = lubridate::wday(trans\_date\_trans\_time, label = FALSE)  
 )  
  
card\_fraud\_date %>%  
 filter(is\_fraud == 1 & !is.na(month\_name)) %>%  
 mutate(month\_name = fct\_reorder(month\_name, month\_number, max)) %>%  
 group\_by(month\_name, month\_number) %>%  
 summarize(pct\_fraud\_transactions = n() / num\_fraud \* 100) %>%   
 ggplot(aes(x = month\_name, y = pct\_fraud\_transactions)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 labs(title = "Fraud is more likely to occur in the first half of the year than the second",  
 x = "",  
 y = "Percentage of Fradulent Transactions",  
 subtitle = "With march and may having\nhighest percentage of fraudulent transactions") +  
 ggthemes::theme\_economist() +   
 theme(plot.title = element\_text(size = 14),  
 axis.text.x = element\_text(angle = 45, hjust = 1, vjust = 0.85))

## `summarise()` has grouped output by 'month\_name'. You can override using the  
## `.groups` argument.
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card\_fraud\_date %>%  
 filter(is\_fraud == 1 & !is.na(hour)) %>%  
 arrange(hour) %>%   
 group\_by(hour) %>%  
 summarize(pct\_fraud\_transactions = n() / num\_fraud \* 100) %>%   
 ggplot(aes(x = hour, y = pct\_fraud\_transactions)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 scale\_x\_continuous(breaks = seq(0, 23, by = 1)) +  
 labs(title = "A lot of the fraudulent transactions occur just before midnight\nor in the late hours of the night",  
 x = "Hour",  
 y = "Percentage of Fradulent Transactions",  
 subtitle = "11pm to midnight is the most common time for fraudulent transactions to occur") +  
 ggthemes::theme\_economist() +   
 theme(plot.title = element\_text(size = 14),  
 axis.text.x = element\_text(hjust = 0.5, vjust = 0.85))
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card\_fraud\_date %>%  
 filter(is\_fraud == 1 & !is.na(weekday)) %>%  
 mutate(weekday = fct\_reorder(weekday, weekday\_num, max)) %>%  
 group\_by(weekday, weekday\_num) %>%  
 summarize(pct\_fraud\_transactions = n() / num\_fraud \* 100) %>%   
 ggplot(aes(x = weekday, y = pct\_fraud\_transactions)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 labs(title = "The weekends and monday are the most likely days for fraud",  
 x = "",  
 y = "Percentage of Fradulent Transactions",  
 subtitle = "Wednesday is the least likely day") +  
 ggthemes::theme\_economist() +   
 theme(plot.title = element\_text(size = 14),  
 axis.text.x = element\_text(angle = 45, hjust = 1, vjust = 0.85))

## `summarise()` has grouped output by 'weekday'. You can override using the  
## `.groups` argument.
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1. Strings
2. Geospatial Data
3. Dates
4. Date/Times
5. Numerical

Strings are usually not a useful format for classification problems. The strings should be converted to factors, dropped, or otherwise transformed.

***Strings to Factors***

* category, Category of Merchant
* job, Job of Credit Card Holder

***Strings to Geospatial Data***

We have plenty of geospatial data as lat/long pairs, so I want to convert city/state to lat/long so I can compare to the other geospatial variables. This will also make it easier to compute new variables like the distance the transaction is from the home location.

* city, City of Credit Card Holder
* state, State of Credit Card Holder

## Exploring factors: how is the compactness of categories?

* Do we have excessive number of categories? Do we want to combine some?

card\_fraud %>%   
 count(category, sort=TRUE)%>%   
 mutate(perc = n/sum(n))

## # A tibble: 14 × 3  
## category n perc  
## <chr> <int> <dbl>  
## 1 gas\_transport 68046 0.101   
## 2 grocery\_pos 63791 0.0951  
## 3 home 63597 0.0948  
## 4 shopping\_pos 60416 0.0900  
## 5 kids\_pets 58772 0.0876  
## 6 shopping\_net 50743 0.0756  
## 7 entertainment 48521 0.0723  
## 8 food\_dining 47527 0.0708  
## 9 personal\_care 46843 0.0698  
## 10 health\_fitness 44341 0.0661  
## 11 misc\_pos 41244 0.0615  
## 12 misc\_net 32829 0.0489  
## 13 grocery\_net 23485 0.0350  
## 14 travel 20873 0.0311

card\_fraud %>%   
 count(job, sort=TRUE) %>%   
 mutate(perc = n/sum(n))

## # A tibble: 494 × 3  
## job n perc  
## <chr> <int> <dbl>  
## 1 Film/video editor 5106 0.00761  
## 2 Exhibition designer 4728 0.00705  
## 3 Naval architect 4546 0.00677  
## 4 Surveyor, land/geomatics 4448 0.00663  
## 5 Materials engineer 4292 0.00640  
## 6 Designer, ceramics/pottery 4262 0.00635  
## 7 IT trainer 4014 0.00598  
## 8 Financial adviser 3959 0.00590  
## 9 Systems developer 3948 0.00588  
## 10 Environmental consultant 3831 0.00571  
## # ℹ 484 more rows

The predictors category and job are transformed into factors.

card\_fraud <- card\_fraud %>%   
 mutate(category = factor(category),  
 job = factor(job),  
 hour = factor(hour))

category has 14 unique values, and job has 494 unique values. The dataset is quite large, with over 670K records, so these variables don’t have an excessive number of levels at first glance. However, it is worth seeing if we can compact the levels to a smaller number.

### Why do we care about the number of categories and whether they are “excessive”?

Consider the extreme case where a dataset had categories that only contained one record each. There is simply insufficient data to make correct predictions using category as a predictor on new data with that category label. Additionally, if your modeling uses dummy variables, having an extremely large number of categories will lead to the production of a huge number of predictors, which can slow down the fitting. This is fine if all the predictors are useful, but if they aren’t useful (as in the case of having only one record for a category), trimming them will improve the speed and quality of the data fitting.

If I had subject matter expertise, I could manually combine categories. If you don’t have subject matter expertise, or if performing this task would be too labor intensive, then you can use cutoffs based on the amount of data in a category. If the majority of the data exists in only a few categories, then it might be reasonable to keep those categories and lump everything else in an “other” category or perhaps even drop the data points in smaller categories.

## Do all variables have sensible types?

Consider each variable and decide whether to keep, transform, or drop it. This is a mixture of Exploratory Data Analysis and Feature Engineering, but it’s helpful to do some simple feature engineering as you explore the data. In this project, we have all data to begin with, so any transformations will be performed on the entire dataset. Ideally, do the transformations as a recipe\_step() in the tidymodels framework. Then the transformations would be applied to any data the recipe was used on as part of the modeling workflow. There is less chance of data leakage or missing a step when you perform the feature engineering in the recipe.

## Which variables to keep in your model?

You have a number of variables and you have to decide which ones to use in your model. For instance, you have the latitude/lognitude of the customer, that of the merchant, the same data in radians, as well as the distance\_km and distance\_miles. Do you need them all?

card\_fraud %>%  
 glimpse

## Rows: 671,028  
## Columns: 24  
## $ trans\_date\_trans\_time <dttm> 2019-02-22 07:32:58, 2019-02-16 15:07:20, 2019-…  
## $ year <dbl> 2019, 2019, 2019, 2019, 2019, 2019, 2019, 2020, …  
## $ category <fct> entertainment, kids\_pets, personal\_care, grocery…  
## $ amt <dbl> 7.79, 3.89, 8.43, 40.00, 54.04, 95.61, 64.95, 3.…  
## $ city <chr> "Veedersburg", "Holloway", "Arnold", "Apison", "…  
## $ state <chr> "IN", "OH", "MO", "TN", "CO", "GA", "MN", "AL", …  
## $ lat <dbl> 40.1186, 40.0113, 38.4305, 35.0149, 39.4584, 32.…  
## $ long <dbl> -87.2602, -80.9701, -90.3870, -85.0164, -106.385…  
## $ city\_pop <dbl> 4049, 128, 35439, 3730, 277, 1841, 136, 190178, …  
## $ job <fct> "Development worker, community", "Child psychoth…  
## $ dob <date> 1959-10-19, 1946-04-03, 1985-03-31, 1991-01-28,…  
## $ merch\_lat <dbl> 39.41679, 39.74585, 37.73078, 34.53277, 39.95244…  
## $ merch\_long <dbl> -87.52619, -81.52477, -91.36875, -84.10676, -106…  
## $ is\_fraud <fct> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, …  
## $ hour <fct> 7, 15, 22, 10, 17, 1, 9, 17, 16, 12, 10, 16, 23,…  
## $ wday <ord> Fri, Sat, Fri, Sun, Sat, Mon, Sun, Tue, Sat, Sun…  
## $ month\_name <ord> Feb, Feb, Dec, Mar, Feb, Sep, Dec, Jun, Dec, Dec…  
## $ age <dbl> 59.34607, 72.87570, 34.74299, 28.09431, 33.85676…  
## $ lat1\_radians <dbl> 0.7002017, 0.6983289, 0.6707388, 0.6111253, 0.68…  
## $ lat2\_radians <dbl> 0.6879527, 0.6936959, 0.6585264, 0.6027105, 0.69…  
## $ long1\_radians <dbl> -1.522978, -1.413195, -1.577551, -1.483816, -1.8…  
## $ long2\_radians <dbl> -1.527620, -1.422876, -1.594686, -1.467940, -1.8…  
## $ distance\_miles <dbl> 50.56023, 34.69750, 72.10554, 61.50534, 43.21622…  
## $ distance\_km <dbl> 81.36880, 55.84021, 116.04262, 98.98324, 69.5497…

## Fit your workflows in smaller sample

You will be running a series of different models, along the lines of the California housing example we have seen in class. However, this dataset has 670K rows and if you try various models and run cross validation on them, your computer may slow down or crash.

Thus, we will work with a smaller sample of 10% of the values the original dataset to identify the best model, and once we have the best model we can use the full dataset to train- test our best model.

# RATIONALE BEHIND OUR DECISION-MAKING PROCESS TO DETERMINE WHICH FEATURES TO CHOOSE FOR THE CREATION OF OUR CLASSIFICATION-BASED MACHINE-LEARNING MODEL THAT PREDICTS IF A TRANSACTION IS FRAUDULENT OR NOT.  
#  
# Considering each categories  
#  
# Strings  
#  
# category - we saw from our homework2 that fraud is linked to the category so we need to include this as a feature  
#  
# So, we short list: category  
#  
# job - we considered this but can see that there are far too many jobs listed that this data category is not useful as it is too fine  
# grained for our purposes. Hence, we drop this variable.  
#   
# city, states and city\_pop are likely correlated to each other. We are also not sure that these variables will impact significantly upon the likelihood of fraud. We decide that it is possible but we do not include any of these variables as a feature for the model for the time being, since we wish to see how the training and testing of our model fares with the other features that we have already chosen. Indeed, we don't wish to employ too many features because that could overfit the model. We could come back to considering the addition of one of these city/country variables later if need be, once we see if our model works or not with our other features.  
#  
# Geospatial data  
#  
# A range of these type of data are given which we realise are highly correlated, i.e. latitude and longitude of the transaction (lat, long), the latitude and longitude of the merchant (merch\_lat, merch\_long), the radius of one and the other latitude and longitude (lat1\_radius and lat2\_radius, and long1\_radius, and long2\_radius), distance between the merchant and card holder that is given in both km and miles (distance\_miles and distance\_km).  
#  
# It only feels sensible to choose distance\_km since its calculation is based on the latitude and longitude of both merchant and card holder, and the radius of these variables. Meanwhile, we have to choose between a distance as a km or miles unit, so we simply decide on the metric option: distance\_km.  
#  
# So, we short list: distance\_km  
#  
# Dates and Times  
#  
# The dob variable is dropped because we intuit that the day or month of someone's birth will not impact on whether they are a target of fraud or not. However, their year of birth could impact on the likelihood of being a target of fraud or otherwise. One of the other variables, age, already exists as a proxy to the year of birth and so we decide that we can simply drop the dob, and use age for our purposes.  
#  
# So we short list: age  
#  
# We intuit that trans\_date\_trans\_time will affect the likelihood of a fraudulent transaction (see homework 2). The trans\_date\_trans\_time will need to be split up into hour, day, month and year, and whether or not the date was a weekday or not, but this has already been done for us, given the following variables are given: hour, wday, and month\_name. So trans\_date\_trans\_time is considered to be redundant. Homework2 also showed that the evidence was unclear for any correlation between year and fraud likelihood.  
#  
# So, we short list: hour, wday, month\_name  
#  
# Numericals  
#  
# We intuit that the amount (amt) of money in the card transaction is surely a feature because it is more attractive to commit fraud when there is a great 'return on (fraud) investment'. Indeed, we saw in Homework2 that the amt variable is significantly correlated to the likelihood of fraudulent behaviour or otherwise.  
#  
# In summary, the above text has considered all variables in the card\_fraud dataset in terms of whether or not they should be selected as any of our features for creating our machine-learning (classification) model which predicts whether nor not fraud occurs or not (cf the is\_fraud variable). We concluded that the following variables should go forward as features:  
#  
# category, amt, hour, wday, month\_name, age, distance\_km  
#

# select a smaller subset  
my\_card\_fraud <- card\_fraud %>%   
 select(is\_fraud, category, amt, hour, wday, month\_name, age, distance\_km) %>%   
 slice\_sample(prop = 0.05) %>%   
 mutate(hour = as.factor(hour))

## Split the data in training - testing

# \*\*Split the data\*\*  
  
set.seed(123)  
  
data\_split <- initial\_split(my\_card\_fraud, # updated data  
 prop = 0.8,   
 strata = is\_fraud)  
  
card\_fraud\_train <- training(data\_split)   
card\_fraud\_test <- testing(data\_split)

## Cross Validation

Start with 3 CV folds to quickly get an estimate for the best model and you can increase the number of folds to 5 or 10 later.

set.seed(123)  
cv\_folds <- vfold\_cv(data = card\_fraud\_train,   
 v = 3,   
 strata = is\_fraud)  
cv\_folds

## # 3-fold cross-validation using stratification   
## # A tibble: 3 × 2  
## splits id   
## <list> <chr>  
## 1 <split [17893/8947]> Fold1  
## 2 <split [17893/8947]> Fold2  
## 3 <split [17894/8946]> Fold3

## Define a tidymodels recipe

What steps are you going to add to your recipe? Do you need to do any log transformations?

fraud\_rec <- recipe(is\_fraud ~ .,   
 data = card\_fraud\_train) %>%  
 step\_log(amt, distance\_km) %>%   
 step\_naomit(everything(), skip = TRUE) %>%   
 step\_novel(all\_nominal(), -all\_outcomes()) %>%  
 step\_normalize(all\_numeric(), -all\_outcomes()) %>%  
 step\_dummy(all\_nominal(), -all\_outcomes()) %>%  
 step\_zv(all\_numeric(), -all\_outcomes())  
  
# - `step\_novel()` converts all nominal variables to factors and takes care of other issues related to categorical variables.  
#   
# - `step\_log()` will log transform data (since some of our numerical variables are right-skewed). Note that this step can not be performed on negative numbers.  
#   
# - `step\_normalize()` normalizes (center and scales) the numeric variables to have a standard deviation of one and a mean of zero. (i.e., z-standardization).  
#   
# - `step\_dummy()` converts our factor column ocean\_proximity into numeric binary (0 and 1) variables.  
#   
# `step\_zv()` removes any numeric variables that have zero variance.  
#   
# `step\_corr()` will remove predictor variables with high correlations with other predictor variables.

Once you have your recipe, you can check the pre-processed dataframe

prepped\_data <-   
 fraud\_rec %>% # use the recipe object  
 prep() %>% # perform the recipe on training data  
 juice() # extract only the preprocessed dataframe   
  
glimpse(prepped\_data)

## Rows: 26,840  
## Columns: 59  
## $ amt <dbl> 0.94257260, 0.41894969, -2.28514393, 0.4953878…  
## $ age <dbl> -1.02932975, -1.54964789, -0.71398546, -0.4812…  
## $ distance\_km <dbl> 0.92831452, 0.81452441, -0.94743592, 0.9216576…  
## $ is\_fraud <fct> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_food\_dining <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0…  
## $ category\_gas\_transport <dbl> 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_grocery\_net <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_grocery\_pos <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_health\_fitness <dbl> 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_home <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_kids\_pets <dbl> 1, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_misc\_net <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0…  
## $ category\_misc\_pos <dbl> 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_personal\_care <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0…  
## $ category\_shopping\_net <dbl> 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0…  
## $ category\_shopping\_pos <dbl> 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1…  
## $ category\_travel <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 1, 0…  
## $ hour\_X1 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X2 <dbl> 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X3 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X4 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X5 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0…  
## $ hour\_X6 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X7 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0…  
## $ hour\_X8 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X9 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X10 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X11 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X12 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0…  
## $ hour\_X13 <dbl> 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X14 <dbl> 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0…  
## $ hour\_X15 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X16 <dbl> 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0…  
## $ hour\_X17 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X18 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1…  
## $ hour\_X19 <dbl> 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X20 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0…  
## $ hour\_X21 <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X22 <dbl> 1, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ hour\_X23 <dbl> 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ wday\_1 <dbl> -0.54006172, 0.23145502, 0.38575837, 0.2314550…  
## $ wday\_2 <dbl> 0.54006172, -0.23145502, 0.07715167, -0.231455…  
## $ wday\_3 <dbl> -0.4308202, -0.4308202, -0.3077287, -0.4308202…  
## $ wday\_4 <dbl> 0.2820380, -0.1208734, -0.5237849, -0.1208734,…  
## $ wday\_5 <dbl> -0.1497862, 0.3637664, -0.4921546, 0.3637664, …  
## $ wday\_6 <dbl> 0.06154575, 0.55391171, -0.30772873, 0.5539117…  
## $ wday\_7 <dbl> -0.01706972, 0.35846409, -0.11948803, 0.358464…  
## $ month\_name\_01 <dbl> 0.22237479, -0.22237479, -0.29649973, 0.222374…  
## $ month\_name\_02 <dbl> -0.11174754, -0.11174754, 0.04469902, -0.11174…  
## $ month\_name\_03 <dbl> -3.344968e-01, 3.344968e-01, 2.508726e-01, -3.…  
## $ month\_name\_04 <dbl> -0.2069771, -0.2069771, -0.3679593, -0.2069771…  
## $ month\_name\_05 <dbl> 0.1398355, -0.1398355, 0.2288218, 0.1398355, 0…  
## $ month\_name\_06 <dbl> 0.36069561, 0.36069561, 0.06710616, 0.36069561…  
## $ month\_name\_07 <dbl> 0.2467613, -0.2467613, -0.3388855, 0.2467613, …  
## $ month\_name\_08 <dbl> -0.09741925, -0.09741925, 0.45633226, -0.09741…  
## $ month\_name\_09 <dbl> -0.39408195, 0.39408195, -0.40679427, -0.39408…  
## $ month\_name\_10 <dbl> -0.458540826, -0.458540826, 0.267079920, -0.45…  
## $ month\_name\_11 <dbl> -0.320804707, 0.320804707, -0.128321883, -0.32…  
## $ month\_name\_12 <dbl> -0.1337848111, -0.1337848111, 0.0401354433, -0…

## Define various models

You should define the following classification models:

1. Logistic regression, using the glm engine
2. Decision tree, using the C5.0 engine
3. Random Forest, using the ranger engine and setting importance = "impurity")
4. A boosted tree using Extreme Gradient Boosting, and the xgboost engine
5. A k-nearest neighbours, using 4 nearest\_neighbors and the kknn engine

## Model Building   
  
# 1. Pick a `model type`  
# 2. set the `engine`  
# 3. Set the `mode`: classification  
  
# Logistic regression  
log\_spec <- logistic\_reg() %>% # model type  
 set\_engine(engine = "glm") %>% # model engine  
 set\_mode("classification") # model mode  
  
# Show your model specification  
log\_spec

## Logistic Regression Model Specification (classification)  
##   
## Computational engine: glm

# Decision Tree  
tree\_spec <- decision\_tree() %>%  
 set\_engine(engine = "C5.0") %>%  
 set\_mode("classification")  
  
tree\_spec

## Decision Tree Model Specification (classification)  
##   
## Computational engine: C5.0

# Random Forest  
library(ranger)  
  
rf\_spec <-   
 rand\_forest() %>%   
 set\_engine("ranger", importance = "impurity") %>%   
 set\_mode("classification")  
  
  
# Boosted tree (XGBoost)  
library(xgboost)

##   
## Attaching package: 'xgboost'

## The following object is masked from 'package:dplyr':  
##   
## slice

xgb\_spec <-   
 boost\_tree() %>%   
 set\_engine("xgboost") %>%   
 set\_mode("classification")   
  
# K-nearest neighbour (k-NN)  
knn\_spec <-   
 nearest\_neighbor(neighbors = 4) %>% # we can adjust the number of neighbors   
 set\_engine("kknn") %>%   
 set\_mode("classification")

## Bundle recipe and model with workflows

## Bundle recipe and model with `workflows`  
  
  
log\_wflow <- # new workflow object  
 workflow() %>% # use workflow function  
 add\_recipe(fraud\_rec) %>% # use the new recipe  
 add\_model(log\_spec) # add your model spec  
  
tree\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(tree\_spec)   
  
rf\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(rf\_spec)   
  
xgb\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(xgb\_spec)  
  
knn\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(knn\_spec)  
  
  
  
# show object  
knn\_wflow

## ══ Workflow ════════════════════════════════════════════════════════════════════  
## Preprocessor: Recipe  
## Model: nearest\_neighbor()  
##   
## ── Preprocessor ────────────────────────────────────────────────────────────────  
## 6 Recipe Steps  
##   
## • step\_log()  
## • step\_naomit()  
## • step\_novel()  
## • step\_normalize()  
## • step\_dummy()  
## • step\_zv()  
##   
## ── Model ───────────────────────────────────────────────────────────────────────  
## K-Nearest Neighbor Model Specification (classification)  
##   
## Main Arguments:  
## neighbors = 4  
##   
## Computational engine: kknn

## Fit models

You may want to compare the time it takes to fit each model. tic() starts a simple timer and toc() stops it

tic()  
log\_res <- log\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))

## → A | warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## There were issues with some computations A: x1 → B | warning: prediction from rank-deficient fit; attr(\*, "non-estim") has doubtful cases  
## There were issues with some computations A: x1There were issues with some computations A: x1 B: x1There were issues with some computations A: x2 B: x1There were issues with some computations A: x2 B: x2There were issues with some computations A: x3 B: x2There were issues with some computations A: x3 B: x3There were issues with some computations A: x3 B: x3

time <- toc()

## 17.12 sec elapsed

log\_time <- time[[4]]  
  
  
tic()  
tree\_res <- tree\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 34.53 sec elapsed

tree\_time <- time[[4]]  
  
tic()  
rf\_res <- rf\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))

## → A | warning: While computing binary `precision()`, no predicted events were detected (i.e. `true\_positive + false\_positive = 0`).   
## Precision is undefined in this case, and `NA` will be returned.  
## Note that 56 true event(s) actually occured for the problematic event level, '1'.  
## There were issues with some computations A: x1 → B | warning: While computing binary `precision()`, no predicted events were detected (i.e. `true\_positive + false\_positive = 0`).   
## Precision is undefined in this case, and `NA` will be returned.  
## Note that 63 true event(s) actually occured for the problematic event level, '1'.  
## There were issues with some computations A: x1There were issues with some computations A: x1 B: x1There were issues with some computations A: x1 B: x1

time <- toc()

## 119.36 sec elapsed

rf\_time <- time[[4]]  
  
tic()  
xgb\_res <- xgb\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 19.65 sec elapsed

xgb\_time <- time[[4]]  
  
tic()  
knn\_res <- knn\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 336.47 sec elapsed

knn\_time <- time[[4]]

## Compare models

## Model Comparison  
  
log\_metrics <-   
 log\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 # add the name of the model to every row  
 mutate(model = "Logistic Regression",  
 time = log\_time)  
  
tree\_metrics <-   
 tree\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Decision Tree",  
 time = tree\_time)  
  
rf\_metrics <-   
 rf\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Random Forest",  
 time = rf\_time)  
  
xgb\_metrics <-   
 xgb\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "XGBoost",  
 time = xgb\_time)  
  
knn\_metrics <-   
 knn\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Knn",  
 time = knn\_time)  
  
# add more models here  
  
# create dataframe with all models  
model\_compare <- bind\_rows(log\_metrics,  
 tree\_metrics,  
 rf\_metrics,  
 xgb\_metrics,  
 knn\_metrics  
 ) %>%   
 # get rid of 'sec elapsed' and turn it into a number  
 mutate(time = str\_sub(time, end = -13) %>%   
 as.double()  
 )  
  
#Pivot wider to create barplot  
 model\_comp <- model\_compare %>%   
 select(model, .metric, mean, std\_err) %>%   
 pivot\_wider(names\_from = .metric, values\_from = c(mean, std\_err))   
  
# show mean are under the curve (ROC-AUC) for every model  
model\_comp %>%   
 arrange(mean\_roc\_auc) %>%   
 mutate(model = fct\_reorder(model, mean\_roc\_auc)) %>% # order results  
 ggplot(aes(model, mean\_roc\_auc, fill=model)) +  
 geom\_col() +  
 coord\_flip() +  
 scale\_fill\_brewer(palette = "Blues") +  
 geom\_text(  
 size = 3,  
 aes(label = round(mean\_roc\_auc, 2),   
 y = mean\_roc\_auc + 0.08),  
 vjust = 1  
 )+  
 theme\_light()+  
 theme(legend.position = "none")+  
 labs(y = NULL)
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log\_pred <- log\_res %>% collect\_predictions()  
log\_pred %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="Logisitic Regression ROC")
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tree\_pred <- tree\_res %>% collect\_predictions()  
tree\_pred %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="Decision Tree ROC")
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rf\_pred <- rf\_res %>% collect\_predictions()  
rf\_pred %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="Random Forest ROC")
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xgb\_pred <- xgb\_res %>% collect\_predictions()  
xgb\_pred %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="XGB ROC")
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knn\_pred <- knn\_res %>% collect\_predictions()  
knn\_pred %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="KNN ROC")
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## Which metric to use

This is a highly imbalanced data set, as roughly 99.5% of all transactions are ok, and it’s only 0.5% of transactions that are fraudulent. A naive model, which classifies everything as ok and not-fraud, would have an accuracy of 99.5%, but what about the sensitivity, specificity, the AUC, etc?

## last\_fit()

last\_fit\_xgb <- last\_fit(xgb\_wflow,   
 split = data\_split,  
 metrics = metric\_set(  
 accuracy, f\_meas, kap, precision,  
 recall, roc\_auc, sens, spec))  
  
last\_fit\_xgb %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 4  
## .metric .estimator .estimate .config   
## <chr> <chr> <dbl> <chr>   
## 1 accuracy binary 0.997 Preprocessor1\_Model1  
## 2 f\_meas binary 0.676 Preprocessor1\_Model1  
## 3 kap binary 0.675 Preprocessor1\_Model1  
## 4 precision binary 0.793 Preprocessor1\_Model1  
## 5 recall binary 0.590 Preprocessor1\_Model1  
## 6 sens binary 0.590 Preprocessor1\_Model1  
## 7 spec binary 0.999 Preprocessor1\_Model1  
## 8 roc\_auc binary 0.975 Preprocessor1\_Model1

#Compare to training  
xgb\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.996 3 0.000582 Preprocessor1\_Model1  
## 2 f\_meas binary 0.663 3 0.0354 Preprocessor1\_Model1  
## 3 kap binary 0.661 3 0.0357 Preprocessor1\_Model1  
## 4 precision binary 0.792 3 0.0644 Preprocessor1\_Model1  
## 5 recall binary 0.571 3 0.0196 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.957 3 0.00518 Preprocessor1\_Model1  
## 7 sens binary 0.571 3 0.0196 Preprocessor1\_Model1  
## 8 spec binary 0.999 3 0.000362 Preprocessor1\_Model1

## Get variable importance using vip package

library(vip)  
  
last\_fit\_xgb %>%   
 pluck(".workflow", 1) %>%   
 pull\_workflow\_fit() %>%   
 vip(num\_features = 100) +  
 theme\_light()

## Warning: `pull\_workflow\_fit()` was deprecated in workflows 0.2.3.  
## ℹ Please use `extract\_fit\_parsnip()` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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## Amount and category\_grocery are the most important features,   
## followed by age and whether the transaction was made between 10-11pm

## Plot Final Confusion matrix and ROC curve

## Final Confusion Matrix  
  
last\_fit\_xgb %>%  
 collect\_predictions() %>%   
 conf\_mat(is\_fraud, .pred\_class) %>%   
 autoplot(type = "heatmap")
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## Final ROC curve  
last\_fit\_xgb %>%   
 collect\_predictions() %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot() +  
 labs(title="XGB ROC Test")

![](data:image/png;base64,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)

#Assessing which model affords the best classification from these results:  
#  
# First, considering the results from each model in turn:   
#  
# The logistic regression (LR) performs reasonably, as judged by the fact that the ROC is decent (0.83) although the model has low sensitivity while having high specificity. Meanwhile, the precision and recall (and thus F-score) metrics are very low (in the 30% territory); so there is little discrimination between any elements in the confusion matrix; no particular fold is far better than any other. So, this is not a good model.   
#  
# The decision tree model fares slightly worse in the ROC metric (0.78) but it has better sensitivity than the LR model. The evaluation metrics are also better, e.g. precision (0.65) and recall (0.47). This suggests that the model does fit some of the data with a priori information better.  
#  
# The random forest results compare more favourably, being the best of all models tested in terms of the ROC result (0.94). The model has perfect precision but almost zero recall and thus a poor F-score. It also has poor sensitivity.  
#  
# The bootstrapping decision-tree option, gradient boosting, fares similarly to that of the random forest model (ROC = 0.93), but overall evaluation metrics look a lot better and are more balanced. For example, the precision and recall are 69 and 46% respectively. The sensitivity (46%) and specificity (100%) are also much better and more balanced. So the Gradient boosting method results look particularly good.  
#  
# the k-nearest neighbour classification model does not perform so well (ROC = 0.71); it is derived from good specificity (100% = perfect) but low sensitivity (21%). Meanwhile, the statistical figure-of-merits, precision (30%) and recall (21%) are very low. So, this is not a good model.  
#  
# In summary, the gradient boosting model is clearly the best model. Others suffer in various regards, in particularly some are very imbalanced between precision versus recall, and/or sensitivity versus specificity. It makes sense that the gradient boosting (bootstrapping) model offers the best fit to the training data. This is because the random forest model will train many trees independently while a gradient boosting model will train many trees subsequently (correcting the errors in a given tree from that of its forerunner tree). Thus, the gradient boosting model has bootstrapping functionality, and its results are easier to interpret than that of a random forest model because gradient boosting models are afforded from one final tree while the result of a random forest model are the ensemble of many trees that have been modelled in parallel. Given these fundamental model considerations, and the similar ROC of these two model options, the gradient boosting model was deemed to be the best model for being taken forward in classifying the test (unseen) movie data.   
#  
#The results of applying these test data to the gradient boosting model are good, albeit less good than the results from the training data. This comparison stands to reason since unseen data will naturally fit less well than the training data which were used to create (i.e. were tailored to the fit of) the model. Besides, the results of testing and training data still fare well in having fairly small overall differences.  
#

## Calculating the cost of fraud to the company

* How much money (in US$ terms) are fraudulent transactions costing the company? Generate a table that summarizes the total amount of legitimate and fraudulent transactions per year and calculate the % of fraudulent transactions, in US$ terms. Compare your model vs the naive classification that we do not have any fraudulent transactions.

best\_model\_wflow <- xgb\_wflow  
  
best\_model\_preds <-   
 best\_model\_wflow %>%   
 fit(data = card\_fraud\_train) %>%   
   
 ## Use `augment()` to get predictions for entire data set  
 augment(new\_data = card\_fraud)  
  
best\_model\_preds %>%   
 conf\_mat(truth = is\_fraud, estimate = .pred\_class)

## Truth  
## Prediction 1 0  
## 1 2518 472  
## 0 1418 666620

cost <- best\_model\_preds %>%  
 select(is\_fraud, amt, pred = .pred\_class)   
  
cost <- cost %>%  
 mutate(  
 false\_naives = if\_else((is\_fraud ==1),amt,0),   
 # naive false-- we think every single transaction is ok and not fraud. We lose the amount of the transaction if its fraud  
  
 false\_negatives=if\_else((is\_fraud ==1)&(pred ==0),amt,0),  
 # false negatives-- we thought they were not fraud, but they were. We lose the amount of transaction if its fraud  
   
 false\_positives=if\_else((is\_fraud ==0)&(pred ==1),amt \*0.02,0),  
 # false positives-- we thought they were fraud, but they were not. We lose the amount of the transaction \* 0.02 (our margin)  
  
 true\_positives=0,  
 # true positives-- we thought they were fraud, and they were   
   
 true\_negatives=0  
 # true negatives-- we thought they were ok, and they were   
)  
   
# Summarising  
cost\_summary <- cost %>%   
 summarise(across(starts\_with(c("false","true", "amt")),   
 ~ sum(.x, na.rm = TRUE)))  
  
cost\_summary

## # A tibble: 1 × 6  
## false\_naives false\_negatives false\_positives true\_positives true\_negatives  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2075089. 617323. 7578. 0 0  
## # ℹ 1 more variable: amt <dbl>

print(scales::dollar(cost\_summary$false\_naives - cost\_summary$false\_negatives - cost\_summary$false\_positives))

## [1] "$1,450,188"

#Implementing our model will save money  
# Calculated by doing False Naive cost - (False negative cost + false positive cost)

* If we use a naive classifier thinking that all transactions are legitimate and not fraudulent, the cost to the company is $2,075,089.
* With our best model, the total cost of false negatives, namely transactions our classifier thinks are legitimate but which turned out to be fraud, is $617,323.
* Our classifier also has some false positives, $7,578.15, namely flagging transactions as fraudulent, but which were legitimate. Assuming the card company makes around 2% for each transaction (source: <https://startups.co.uk/payment-processing/credit-card-processing-fees/>), the amount of money lost due to these false positives is $151.56
* The $ improvement over the naive policy is $1,457,614.