**上机报告**

**学号**：1500011398

**姓名**：秦光辉

**题目描述**：

从一个记录名单的数据文件（list.dat）中读入学生的姓名和学号数据使用不同的方法进行查询。

1. 实现用二分法按照学号检索学生.
2. 选择适当散列函数，根据姓名创建一个散列表示的字典，并实现插入学生信息，通过姓名检索，删除的功能，并给出碰撞等情况统计；

**题目分析**：

本题需要使用两个数据结构，顺序字典和哈希表。二分法检索学生使用顺序字典，散列表示的字典使用哈希表。

考虑到顺序字典实现的功能比较简单，我没有采用链表，而使用了数组。顺序字典要排序，否则无法使用二分法检索。

哈希表需要采用恰当的哈希函数，避免出现过多的碰撞，也需要避免产生太大的内存浪费。通常来说负载因子控制在0.5到1.0为宜。List中一共有80个学生，将哈希表的大小设置为100比较合适。

哈希表同时需要实现插入、检索、删除等功能，给出碰撞统计。这些均可以定义在哈希表类中。

**函数和算法分析**：

顺序字典：

顺序字典对应的类为dict，是一个模板类。其类成员包括一个数组，用来存储字典元素，一个表示字典容量的整数，一个表示当前元素数量的整数。为了使得字典容量尽可能大，没有使用int，使用了size\_t。

element<K, V> \*Dic; //字典元素定义在一个数组中

size\_t Max; //Max是字典的最大容量

size\_t n; //n是字典的当前元素数量

其主要函数包括:

dict<K, V>(size\_t n\_Max = INT\_MAX);

构造函数，默认的容量是一个很大的数。

void sort();

排序函数，负责把数组内的元素排序。排序函数调用了另一个函数quicksort。

dict<K, V> &insert(const K &key, const V &value);

插入函数，插入函数不负责排序，默认把元素存到最后。

dict<K, V> &print();

打印函数，负责打印字典中所有元素。

V operator[](K key);

[ ]接收一个关键码，可以返回对应的值。其搜索方式是二分搜索。二分搜索的方法写在了注释中，此不表述。

另外类中还有default constructor, destructor, copy constructor, assignment function，属于类工具，不详述。

Quicksort是一个快速排序函数，经测试效率比较高，决定使用它排序。

哈希表：

哈希表类名是HashTable，这个类是一个模。M板类。其类成员包括哈希表的容量，哈希表的碰撞统计（一个int存储碰撞次数，一个数组存储碰撞位置），存储元素的指针四个成员。分别为：

int m = 0; //哈希表的容量

int n\_collision = 0; //碰撞次数

element<K, V> \*ele = nullptr; //存储元素的数组

element<K, V> \*ele = nullptr; //存储元素的数组

其关键函数包括：

HashTable(int n\_m);

Constructor，其中n\_m表示哈希表的最大容量。

V operator[](K n\_key);

[ ]中输入Key可以检索到所要的value。每次检索的时候，我们先使用哈希函数寻找当前的哈希值。如果哈希值对应的就是所检索的数据，则立刻返回；否则递增地址，直到检索到为止。

V del(K n\_key);

Delete函数的目的是删除关键码所指的元素，同时需要避免前面发生碰撞的元素检索失败。实现方案如下：

1. 先寻找n\_key对应的伪地址。记录为index。将其delete。（即将其key置空）
2. 用space表示当前空位的伪地址。
3. 向下搜索，找到下一个空位，其伪地址记为next\_space。
4. 接下来沿着space向下搜索，如果发现某个元素的哈希值小于space，则把该元素记录到空位上，讲space定位到该元素位置。
5. 当index递增到next\_space时，结束循环。

上述方案中需要考虑到index在递增过程中是否发生了循环，如果循环的话判断条件需要发生变化，在代码中有注释详解，此不表述。

int h(K n\_key);

这是哈希函数。考虑到所有的人名最少有两位，所以使用了下述哈希函数：

((int)(unsigned char)n\_key[0] + (int)(unsigned char)n\_key[1] + (int)(unsigned char)n\_key[2] + (int)(unsigned char)n\_key[3]) % m;

void insert(K n\_key, V n\_value);

这个是插入算法，和另一个函数linear\_search配合使用，可以插入一个新的元素。如果发生了碰撞，则会被记录下来。如果哈希表已满，则函数会assert退出。

另外类中还有default constructor, destructor, copy constructor, assignment function四个函数，作为类工具，注释在代码中，这里不表述。

**结果与分析**：

**1.数据类型的选择**

本次作业中，顺序字典关键码是学号。我首先想到的是使用int来存储学号，但是这种方法不合理，因为学号格式并不整齐，有的学号第一位是0，如果使用了int，我们就有可能丢掉前面的0。而如果我们使用c++ 库中的string存储学号，不但容易取其中的某一位，确定其长度，而且string自带谓语，可以直接排序，不需要重载比较运算符。所以斟酌之后我选择了string。

**2.排序算法的选择**

在顺序字典中，如果每次插入一个元素就进行一次排序，其时间代价是极高的。这种算法效率相当于进行一次插入排序，考虑之后我放弃了这种算法。

还有一种算法是基数排序法，基数排序法效率是相对较高的，但是也存在一个问题。本次作业中的大部分学号前5位都是10000，如果使用基数排序法，就会造成很大浪费，因为其实前5位是不需要排序的。如果放弃前五位，又会出现有的学号无法排序的情况。无论如何都不合适，所以我放弃了这种算法。

如果使用shell排序，需要确定分组的数目。但是我对shell排序没有任何经验，不好确定分组数目。鉴于我的编程经验不足，我没有采用这种算法。

如果使用交换排序，其效率其实和插入排序差距不大。如果使用交换排序，相比直接插入（每加入一次元素就排序一次），我们不但没有提高效率，而且多调用了一次函数。得不偿失，我没有采用交换排序。

剩下可以采用的排序方法只剩下冒泡排序，快速排序，归并排序。本次数据量较小，三种算法的时间代价相差无几。我在实现过程中使用了快速排序，其效率高于直接插入。剩下的两种算法我还没有测试。如果使用大量学生数据，应该可以测试出三种算法的优劣。当然这也和学号的编码方式有关。我还没有进行这方面的测试。

3.顺序字典输出结果

下面是一些顺序字典的输出结果：
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上半部分是字典的全部打印结果，后面是检索（输入学号检索名字）。

**4.哈希函数的取模运算分析**

关于哈希函数取模运算：

在课本中，作者推荐我们把哈希值模一个比容量小的最大质数。真的是这样吗？我测试了一下几个负载因子的情况下不同的模值对应的碰撞次数：

|  |  |  |  |
| --- | --- | --- | --- |
| 容量大小 | 负载因子 | 模值 | 碰撞次数 |
| 82 | 0.9756 | 79 | 43 |
| 82 | 0.9756 | 82 | 36 |
| 100 | 0.8 | 100 | 30 |
| 100 | 0.8 | 97 | 34 |
| 150 | 0.5333 | 150 | 19 |
| 150 | 0.5333 | 149 | 21 |

从上面可以看出，哈希函数的模值取作容量大小时碰撞次数比取作小于容量的最大质数时少。我又做了一组实验：

|  |  |  |  |
| --- | --- | --- | --- |
| 容量大小 | 负载因子 | 模值 | 碰撞次数 |
| 100 | 0.8 | 100 | 30 |
| 100 | 0.8 | 99 | 33 |
| 100 | 0.8 | 98 | 32 |
| 100 | 0.8 | 97 | 34 |
| 100 | 0.8 | 96 | 32 |
| 100 | 0.8 | 95 | 33 |
| 100 | 0.8 | 94 | 32 |
| 100 | 0.8 | 93 | 32 |
| 100 | 0.8 | 92 | 29 |
| 100 | 0.8 | 91 | 34 |
| 100 | 0.8 | 90 | 37 |
| 100 | 0.8 | 89 | 34 |
| 100 | 0.8 | 288 | 33 |
| 100 | 0.8 | 87 | 36 |
| 100 | 0.8 | 86 | 40 |
| 100 | 0.8 | 85 | 37 |
| 100 | 0.8 | 84 | 39 |
| 100 | 0.8 | 83 | 36 |
| 100 | 0.8 | 82 | 35 |
| 100 | 0.8 | 81 | 33 |

从上面两个实验可以看出，模值取容量大小时，碰撞次数最小。所以我在代码实现的时候，使用的模值是容量大小m。

**5.哈希表删除函数的选择**

课本上删除算法的实现方式是做一个标记。这种算法难度小，但我认为有一个不好的地方：如果这个字典删除算法使用的几率低，检索算法使用频率高，这种算法无疑会使得更多的元素偏离其哈希值所指的地址。所以我采用了另一种算法：

每次删除的时候，把要删除的元素的key置空，然后向前搜索，遇到的元素哈希值如果小于空位的伪地址，就把该元素移动到空位，把该元素置为空位。一直检索下去，直到遇到下一个空位为止。

这样我们检索的时候就可以 避免过多的比较，大大提高了检索效率。

**6.哈希表的输出结果**

下面是哈希表的一些输出结果：
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这是检索结果。
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删除周易之后的检索结果。

**一些可能的改进思路：**

1. 上述讨论的排序算法。
2. 哈希函数的算法，我仅仅是将汉字的各个编码相加，这样的算法并不能够有效避免碰撞。如果能够根据汉字的编码方式单独研发一种哈希函数，应该是最合适的
3. 哈希表的负载因子目前控制在百分之80左右，可以进行测试，观察什么样的负载因子效果最好，即不但节省内存，而且运行速度很快。