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1. **Introduction**

In this assignment you will write a Matlab program to generate (or synthesize) and analyze DTMF sounds, otherwise known as Touch Tone® sounds. You will use Matlab vectors to hold the sound data, plot some of it, and then use the Fourier Transform to take a sound signal and extract its frequency components.

1. **Functions**
   1. **generateTone**

‘generateTone’ creates a sinusoidal tone given a frequency, number of samples per second, and the length of the tone (in that order).

>> tone = generateTone(261.626, 8192, 1);

>> tone(1:10)

ans =

Columns 1 through 8

0 0.0997 0.1953 0.2832 0.3596 0.4217 0.4668 0.4931

Columns 9 through 10

0.4997 0.4862

>> plot(tone(1:100))

![Mac:Users:liamdickson:Documents:Dropbox:UCONN:Freshman:CSE1010:HW03:Word_Elements:generateTone example.tif](data:image/png;base64,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)

* 1. **synthDtmf**

‘synthDtmf’ uses two frequencies to generate two tones using the ‘generateTone’ function with the number of samples equal to 8192 and the frequency equal to 0.3 seconds, then combines the two tones to create a new sinusoidal wave.

>> tone = synthDtmf(261.626,300);

>> tone(1:10)

ans =

Columns 1 through 5

0 0.2138 0.4176 0.6019 0.7579

Columns 6 through 10

0.8784 0.9579 0.9928 0.9814 0.9245

>> plot(tone(1:500))
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* 1. **nameToFrequency**

‘nameToFrequency’ takes the name of a key that you provide and converts it to the two frequencies that correspond to that key.

>> nameToFreq('1')

ans =

697

* 1. **touchTone**

‘touchTone’ uses an input, named ‘key’, and the function, ‘nameToFreq’, and the function ‘synthDtmf’ to change the ‘key’ defined by the user to the corresponding dual tone.

>> [a b] = nameToFreq('5')

a =

770

b =

1336

* 1. **timeToFreq**

‘timeToFreq’ uses the ‘singal’ (previously referred to as ‘tone’) and samplesPerSec defined by the user to output the frequency and power of the signal.

>> sig = touchTone('0');

>> [f p] = timeToFreq(sig, 8192);

>> plot(f(275:290), p(275:290), '-o')

![Mac:Users:liamdickson:Documents:Dropbox:UCONN:Freshman:CSE1010:HW03:Word_Elements:timeToFreq.tif](data:image/png;base64,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)

* 1. **peaks**

‘peaks’ finds the maximums powers and then returns the frequencies for those maximums by comparing to the values to the left and right of each value.

>> sig = touchTone('0');

>> [f p] = timeToFreq(sig, 8192);

>> peaks(f,p)

ans =

940 1337

* 1. **closeTo**

‘closeTo’ figures out whether or not the number a is within 5 of number b

>> closeTo(5,10)

ans =

1

>> closeTo(5,11)

ans =

0

* 1. **freqToName**

Given frequencies (such as those from ‘peaks’) this function will find the corresponding DTMF key.

>> freqToName(697, 1209)

ans =

1

>> freqToName(697, 1477)

ans =

3

* 1. **encodeAndDecode**

‘encodeAndDecode’ encodes the key\_name (provided by user) to the tone using ‘touchTone’ then converts it to frequency and power using ‘timeToFreq’, then finds the ‘peaks’ and converts the frequencies back to the key name. I also added the option to play the sound if you uncomment a line in this function.

>> encodeAndDecode('5')

ans =

5

>> encodeAndDecode('3')

ans =

3

1. **Source code**

function result = closeTo(a, b)

epsilon = 5;

result = abs(a - b) <= epsilon;

end

function answer = encodeAndDecode(key\_name)

% Set tT equal to the touch tone of the signal from the

% key name. In this order key\_name -> frequencies -> convert

% frequencies to tones -> combine tones

tT = touchTone(key\_name);

% Uncomment following line to create sound of key in this function

% sound(touchTone(key\_name));

% Set f and p equal to the frequency and power of the signal from tT

% with 8192 samples per second

[f p] = timeToFreq(tT,8192);

% Take the frequencies of the peak power values and convert them back

% to the name of the key.

peaks\_out = peaks(f,p);

answer = freqToName(peaks\_out(1),peaks\_out(2));

end

function name = freqToName(f1, f2)

if closeTo(f1, 697)

if closeTo(f2, 1209)

name = '1';

elseif closeTo(f2, 1336)

name = '2';

elseif closeTo(f2, 1477)

name = '3';

elseif closeTo(f2, 1633)

name = 'A';

end

elseif closeTo(f1, 770)

if closeTo(f2, 1209)

name = '4';

elseif closeTo(f2, 1336)

name = '5';

elseif closeTo(f2, 1477)

name = '6';

elseif closeTo(f2, 1633)

name = 'B';

end

elseif closeTo(f1, 852)

if closeTo(f2, 1209)

name = '7';

elseif closeTo(f2, 1336)

name = '8';

elseif closeTo(f2, 1477)

name = '9';

elseif closeTo(f2, 1633)

name = 'C';

end

elseif closeTo(f1, 941)

if closeTo(f2, 1209)

name = '\*';

elseif closeTo(f2, 1336)

name = '0';

elseif closeTo(f2, 1477)

name = '#';

elseif closeTo(f2, 1633)

name = 'D';

end

end

end

function tone = generateTone( frequency , samples\_sec , tone\_length )

seconds = tone\_length;

samplesPerSecond = samples\_sec;

timeDomain = linspace(0, seconds, seconds \* samplesPerSecond);

freq=frequency;

tone = sin(2 \* pi \* freq \* timeDomain);

tone = tone \* 0.5;

end

function [f1,f2] = nameToFreq( key\_name )

if key\_name == '0'

f1 = 941;

f2 = 1336;

elseif key\_name == '1'

f1 = 697;

f2 = 1209;

elseif key\_name == '2'

f1 = 697;

f2 = 1336;

elseif key\_name == '3'

f1 = 697;

f2 = 1477;

elseif key\_name == '4'

f1 = 770;

f2 = 1209;

elseif key\_name == '5'

f1 = 770;

f2 = 1336;

elseif key\_name == '6'

f1 = 770;

f2 = 1477;

elseif key\_name == '7'

f1 = 852;

f2 = 1209;

elseif key\_name == '8'

f1 = 852;

f2 = 1336;

elseif key\_name == '9'

f1 = 852;

f2 = 1477;

elseif key\_name == 'A' || key\_name == 'a'

f1 = 697;

f2 = 1633;

elseif key\_name == 'B' || key\_name == 'b'

f1 = 770;

f2 = 1633;

elseif key\_name == 'C' || key\_name == 'c'

f1 = 852;

f2 = 1633;

elseif key\_name == 'D' || key\_name == 'd'

f1 = 941;

f2 = 1633;

elseif key\_name == '\*'

f1 = 941;

f2 = 1209;

elseif key\_name == '#'

f1 = 941;

f2 = 1477;

else

disp('The key you entered does not exist on the DTMF keypad.')

pause

end

end

function [freq\_values] = peaks(freq, power)

Left = [0 power(1:end-1)];

Right = [power(2:end) 0];

% Determine when the power is greater than both the value to the left

% and right, then get the frequency of those 'peak' locations

locations = power > Left & power > Right;

freq\_values = freq(locations);

freq\_values = round(freq\_values);

end

function dual\_tone = synthDtmf( freq1 , freq2 )

tone1 = generateTone(freq1, 8192, 0.3);

tone2 = generateTone(freq2, 8192, 0.3);

dual\_tone = tone1 + tone2;

end

function [freq power] = timeToFreq(signal, samplesPerSec)

count = length(signal);

y = fft(signal, count);

power = y.\*conj(y)/count;

power = power(1:floor(count/2));

freq = samplesPerSec/count\*(0:(floor(count/2)-1));

end

function dual\_tone = touchTone( key )

[f1 f2] = nameToFreq(key);

dual\_tone = synthDtmf(f1, f2);

end