**EE445M – Lab 1: Graphics, LCD, ADC, Timer, and Interpreter**

Sourabh Shirhatti and Nelson Wu, Spring 2015

**Objectives**

The objective of this lab ­­was to introduce us to the Tiva TM4C123 LaunchPad and some of its capabilities. We used an interrupting serial port (employing both hardware and software FIFOs) and a command line interpreter to issue commands to the ADC and LCD. A graphics LCD driver split the display into two segments to be accessed by different threads in future labs. Our ADC driver could be triggered by both software and timer interrupts, providing for flexibility. Periodic timer interrupts were developed for use in thread scheduling.

**Hardware Design**

None

**Software Design**

We have only included the portions of the files we modified. We also submitted a .zip.

1. Low level LCD driver (ST7735\_.c and ST7735\_.h files)

//------------ST7735\_MessageString------------

// Divide the LCD into two logical partitions and provide

// an interface to output a string

// inputs: device specifies top(0) or bottom(1)

// line specifies line number (0-7)

// string pointer to NULL-terminated ASCII string

// outputs: none

void ST7735\_MessageString (int device, int line, unsigned char \*string) {

// Sanitize inputs

if (device < 0 || device > 1) return;

if (line <0 || line > 7) return;

Output\_Color(((device)? ST7735\_RED: ST7735\_YELLOW));

// Move cursor

ST7735\_SetCursor(0, (device \* 8) + line);

// Output

ST7735\_OutString(string);

}

//------------ST7735\_MessageInteger------------

// Divide the LCD into two logical partitions and provide

// an interface to output a string

// inputs: device specifies top(0) or bottom(1)

// line specifies line number (0-7)

// value 32-bit number in unsigned decimal format

// outputs: none

void ST7735\_MessageInteger (int device, int line, long value){

// Sanitize inputs

if (device < 0 || device > 1) return;

if (line < 0 || line > 7) return;

Output\_Color(((device)? ST7735\_RED: ST7735\_YELLOW));

// Move cursor

ST7735\_SetCursor(0, (device \* 8) + line);

// Output

ST7735\_OutUDec(value);

}

//------------ST7735\_MessageString------------

// Divide the LCD into two logical partitions and provide

// an interface to output a string

// inputs: device specifies top(0) or bottom(1)

// line specifies line number (0-7)

// string pointer to NULL-terminated ASCII string

// outputs: none

void ST7735\_MessageString (int device, int line, unsigned char \*string);

//------------ST7735\_MessageInteger------------

// Divide the LCD into two logical partitions and provide

// an interface to output a string

// inputs: device specifies top(0) or bottom(1)

// line specifies line number (0-7)

// value 32-bit number in unsigned decimal format

// outputs: none

void ST7735\_MessageInteger (int device, int line, long value);

1. Low level ADC driver (ADC.c and ADC.h files)

//------------ADC0\_Open------------

// Set up a ADC channel for SW triggering using

// sequencer 3

// inputs: channelNum ADC channel number

// outputs: none

void ADC0\_Open(uint8\_t channelNum) {

// Open the specified channel with SW triggering

ADC0\_InitSWTriggerSeq3(channelNum);

ChannelNumber = channelNum;

}

//------------ADC0\_In------------

// Read ADC value on the open channel using SW triger

// inputs: none

// outputs: -1 Channel hasn't been opened

// -2 Channel in use by timer

int16\_t ADC\_In(void) {

// Read a sample on the open channel using SW triggering

int16\_t result;

// If channel hasn't been opened return error

if (ChannelNumber == -1) return -1;

// Ensure channel is not being used by timer

if (ChannelNumber == TimerChannelNumber) return -2;

ADC0\_PSSI\_R = 0x0008; // 1) initiate SS3

while((ADC0\_RIS\_R&0x08)==0){}; // 2) wait for conversion done

// if you have an A0-A3 revision number, you need to add an 8 usec wait here

result = ADC0\_SSFIFO3\_R&0xFFF; // 3) read result

ADC0\_ISC\_R = 0x0008; // 4) acknowledge completion

return result;

}

//------------ADC0\_Collect------------

// Sample ADC at specified Fs and store into a buffer

// sequencer 3

// inputs: channelNum ADC channel number

// Fs Sampling frequency

// buffer Name of buffer to store output

// numberOfSample Number of samples requested

// outputs: 1 Requested succeeded

// 0 Timer already in use

int16\_t ADC\_Collect(uint8\_t channelNum, uint32\_t Fs, uint16\_t buffer[], uint16\_t numberOfSamples) {

// check if timer not in use

if (channelNum == TimerChannelNumber)

return 0;

// If channelNum is closed, open it

if (ChannelNumber == -1) ChannelNumber = channelNum;

// save buffer name

BufferName = buffer;

NumberSamples = numberOfSamples;

TimerChannelNumber = channelNum;

// Switch to timer triggering

ADC0\_InitTimer0ATriggerSeq3(channelNum, (50000000/Fs));

return 0;

}

//------------ADC0\_Open------------

// Set up a ADC channel for SW triggering using

// sequencer 3

// inputs: channelNum ADC channel number

// outputs: none

void ADC0\_Open(uint8\_t channelNum);

//------------ADC0\_In------------

// Read ADC value on the open channel using SW triger

// inputs: none

// outputs: -1 Channel hasn't been opened

// -2 Channel in use by timer

int16\_t ADC\_In(void);

//------------ADC0\_Collect------------

// Sample ADC at specified Fs and store into a buffer

// sequencer 3

// inputs: channelNum ADC channel number

// Fs Sampling frequency

// buffer Name of buffer to store output

// numberOfSample Number of samples requested

// outputs: 1 Requested succeeded

// 0 Timer already in use

int16\_t ADC\_Collect(uint8\_t channelNum, uint32\_t Fs, uint16\_t buffer[], uint16\_t numberOfSamples);

1. Low level timer driver (OS.c and OS.h files)

//\*\*\*\*\*\*Filename: OS.c\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

//\*\*\*\*\*\*\*Authors: Sourabh Shirhatti\*//

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Nelson Wu\*\*\*\*\*\*\*\*\*//

//\*\*\*\*\*\*\*Created: Jan 24, 2015\*\*\*\*\*\*//

//\*\*\*Description: \*\*\*//

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*\*//

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*\*\*\*\*\*//

//\*\*\*\*\*\*\*\*\*Lab #: 1\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

//\*\*\*\*\*\*\*\*\*\*\*TAs: ,\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

//\*\*\*\*\*\*\*Revised: Feb 8, 2015\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

//\*\*\*\*\*HW Config: None\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

#include <stdint.h>

#include "inc/tm4c123gh6pm.h"

#include "OS.h"

#define NVIC\_EN0\_INT21 0x00200000 // Interrupt 21 enable

#define TIMER\_CFG\_32\_BIT\_TIMER 0x00000000 // 32-bit timer configuration

#define TIMER\_TAMR\_TACDIR 0x00000010 // GPTM Timer A Count Direction

#define TIMER\_TAMR\_TAMR\_PERIOD 0x00000002 // Periodic Timer mode

#define TIMER\_CTL\_TAEN 0x00000001 // GPTM TimerA Enable

#define TIMER\_IMR\_TATOIM 0x00000001 // GPTM TimerA Time-Out Interrupt

// Mask

#define TIMER\_ICR\_TATOCINT 0x00000001 // GPTM TimerA Time-Out Raw

// Interrupt

#define TIMER\_TAILR\_M 0xFFFFFFFF // GPTM Timer A Interval Load

// Register

#define GPIO\_PORTF2 (\*((volatile uint32\_t \*)0x40025010))

void DisableInterrupts(void); // Disable interrupts

void EnableInterrupts(void); // Enable interrupts

long StartCritical (void); // previous I bit, disable interrupts

void EndCritical(long sr); // restore I bit to previous value

void WaitForInterrupt(void); // low power mode

void (\*PeriodicTask)(void); // user function

static unsigned long Counter = 0;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_AddPeriodicThread\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Activate Timer1 interrupts to run user task periodically

Input: task is a pointer to a user function

period in ms

priority (0-7)

Outputs: error (1); success (0)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int OS\_AddPeriodicThread(void (\*task)(void), unsigned long period, unsigned long priority) {

long sr;

if(priority > 7) { return 1; }

Counter = 0;

sr = StartCritical();

SYSCTL\_RCGCTIMER\_R |= 0x02;

PeriodicTask = task; // user function

TIMER1\_CTL\_R &= ~TIMER\_CTL\_TAEN; // 1) disable timer1A during setup

// 2) configure for 32-bit timer mode

TIMER1\_CFG\_R = TIMER\_CFG\_32\_BIT\_TIMER;

// 3) configure for periodic mode, default down-count settings

TIMER1\_TAMR\_R = TIMER\_TAMR\_TAMR\_PERIOD;

TIMER1\_TAILR\_R = (period\*50000) - 1; // 4) reload value

// 5) clear timer1A timeout flag

TIMER1\_ICR\_R = TIMER\_ICR\_TATOCINT;

TIMER1\_IMR\_R |= TIMER\_IMR\_TATOIM;// 6) arm timeout interrupt

// 7) priority shifted to bits 15-13 for timer1A

NVIC\_PRI5\_R = (NVIC\_PRI5\_R&0xFFFF00FF)|(priority << 13);

NVIC\_EN0\_R = NVIC\_EN0\_INT21; // 8) enable interrupt 21 in NVIC

TIMER1\_TAPR\_R = 0;

TIMER1\_CTL\_R |= TIMER\_CTL\_TAEN; // 9) enable timer1A

EndCritical(sr);

return 0;

}

void Timer1A\_Handler(void){

TIMER1\_ICR\_R = TIMER\_ICR\_TATOCINT;// acknowledge timer1A timeout

Counter++;

(\*PeriodicTask)(); // execute user task

}

// GPIO\_PORTF2 = 0x04;

// TIMER1\_ICR\_R = TIMER\_ICR\_TATOCINT;// acknowledge timer1A timeout

// Counter++;

//

// /\*if(Counter == 0xFFFFFFFF) {

// OverflowCount++;

// Counter = 0;

// } \*/

//

// (\*PeriodicTask)(); // execute user task

// GPIO\_PORTF2 = 0x00;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_ClearPeriodicTime\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

clear the 32-bit global counter

Input: none

Output: none

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void OS\_ClearPeriodicTime(void) {

Counter = 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_ReadPeriodicTime\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

reads the current value of the 32-bit global counter

Input: none

Output: current counter value

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

unsigned long OS\_ReadPeriodicTime(void) {

return Counter;

}

void OS\_StartPeriodicThread(void) {

TIMER1\_CTL\_R |= TIMER\_CTL\_TAEN;

}

void OS\_StopPeriodicThread(void) {

TIMER1\_CTL\_R |= ~TIMER\_CTL\_TAEN;

}

#ifndef \_\_OS\_H\_\_ // do not include more than once

#define \_\_OS\_H\_\_

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_AddPeriodicThread\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Activate Timer0 interrupts to run user task periodically

Input: task is a pointer to a user function

period in units (1/clockfreq)

priority (0-7)

Outputs: error (1); success (0)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int OS\_AddPeriodicThread(void (\*task)(void), unsigned long period, unsigned long priority);

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_ClearPeriodicTime\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

clear the 32-bit global counter

Input: none

Output: none

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void OS\_ClearPeriodicTime(void);

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*OS\_ReadPeriodicTime\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

reads the current value of the 32-bit global counter

Input: none

Output: current counter value

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

unsigned long OS\_ReadPeriodicTime(void);

void OS\_StartPeriodicThread(void);

void OS\_StopPeriodicThread(void);

#endif // \_\_OS\_H\_\_

1. High level main program (the interpreter)

// Used for UART commands

char HelpADC[] = "Send commands to the ADC";

char HelpLCD[] = "Send commands to the LCD";

char HelpOS[] = "Send commands to the OS";

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*CommandADC\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Send debugging commands to the ADC

Input: ui8Argc is the number of commands parsed

g\_ppcArgv is an array containing the commands

Outputs: error (-1); success (channel #)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void CommandADC(uint\_fast8\_t ui8Argc, char \*g\_ppcArgv[]) {

uint32\_t channel, Fs, numSamples;

uint16\_t buffer[100];

//Check if number of arguments are correct

if (ui8Argc != 3) {

OutCRLF();

UART\_OutString("All adc functions require exactly 1 parameter");

return;

}

// Check if a valid channel

if (strcmp(g\_ppcArgv[2],"0")==0 || (strcmp(g\_ppcArgv[2],"1")==0) || strcmp(g\_ppcArgv[2],"2")==0 || (strcmp(g\_ppcArgv[2],"3")==0) || strcmp(g\_ppcArgv[2],"4")==0 || (strcmp(g\_ppcArgv[2],"5")==0) || strcmp(g\_ppcArgv[2],"6")==0 || (strcmp(g\_ppcArgv[2],"7")==0) || strcmp(g\_ppcArgv[2],"8")==0 || (strcmp(g\_ppcArgv[2],"9")==0) || strcmp(g\_ppcArgv[2],"10")==0 || (strcmp(g\_ppcArgv[2],"11")==0)) {

channel = atoi(g\_ppcArgv[2]);

} else {

OutCRLF();

UART\_OutString("Invalid channel number specified to adc function");

return;

}

// Check for command open

if (strcmp("open", g\_ppcArgv[1])==0) {

ADC0\_Open(channel);

} else if(strcmp("collect",g\_ppcArgv[1]) == 0) {

ADC\_Collect(channel, Fs, buffer, numSamples);

} else if(strcmp("read",g\_ppcArgv[1]) == 0) {

UART\_OutUDec(ADC\_In());

//Display value to screen/UART?

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*CommandLCD\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Send debugging commands to the LCD

Input: ui8Argc is the number of commands parsed

g\_ppcArgv is an array containing the commands

Outputs: error (-1); success (0)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void CommandLCD(uint\_fast8\_t ui8Argc, char \*g\_ppcArgv[]) {

int16\_t screen = 0, line = 0;

if (ui8Argc <= 3) {

OutCRLF();

UART\_OutString("Insufficient arguments for command lcd");

return;

}

//Check for valid screen number

if (strcmp(g\_ppcArgv[1],"0")==0 || (strcmp(g\_ppcArgv[1],"1")==0)) {

screen = atoi(g\_ppcArgv[1]);

} else {

OutCRLF();

UART\_OutString("Invalid parameter for screen number");

return;

}

// Check for valid line number

if (strcmp(g\_ppcArgv[2],"0")==0 || (strcmp(g\_ppcArgv[2],"1")==0) || strcmp(g\_ppcArgv[2],"2")==0 || (strcmp(g\_ppcArgv[2],"3")==0) || strcmp(g\_ppcArgv[2],"4")==0 || (strcmp(g\_ppcArgv[2],"5")==0) || strcmp(g\_ppcArgv[2],"6")==0 || (strcmp(g\_ppcArgv[2],"7")==0)) {

line = atoi(g\_ppcArgv[2]);

} else {

OutCRLF();

UART\_OutString("Invalid parameter for line number");

return;

}

// Display message

char message[80];

message[0] = '\0';

for (uint16\_t i = 3; i < ui8Argc; i++) {

sprintf(message, "%s %s", message, g\_ppcArgv[i]);

}

ST7735\_MessageString(screen, line, message);

OutCRLF(); UART\_OutString(message);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*CommandOS\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Send debugging commands to the OS

Input: ui8Argc is the number of commands parsed

g\_ppcArgv is an array containing the commands

Outputs: error (-1); success (0)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void CommandOS(uint\_fast8\_t ui8Argc, char \*g\_ppcArgv[]) {

if (ui8Argc < 2) {

OutCRLF();

UART\_OutString("Insufficient arguments for command os");

return;

}

if (strcmp(g\_ppcArgv[1],"clear") == 0) {

OS\_ClearPeriodicTime();

}

else if (strcmp(g\_ppcArgv[1],"read") == 0) {

UART\_OutString(" ");

UART\_OutUDec(OS\_ReadPeriodicTime());

}

else if (strcmp("stop", g\_ppcArgv[1]) == 0) {

OS\_StopPeriodicThread();

}

else if (strcmp(g\_ppcArgv[1],"start") == 0) {

OS\_StartPeriodicThread();

}

else {

UART\_OutString("command os argument not recognized");

}

}

// Command Table as defined by Tivaware

tCmdLineEntry g\_psCmdTable[] = {

{ "adc", CommandADC, HelpADC },

{ "lcd", CommandLCD, HelpLCD },

{ "os", CommandOS, HelpOS }

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Created by Sourabh Shirhatti and Nelson Wu for EE 445M, Spring 2015

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <stdint.h>

#include "inc/tm4c123gh6pm.h"

#include "cmdline.h"

#include "PLL.h"

#include "UART.h"

#include "ST7735.h"

#include "OS.h"

#define GPIO\_PORTF2 (\*((volatile uint32\_t \*)0x40025010))

void dummy(void) {

// UART\_OutUDec(OS\_ReadPeriodicTime());

}

int main(void){

char string[80]; // global to assist in debugging

PLL\_Init(); // set system clock to 50 MHz

Output\_Init();

UART\_Init(); // initialize UART

OS\_AddPeriodicThread(dummy, 1000, 3);

SYSCTL\_RCGC2\_R |= SYSCTL\_RCGC2\_GPIOF; // activate port F

GPIO\_PORTF\_DIR\_R |= 0x04; // make PF2 out (built-in LED)

GPIO\_PORTF\_AFSEL\_R &= ~0x04; // disable alt funct on PF2

GPIO\_PORTF\_DEN\_R |= 0x04; // enable digital I/O on PF2

// configure PF2 as GPIO

GPIO\_PORTF\_PCTL\_R = (GPIO\_PORTF\_PCTL\_R&0xFFFFF0FF)+0x00000000;

GPIO\_PORTF\_AMSEL\_R = 0; // disable analog functionality on PF

GPIO\_PORTF2 = 0; // turn off LED

while(1){

OutCRLF(); UART\_OutString(">");

UART\_InString(string,79);

if(CmdLineProcess(string) == -1) {

UART\_OutString("command not recognized");

}

}

}

**Measurement Data**

1. Estimated time: 15 instructions \* 2 CPI \* 20 ns/cycle = 600 ns

As stated in the lab descriptor, it is difficult to estimate how long the ISR will take due to compiler optimizations and pipelining. On the ARM site, most instructions take one cycle added to some pipelining time, and branch instructions take two plus the time to clean up if the branch prediction failed, which is why we have used 2 CPI as the average time.

1. Measured time: 800 ns

![G:\TEK00013.PNG](data:image/png;base64,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)

**Analysis and Discussion**

1. ADC Range = 0 - 3.3V

ADC Resolution = 0.00080566406 V

ADC Precision = 12 bits (4096 alternatives)

1. ADC conversion can be started through software (manually calling for a sample), with timer interrupts (at a periodic rate), analog comparators (voltage level), PWM (external pulse signal), and GPIO trigger (pin toggle). We chose to use a software trigger and a timer (periodic) trigger. Software triggers are useful for debugging because we can call for a sample at some point while a program is running to see what the current input is. A periodic trigger allows us to sample some external signal and accurately analyze it for use in the rest of the program.
2. We used method one (setting an output port high at the start of the ISR, and clearing it at the end of the ISR). Profiling methods other than the two mentioned could include reading SysTick (or another timer) at the beginning and end of the ISR, subtracting the two counts, and multiplying by the SysTick period. Our method required the use of a scope or logic analyzer with the appropriate resolution, while the SysTick method would all be in software. Toggling a pin in the ISR is easier than measuring it indirectly because the main program would need to directly access the port (without a read-modify-write sequence); otherwise, the interrupt could occur in the middle, leading to an inaccurate measurement. Toggling in the ISR only requires the addition of two lines of C code, so it is simple and fast. The software method requires more overhead, and it also takes time to read SysTick and output the value.
3. 800 ns/(15 assembly instructions) = 53.3 ns

It takes an average of 53.3 ns to execute one instruction. Running at a system clock frequency of 50 MHz (20 ns clock period), one instruction completes in an average of 2.665 clock cycles.

1. SysTick Range: fbus/(n+1) = interrupt frequency (n is the value in NVIC\_ST\_CURRENT\_R)

SysTick Resolution: 1/fbus = seconds between each tick

SysTick Precision: 24 bits (size of value in NVIC\_ST\_CURRENT\_R)