**EE445M – Lab 2: RTOS Kernel**

Sourabh Shirhatti and Nelson Wu, Spring 2015

**Objectives**

The objective of this lab was to develop OS facilities for real-time applications. In particular, our RTOS will be used to control a robot later in the semester. We coordinated multiple foreground and background threads using a round robin multi-thread scheduler and spinlock semaphores for thread synchronization. The threads communicated with each other through FIFOs and a mailbox. Switch interrupts and thread sleeping were also implemented.

**Hardware Design**

None

**Software Design**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Modified by Sourabh Shirhatti and Nelson Wu for EE 445M, Spring 2015

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// Used with Testmain2; comment out when running Testmain1

#define WITH\_SYSTICK

// os.c

// Runs on LM4F120/TM4C123

// A very simple real time operating system with minimal features.

// Daniel Valvano

// January 29, 2015

/\* This example accompanies the book

"Embedded Systems: Real Time Interfacing to ARM Cortex M Microcontrollers",

ISBN: 978-1463590154, Jonathan Valvano, copyright (c) 2015

Programs 4.4 through 4.12, section 4.2

Copyright 2015 by Jonathan W. Valvano, valvano@mail.utexas.edu

You may use, edit, run or distribute this file

as long as the above copyright notice remains

THIS SOFTWARE IS PROVIDED "AS IS". NO WARRANTIES, WHETHER EXPRESS, IMPLIED

OR STATUTORY, INCLUDING, BUT NOT LIMITED TO, IMPLIED WARRANTIES OF

MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE APPLY TO THIS SOFTWARE.

VALVANO SHALL NOT, IN ANY CIRCUMSTANCES, BE LIABLE FOR SPECIAL, INCIDENTAL,

OR CONSEQUENTIAL DAMAGES, FOR ANY REASON WHATSOEVER.

For more information about my classes, my research, and my books, see

http://users.ece.utexas.edu/~valvano/

\*/

#include <stdint.h>

#include "os.h"

#include "PLL.h"

#include "ST7735.h"

// Additional includes for Lab 2

#include "inc/tm4c123gh6pm.h"

#include "UART.h"

#define NVIC\_ST\_CTRL\_R (\*((volatile uint32\_t \*)0xE000E010))

#define NVIC\_ST\_CTRL\_CLK\_SRC 0x00000004 // Clock Source

#define NVIC\_ST\_CTRL\_INTEN 0x00000002 // Interrupt enable

#define NVIC\_ST\_CTRL\_ENABLE 0x00000001 // Counter mode

#define NVIC\_ST\_RELOAD\_R (\*((volatile uint32\_t \*)0xE000E014))

#define NVIC\_ST\_CURRENT\_R (\*((volatile uint32\_t \*)0xE000E018))

#define NVIC\_INT\_CTRL\_R (\*((volatile uint32\_t \*)0xE000ED04))

#define NVIC\_INT\_CTRL\_PENDSTSET 0x04000000 // Set pending SysTick interrupt

#define NVIC\_SYS\_PRI3\_R (\*((volatile uint32\_t \*)0xE000ED20)) // Sys. Handlers 12 to 15 Priority

// Additional defines for Lab 2

#define NVIC\_EN0\_INT21 0x00200000 // Interrupt 21 enable

#define NVIC\_EN1\_INT35 0x00000008

#define TIMER\_CFG\_32\_BIT\_TIMER 0x00000000 // 32-bit timer configuration

#define TIMER\_TAMR\_TACDIR 0x00000010 // GPTM Timer A Count Direction

#define TIMER\_TAMR\_TAMR\_PERIOD 0x00000002 // Periodic Timer mode

#define TIMER\_CTL\_TAEN 0x00000001 // GPTM TimerA Enable

#define TIMER\_IMR\_TATOIM 0x00000001 // GPTM TimerA Time-Out Interrupt

// Mask

#define TIMER\_ICR\_TATOCINT 0x00000001 // GPTM TimerA Time-Out Raw

// Interrupt

#define TIMER\_TAILR\_M 0xFFFFFFFF // GPTM Timer A Interval Load

// Register

#define GPIO\_PORTF2 (\*((volatile uint32\_t \*)0x40025010))

// function definitions in osasm.s

void OS\_DisableInterrupts(void); // Disable interrupts

void OS\_EnableInterrupts(void); // Enable interrupts

int32\_t StartCritical(void);

void EndCritical(int32\_t primask);

void StartOS(void);

#define NUMTHREADS 50 // maximum number of threads

#define STACKSIZE 100 // number of 32-bit words in stack

#define OSFIFOSIZE 16

struct tcb{

int32\_t \*sp; // pointer to stack (valid for threads not running

struct tcb \*next; // linked-list pointer

int32\_t \*status; // pointer to resource thread is blocked on (0 if not)

uint32\_t sleepCt; // sleep counter in MS

uint32\_t age; // how long the thread has been active

uint32\_t id; // thread #

uint32\_t priority; // used in priority scheduling

};

typedef struct tcb tcbType;

tcbType tcbs[NUMTHREADS];

tcbType \*RunPt;

tcbType \*NextRunPt;

int32\_t Stacks[NUMTHREADS][STACKSIZE];

static int i;

int available[NUMTHREADS];

void InitAvailable(void) {

for (i = 0; i < NUMTHREADS; i++) {

available[i] = 1;

}

}

int add\_thread() {

int ret;

for (i=0; i < NUMTHREADS; i++) {

if (available[i]) {

ret = i;

available[i] = 0;

return ret;

}

}

return -1;

}

int delete\_thread(int thread) {

if (available[thread]) {

return -1;

// Cannot release thread which is already available

}

available[thread] = 1;

return 0;

}

int find\_prev(int thread) {

int ret;

for (i = (thread+NUMTHREADS-1)%NUMTHREADS; i != thread; i = (i+NUMTHREADS-1)%NUMTHREADS ) {

if (!available[i]) {

ret = i;

return ret;

}

}

return -1;

}

int find\_next(int thread) {

int ret;

for (i = (thread+1)%NUMTHREADS; i != thread; i = (i+1)%NUMTHREADS ) {

if (!available[i]) {

ret = i;

return ret;

}

}

return -1;

}

void SetInitialStack(int i){

tcbs[i].sp = &Stacks[i][STACKSIZE-16]; // thread stack pointer

Stacks[i][STACKSIZE-1] = 0x01000000; // thumb bit

Stacks[i][STACKSIZE-3] = 0x14141414; // R14

Stacks[i][STACKSIZE-4] = 0x12121212; // R12

Stacks[i][STACKSIZE-5] = 0x03030303; // R3

Stacks[i][STACKSIZE-6] = 0x02020202; // R2

Stacks[i][STACKSIZE-7] = 0x01010101; // R1

Stacks[i][STACKSIZE-8] = 0x00000000; // R0

Stacks[i][STACKSIZE-9] = 0x11111111; // R11

Stacks[i][STACKSIZE-10] = 0x10101010; // R10

Stacks[i][STACKSIZE-11] = 0x09090909; // R9

Stacks[i][STACKSIZE-12] = 0x08080808; // R8

Stacks[i][STACKSIZE-13] = 0x07070707; // R7

Stacks[i][STACKSIZE-14] = 0x06060606; // R6

Stacks[i][STACKSIZE-15] = 0x05050505; // R5

Stacks[i][STACKSIZE-16] = 0x04040404; // R4

}

//\*\*\*\*\*\*\*\* OSAddThreads \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add three foregound threads to the scheduler

// Inputs: three pointers to a void/void foreground tasks

// Outputs: 1 if successful, 0 if this thread can not be added

int OSAddThreads(void(\*task0)(void),

void(\*task1)(void),

void(\*task2)(void)){ int32\_t status;

status = StartCritical();

tcbs[0].next = &tcbs[1]; // 0 points to 1

tcbs[1].next = &tcbs[2]; // 1 points to 2

tcbs[2].next = &tcbs[0]; // 2 points to 0

SetInitialStack(0); Stacks[0][STACKSIZE-2] = (int32\_t)(task0); // PC

SetInitialStack(1); Stacks[1][STACKSIZE-2] = (int32\_t)(task1); // PC

SetInitialStack(2); Stacks[2][STACKSIZE-2] = (int32\_t)(task2); // PC

RunPt = &tcbs[0]; // thread 0 will run first

EndCritical(status);

return 1; // successful

}

void InitTimer2A(uint32\_t period);

void InitTimer3A(uint32\_t period);

//static uint32\_t SystemTime;

static uint32\_t MSTime;

// \*\*\*\*\*\*\*\* OS\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// initialize operating system, disable interrupts until OS\_Launch

// initialize OS controlled I/O: serial, ADC, systick, LaunchPad I/O and timers

// input: none

// output: none

void OS\_Init(void) {

OS\_DisableInterrupts();

PLL\_Init(); // set processor clock to 50 MHz

InitAvailable();

InitTimer2A(TIME\_1MS);

InitTimer3A(80);

UART\_Init(); // initialize UART

Output\_Init();

// SystemTime = 0;

MSTime = 0;

NVIC\_ST\_CTRL\_R = 0; // disable SysTick during setup

NVIC\_ST\_CURRENT\_R = 0; // any write to current clears it

// lowest PRI so only foreground interrupted

NVIC\_SYS\_PRI3\_R =(NVIC\_SYS\_PRI3\_R&0x00FFFFFF)|0xE0000000; // priority 7

// Use PendSV to trigger a context switch

NVIC\_SYS\_PRI3\_R =(NVIC\_SYS\_PRI3\_R&0xFF00FFFF)|0x00D00000; // priority 6

}

// \*\*\*\*\*\*\*\* OS\_InitSemaphore \*\*\*\*\*\*\*\*\*\*\*\*

// initialize semaphore

// input: pointer to a semaphore

// output: none

void OS\_InitSemaphore(Sema4Type \*semaPt, long value) {

semaPt->Value = value; // Should be free first (>0)

}

// \*\*\*\*\*\*\*\* OS\_Wait \*\*\*\*\*\*\*\*\*\*\*\*

// decrement semaphore

// Lab2 spinlock

// Lab3 block if less than zero

// input: pointer to a counting semaphore

// output: none

void OS\_Wait(Sema4Type \*semaPt) {

OS\_DisableInterrupts();

while(semaPt->Value <= 0) {

OS\_EnableInterrupts();

OS\_Suspend(); // run thread switcher

OS\_DisableInterrupts();

}

semaPt->Value -= 1;

OS\_EnableInterrupts();

}

// \*\*\*\*\*\*\*\* OS\_Signal \*\*\*\*\*\*\*\*\*\*\*\*

// increment semaphore

// Lab2 spinlock

// Lab3 wakeup blocked thread if appropriate

// input: pointer to a counting semaphore

// output: none

void OS\_Signal(Sema4Type \*semaPt) {

int32\_t status;

status = StartCritical();

semaPt->Value += 1;

EndCritical(status);

}

// \*\*\*\*\*\*\*\* OS\_bWait \*\*\*\*\*\*\*\*\*\*\*\*

// Lab2 spinlock, set to 0

// Lab3 block if less than zero

// input: pointer to a binary semaphore

// output: none

void OS\_bWait(Sema4Type \*semaPt) {

OS\_DisableInterrupts();

while(semaPt->Value == 0) {

OS\_EnableInterrupts();

OS\_Suspend(); // run thread switcher

OS\_DisableInterrupts();

}

semaPt->Value = 0;

OS\_EnableInterrupts();

}

// \*\*\*\*\*\*\*\* OS\_bSignal \*\*\*\*\*\*\*\*\*\*\*\*

// Lab2 spinlock, set to 1

// Lab3 wakeup blocked thread if appropriate

// input: pointer to a binary semaphore

// output: none

void OS\_bSignal(Sema4Type \*semaPt) {

int32\_t status;

status = StartCritical();

semaPt->Value = 1;

EndCritical(status);

}

//\*\*\*\*\*\*\*\* OS\_AddThread \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a foregound thread to the scheduler

// Inputs: pointer to a void/void foreground task

// number of bytes allocated for its stack

// priority, 0 is highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// stack size must be divisable by 8 (aligned to double word boundary)

// In Lab 2, you can ignore both the stackSize and priority fields

// In Lab 3, you can ignore the stackSize fields

static uint32\_t NumThreads = 0;

int OS\_AddThread(void(\*task)(void),

unsigned long stackSize, unsigned long priority) {

int32\_t status, thread, prev;

status = StartCritical();

if(NumThreads == 0) {

add\_thread();

tcbs[0].next = &tcbs[0]; // 0 points to 0

RunPt = &tcbs[0]; // thread 0 will run first

}

else {

// NumThreads++;

thread = add\_thread();

prev = find\_prev(thread);

tcbs[thread].next = tcbs[prev].next;

tcbs[prev].next = &tcbs[thread];

// tcbs[find\_prev(thread)].next = &tcbs[thread];

// tcbs[thread].next = &tcbs[find\_next(thread)];

}

tcbs[thread].status = 0;

tcbs[thread].sleepCt = 0;

tcbs[thread].age = 0;

tcbs[thread].id = thread;

SetInitialStack(thread);

Stacks[thread][STACKSIZE-2] = (int32\_t)(task); // PC

NumThreads++;

EndCritical(status);

return 1; // successful

}

//\*\*\*\*\*\*\*\* OS\_Id \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// returns the thread ID for the currently running thread

// Inputs: none

// Outputs: Thread ID, number greater than zero

unsigned long OS\_Id(void) {

return RunPt->id;

}

void InitTimer3A(uint32\_t period) {

long sr;

volatile unsigned long delay;

sr = StartCritical();

SYSCTL\_RCGCTIMER\_R |= 0x08;

delay = SYSCTL\_RCGCTIMER\_R;

delay = SYSCTL\_RCGCTIMER\_R;

TIMER3\_CTL\_R &= ~TIMER\_CTL\_TAEN; // 1) disable timer1A during setup

// 2) configure for 32-bit timer mode

TIMER3\_CFG\_R = TIMER\_CFG\_32\_BIT\_TIMER;

// 3) configure for periodic mode, default down-count settings

TIMER3\_TAMR\_R = TIMER\_TAMR\_TAMR\_PERIOD;

TIMER3\_TAILR\_R = 0xFFFFFFFF - 1; // 4) reload value

// 5) clear timer1A timeout flag

TIMER3\_ICR\_R = TIMER\_ICR\_TATOCINT;

TIMER3\_IMR\_R |= TIMER\_IMR\_TATOIM;// 6) arm timeout interrupt

// 7) priority shifted to bits 15-13 for timer1A

NVIC\_PRI8\_R = (NVIC\_PRI8\_R&0x00FFFFFF)|(1 << 29); //3

NVIC\_EN1\_R = NVIC\_EN1\_INT35; // 8) enable interrupt 21 in NVIC

TIMER3\_TAPR\_R = 0;

TIMER3\_CTL\_R |= TIMER\_CTL\_TAEN; // 9) enable timer1A

EndCritical(sr);

}

void Timer3A\_Handler(void){

TIMER3\_ICR\_R = TIMER\_ICR\_TATOCINT;// acknowledge timer1A timeout

// SystemTime = SystemTime + 1;

GPIO\_PORTE\_DATA\_R ^= 0x02;

}

void (\*PeriodicTask)(void);

void InitTimer1A(uint32\_t period) {

long sr;

volatile unsigned long delay;

sr = StartCritical();

SYSCTL\_RCGCTIMER\_R |= 0x02;

delay = SYSCTL\_RCGCTIMER\_R;

delay = SYSCTL\_RCGCTIMER\_R;

TIMER1\_CTL\_R &= ~TIMER\_CTL\_TAEN; // 1) disable timer1A during setup

// 2) configure for 32-bit timer mode

TIMER1\_CFG\_R = TIMER\_CFG\_32\_BIT\_TIMER;

// 3) configure for periodic mode, default down-count settings

TIMER1\_TAMR\_R = TIMER\_TAMR\_TAMR\_PERIOD;

TIMER1\_TAILR\_R = period - 1; // 4) reload value

// 5) clear timer1A timeout flag

TIMER1\_ICR\_R = TIMER\_ICR\_TATOCINT;

TIMER1\_IMR\_R |= TIMER\_IMR\_TATOIM;// 6) arm timeout interrupt

// 7) priority shifted to bits 15-13 for timer1A

NVIC\_PRI5\_R = (NVIC\_PRI5\_R&0xFFFF00FF)|(3 << 13); //3

NVIC\_EN0\_R = NVIC\_EN0\_INT21; // 8) enable interrupt 21 in NVIC

TIMER1\_TAPR\_R = 0;

TIMER1\_CTL\_R |= TIMER\_CTL\_TAEN; // 9) enable timer1A

EndCritical(sr);

}

void Timer1A\_Handler(void){

TIMER1\_ICR\_R = TIMER\_ICR\_TATOCINT;// acknowledge timer1A timeout

(\*PeriodicTask)();

}

//\*\*\*\*\*\*\*\* OS\_AddPeriodicThread \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background periodic task

// typically this function receives the highest priority

// Inputs: pointer to a void/void background function

// period given in system time units (12.5ns)

// priority 0 is the highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// You are free to select the time resolution for this function

// It is assumed that the user task will run to completion and return

// This task can not spin, block, loop, sleep, or kill

// This task can call OS\_Signal OS\_bSignal OS\_AddThread

// This task does not have a Thread ID

// In lab 2, this command will be called 0 or 1 times

// In lab 2, the priority field can be ignored

// In lab 3, this command will be called 0 1 or 2 times

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddPeriodicThread(void(\*task)(void),

unsigned long period, unsigned long priority) {

PeriodicTask = task;

InitTimer1A(period);

return 1;

}

uint32\_t LastPF4, LastPF0;

void (\*SWOneTask)(void);

void SWOneInit(void){

unsigned long volatile delay;

SYSCTL\_RCGCGPIO\_R |= 0x00000020; // (a) activate clock for port F

delay = SYSCTL\_RCGCGPIO\_R;

GPIO\_PORTF\_CR\_R = 0x10; // allow changes to PF4,0

GPIO\_PORTF\_DIR\_R &= ~0x10; // (c) make PF4,0 in (built-in button)

GPIO\_PORTF\_AFSEL\_R &= ~0x10; // disable alt funct on PF4,0

GPIO\_PORTF\_DEN\_R |= 0x10; // enable digital I/O on PF4,0

GPIO\_PORTF\_PCTL\_R &= ~0; // PF4,PF0 is not both edges

GPIO\_PORTF\_IEV\_R &= ~0x10; // PF4,PF0 falling edge event

GPIO\_PORTF\_ICR\_R = 0x10; // configure PF4,0 as GPIO

GPIO\_PORTF\_AMSEL\_R &= ~0x10; // disable analog functionality on PF4,0

GPIO\_PORTF\_PUR\_R |= 0x10; // enable weak pull-up on PF4,0

GPIO\_PORTF\_IS\_R &= ~0x10; // (d) PF4,PF0 is edge-sensitive

GPIO\_PORTF\_IBE\_R |= 0x10; // (e) clear flags 4,0

GPIO\_PORTF\_IM\_R |= 0x10; // (f) arm interrupt on PF4,PF0

LastPF4 = GPIO\_PORTF\_DATA\_R & 0x10;

NVIC\_PRI7\_R = (NVIC\_PRI7\_R&0xFF00FFFF)|0x00A00000; // (g) priority 2

NVIC\_EN0\_R = 0x40000000; // (h) enable interrupt 30 in NVIC

}

void (\*SWTwoTask)(void);

void SWTwoInit(void){

unsigned long volatile delay;

SYSCTL\_RCGCGPIO\_R |= 0x00000020; // (a) activate clock for port F

delay = SYSCTL\_RCGCGPIO\_R;

GPIO\_PORTF\_LOCK\_R = 0x4C4F434B; // unlock GPIO Port F

GPIO\_PORTF\_CR\_R = 0x01; // allow changes to PF4,0

GPIO\_PORTF\_DIR\_R &= ~0x01; // (c) make PF4,0 in (built-in button)

GPIO\_PORTF\_AFSEL\_R &= ~0x01; // disable alt funct on PF4,0

GPIO\_PORTF\_DEN\_R |= 0x01; // enable digital I/O on PF4,0

GPIO\_PORTF\_PCTL\_R &= ~0x000F000F; // configure PF4,0 as GPIO

GPIO\_PORTF\_AMSEL\_R &= ~0x01; // disable analog functionality on PF4,0

GPIO\_PORTF\_PUR\_R |= 0x01; // enable weak pull-up on PF4,0

GPIO\_PORTF\_IS\_R &= ~0x01; // (d) PF4,PF0 is edge-sensitive

GPIO\_PORTF\_IBE\_R &= ~0x01; // PF4,PF0 is not both edges

GPIO\_PORTF\_IEV\_R &= ~0x01; // PF4,PF0 falling edge event

GPIO\_PORTF\_ICR\_R = 0x01; // (e) clear flags 4,0

GPIO\_PORTF\_IM\_R |= 0x01; // (f) arm interrupt on PF4,PF0

LastPF0 = GPIO\_PORTF\_DATA\_R & 0x01;

NVIC\_PRI7\_R = (NVIC\_PRI7\_R&0xFF00FFFF)|0x00A00000; // (g) priority 5 0x00400000

NVIC\_EN0\_R = 0x40000000; // (h) enable interrupt 30 in NVIC

}

void static DebouncePF4(void) {

OS\_Sleep(2); //foreground sleep, must run within 5ms

LastPF4 = GPIO\_PORTF\_DATA\_R & 0x10;

GPIO\_PORTF\_ICR\_R = 0x10;

GPIO\_PORTF\_IM\_R |= 0x10;

OS\_Kill();

}

void static DebouncePF0(void) {

OS\_Sleep(2); //foreground sleep, must run within 5ms

LastPF0 = GPIO\_PORTF\_DATA\_R & 0x01;

GPIO\_PORTF\_ICR\_R = 0x01;

GPIO\_PORTF\_IM\_R |= 0x01;

OS\_Kill();

}

void GPIOPortF\_Handler(void) { // called on touch of either SW1 or SW2

if(GPIO\_PORTF\_RIS\_R&0x01) { // SW2 touch

if (LastPF0) {

//(\*SWTwoTask)();

}

GPIO\_PORTF\_IM\_R &= ~0x01;

OS\_AddThread(&DebouncePF0, 128, 2);

}

if(GPIO\_PORTF\_RIS\_R&0x10) { // SW1 touch

if (LastPF4) { (\*SWOneTask)(); }

GPIO\_PORTF\_IM\_R &= ~0x10;

OS\_AddThread(&DebouncePF4, 128 ,2);

}

}

//\*\*\*\*\*\*\*\* OS\_AddSW1Task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background task to run whenever the SW1 (PF4) button is pushed

// Inputs: pointer to a void/void background function

// priority 0 is the highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// It is assumed that the user task will run to completion and return

// This task can not spin, block, loop, sleep, or kill

// This task can call OS\_Signal OS\_bSignal OS\_AddThread

// This task does not have a Thread ID

// In labs 2 and 3, this command will be called 0 or 1 times

// In lab 2, the priority field can be ignored

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddSW1Task(void(\*task)(void), unsigned long priority) {

SWOneTask = task;

SWOneInit();

return 1;

}

//\*\*\*\*\*\*\*\* OS\_AddSW2Task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background task to run whenever the SW2 (PF0) button is pushed

// Inputs: pointer to a void/void background function

// priority 0 is highest, 5 is lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// It is assumed user task will run to completion and return

// This task can not spin block loop sleep or kill

// This task can call issue OS\_Signal, it can call OS\_AddThread

// This task does not have a Thread ID

// In lab 2, this function can be ignored

// In lab 3, this command will be called will be called 0 or 1 times

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddSW2Task(void(\*task)(void), unsigned long priority) {

SWTwoTask = task;

SWTwoInit();

return 1;

}

// \*\*\*\*\*\*\*\* OS\_Sleep \*\*\*\*\*\*\*\*\*\*\*\*

// place this thread into a dormant state

// input: number of msec to sleep

// output: none

// You are free to select the time resolution for this function

// OS\_Sleep(0) implements cooperative multitasking

void OS\_Sleep(unsigned long sleepTime) {

RunPt->sleepCt = sleepTime;

}

// \*\*\*\*\*\*\*\* OS\_Kill \*\*\*\*\*\*\*\*\*\*\*\*

// kill the currently running thread, release its TCB and stack

// input: none

// output: none

void OS\_Kill(void) {

uint32\_t thread, next, prev;

thread = RunPt->id;

// next = find\_next(thread);

prev = find\_prev(thread);

delete\_thread(thread);

NumThreads--;

tcbs[prev].next = tcbs[thread].next;

OS\_Suspend();

// NVIC\_INT\_CTRL\_R = 0x10000000; // trigger PendSV

}

// \*\*\*\*\*\*\*\* OS\_Suspend \*\*\*\*\*\*\*\*\*\*\*\*

// suspend execution of currently running thread

// scheduler will choose another thread to execute

// Can be used to implement cooperative multitasking

// Same function as OS\_Sleep(0)

// input: none

// output: none

void OS\_Suspend(void) {

#ifdef WITH\_SYSTICK

// NVIC\_ST\_CURRENT\_R = 0; // clear counter

NVIC\_INT\_CTRL\_R = 0x04000000; // trigger SysTick

#else

NVIC\_INT\_CTRL\_R = 0x10000000; // trigger PendSV

#endif

}

uint16\_t static OS\_Fifo [OSFIFOSIZE];

uint16\_t \*PutPt, \*GetPt;

Sema4Type FifoAvailable;

//Sema4Type DataRoomLeft;

// \*\*\*\*\*\*\*\* OS\_Fifo\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// Initialize the Fifo to be empty

// Inputs: size

// Outputs: none

// In Lab 2, you can ignore the size field

// In Lab 3, you should implement the user-defined fifo size

// In Lab 3, you can put whatever restrictions you want on size

// e.g., 4 to 64 elements

// e.g., must be a power of 2,4,8,16,32,64,128

void OS\_Fifo\_Init(unsigned long size) {

long sr;

sr = StartCritical();

OS\_InitSemaphore(&FifoAvailable, 0);

//OS\_InitSemaphore(&DataRoomLeft, OSFIFOSIZE);

PutPt = GetPt = &OS\_Fifo[0];

EndCritical(sr);

}

// \*\*\*\*\*\*\*\* OS\_Fifo\_Put \*\*\*\*\*\*\*\*\*\*\*\*

// Enter one data sample into the Fifo

// Called from the background, so no waiting

// Inputs: data

// Outputs: true if data is properly saved,

// false if data not saved, because it was full

// Since this is called by interrupt handlers

// this function can not disable or enable interrupts

int OS\_Fifo\_Put(unsigned long data) {

uint16\_t volatile \*nextPutPt;

nextPutPt = PutPt + 1;

if(nextPutPt == &OS\_Fifo[OSFIFOSIZE]){

nextPutPt = &OS\_Fifo[0];

}

if(nextPutPt == GetPt ){

return(0);

}

else{

\*( PutPt ) = data;

PutPt = nextPutPt;

OS\_Signal(&FifoAvailable);

return(1);

}

}

// \*\*\*\*\*\*\*\* OS\_Fifo\_Get \*\*\*\*\*\*\*\*\*\*\*\*

// Remove one data sample from the Fifo

// Called in foreground, will spin/block if empty

// Inputs: none

// Outputs: data

unsigned long OS\_Fifo\_Get(void) {

uint16\_t data;

// ERROR CHECKING

OS\_Wait(&FifoAvailable);

if( PutPt == GetPt ){

return(0);

}

data = \*( GetPt++);

if( GetPt == &OS\_Fifo[OSFIFOSIZE]){

GetPt = &OS\_Fifo[0];

}

return(data);

}

// \*\*\*\*\*\*\*\* OS\_Fifo\_Size \*\*\*\*\*\*\*\*\*\*\*\*

// Check the status of the Fifo

// Inputs: none

// Outputs: returns the number of elements in the Fifo

// greater than zero if a call to OS\_Fifo\_Get will return right away

// zero or less than zero if the Fifo is empty

// zero or less than zero if a call to OS\_Fifo\_Get will spin or block

long OS\_Fifo\_Size(void) {

if( PutPt < GetPt ){

return ((unsigned short)( PutPt - GetPt + (OSFIFOSIZE\*sizeof(uint16\_t)))/sizeof(uint16\_t));

}

return ((unsigned short)( PutPt - GetPt )/sizeof(uint16\_t));

}

/\*FOLLOW GUIDELINES IN LAB MANUAL\*/

static Sema4Type DataValid;

static Sema4Type BoxFree;

static uint32\_t MailBox;

// \*\*\*\*\*\*\*\* OS\_MailBox\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// Initialize communication channel

// Inputs: none

// Outputs: none

void OS\_MailBox\_Init(void) {

OS\_InitSemaphore(&DataValid, 0);

OS\_InitSemaphore(&BoxFree, 1);

}

// \*\*\*\*\*\*\*\* OS\_MailBox\_Send \*\*\*\*\*\*\*\*\*\*\*\*

// enter mail into the MailBox

// Inputs: data to be sent

// Outputs: none

// This function will be called from a foreground thread

// It will spin/block if the MailBox contains data not yet received

void OS\_MailBox\_Send(unsigned long data) {

OS\_bWait(&BoxFree);

MailBox = data;

OS\_bSignal(&DataValid);

}

// \*\*\*\*\*\*\*\* OS\_MailBox\_Recv \*\*\*\*\*\*\*\*\*\*\*\*

// remove mail from the MailBox

// Inputs: none

// Outputs: data received

// This function will be called from a foreground thread

// It will spin/block if the MailBox is empty

unsigned long OS\_MailBox\_Recv(void) {

uint32\_t retVal;

OS\_bWait(&DataValid);

retVal = MailBox;

OS\_bSignal(&BoxFree);

return retVal;

}

// \*\*\*\*\*\*\*\* OS\_Time \*\*\*\*\*\*\*\*\*\*\*\*

// return the system time

// Inputs: none

// Outputs: time in 12.5ns units, 0 to 4294967295

// The time resolution should be less than or equal to 1us, and the precision 32 bits

// It is ok to change the resolution and precision of this function as long as

// this function and OS\_TimeDifference have the same resolution and precision

unsigned long OS\_Time(void) {

return TIMER3\_TAILR\_R - TIMER3\_TAV\_R;

}

// \*\*\*\*\*\*\*\* OS\_TimeDifference \*\*\*\*\*\*\*\*\*\*\*\*

// Calculates difference between two times

// Inputs: two times measured with OS\_Time

// Outputs: time difference in 12.5ns units

// The time resolution should be less than or equal to 1us, and the precision at least 12 bits

// It is ok to change the resolution and precision of this function as long as

// this function and OS\_Time have the same resolution and precision

unsigned long OS\_TimeDifference(unsigned long start, unsigned long stop) {

unsigned long difference;

if (stop < start) {

difference = 0xFFFFFFFF - start + stop;

}

else {

difference = stop-start;

}

return difference;

}

// \*\*\*\*\*\*\*\* OS\_ClearMsTime \*\*\*\*\*\*\*\*\*\*\*\*

// sets the system time to zero (from Lab 1)

// Inputs: none

// Outputs: none

// You are free to change how this works

void OS\_ClearMsTime(void) {

MSTime = 0;

}

// \*\*\*\*\*\*\*\* OS\_MsTime \*\*\*\*\*\*\*\*\*\*\*\*

// reads the current time in msec (from Lab 1)

// Inputs: none

// Outputs: time in ms units

// You are free to select the time resolution for this function

// It is ok to make the resolution to match the first call to OS\_AddPeriodicThread

unsigned long OS\_MsTime(void) {

//uint32\_t retVal = (OS\_Time()-MSTime)/TIME\_1MS;

return MSTime;

}

void InitTimer2A(uint32\_t period) {

long sr;

volatile unsigned long delay;

sr = StartCritical();

SYSCTL\_RCGCTIMER\_R |= 0x04;

delay = SYSCTL\_RCGCTIMER\_R;

delay = SYSCTL\_RCGCTIMER\_R;

TIMER2\_CTL\_R &= ~TIMER\_CTL\_TAEN; // 1) disable timer1A during setup

// 2) configure for 32-bit timer mode

TIMER2\_CFG\_R = TIMER\_CFG\_32\_BIT\_TIMER;

// 3) configure for periodic mode, default down-count settings

TIMER2\_TAMR\_R = TIMER\_TAMR\_TAMR\_PERIOD;

TIMER2\_TAILR\_R = period - 1; // 4) reload value

// 5) clear timer1A timeout flag

TIMER2\_ICR\_R = TIMER\_ICR\_TATOCINT;

TIMER2\_IMR\_R |= TIMER\_IMR\_TATOIM;// 6) arm timeout interrupt

// 7) priority shifted to bits 31-29 for timer2A

NVIC\_PRI5\_R = (NVIC\_PRI5\_R&0x00FFFFFF)|(2 << 29);

NVIC\_EN0\_R = NVIC\_EN0\_INT23; // 8) enable interrupt 23 in NVIC

TIMER2\_TAPR\_R = 0;

TIMER2\_CTL\_R |= TIMER\_CTL\_TAEN; // 9) enable timer2A

EndCritical(sr);

}

void Timer2A\_Handler(void){

int j;

TIMER2\_ICR\_R = TIMER\_ICR\_TATOCINT;// acknowledge timer2A timeout

MSTime++;

for(j = 0; j < NUMTHREADS; j++) {

if(!available[j] && tcbs[j].sleepCt) {

tcbs[j].sleepCt -= 1;

}

}

}

//\*\*\*\*\*\*\*\* OS\_Launch \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// start the scheduler, enable interrupts

// Inputs: number of 12.5ns clock cycles for each time slice

// you may select the units of this parameter

// Outputs: none (does not return)

// In Lab 2, you can ignore the theTimeSlice field

// In Lab 3, you should implement the user-defined TimeSlice field

// It is ok to limit the range of theTimeSlice to match the 24-bit SysTick

void OS\_Launch(unsigned long theTimeSlice) {

#ifdef WITH\_SYSTICK

NVIC\_ST\_RELOAD\_R = theTimeSlice - 1; // reload value

NVIC\_ST\_CTRL\_R = 0x00000007; // enable, core clock and interrupt arm

#endif

StartOS(); // start on the first task

}

void SysTick\_Handler(void) {

NextRunPt = RunPt->next;

while(NextRunPt->sleepCt) {

NextRunPt = NextRunPt->next;

}

NVIC\_INT\_CTRL\_R = 0x10000000; // trigger PendSV

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Modified by Sourabh Shirhatti and Nelson Wu for EE 445M, Spring 2015

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// filename \*\*\*\*\*\*\*\*\*\*OS.H\*\*\*\*\*\*\*\*\*\*\*

// Real Time Operating System for Labs 2 and 3

// Jonathan W. Valvano 1/27/14, valvano@mail.utexas.edu

// EE445M/EE380L.6

// You may use, edit, run or distribute this file

// You are free to change the syntax/organization of this file

// You are required to implement the spirit of this OS

#ifndef \_\_OS\_H

#define \_\_OS\_H 1

// edit these depending on your clock

#define TIME\_1MS 80000

#define TIME\_2MS (2\*TIME\_1MS)

#define TIME\_500US (TIME\_1MS/2)

#define TIME\_250US (TIME\_1MS/5)

// feel free to change the type of semaphore, there are lots of good solutions

struct Sema4{

long Value; // >0 means free, otherwise means busy

// add other components here, if necessary to implement blocking

};

typedef struct Sema4 Sema4Type;

// \*\*\*\*\*\*\*\* OS\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// initialize operating system, disable interrupts until OS\_Launch

// initialize OS controlled I/O: serial, ADC, systick, LaunchPad I/O and timers

// input: none

// output: none

void OS\_Init(void);

// \*\*\*\*\*\*\*\* OS\_InitSemaphore \*\*\*\*\*\*\*\*\*\*\*\*

// initialize semaphore

// input: pointer to a semaphore

// output: none

void OS\_InitSemaphore(Sema4Type \*semaPt, long value);

// \*\*\*\*\*\*\*\* OS\_Wait \*\*\*\*\*\*\*\*\*\*\*\*

// decrement semaphore

// Lab2 spinlock

// Lab3 block if less than zero

// input: pointer to a counting semaphore

// output: none

void OS\_Wait(Sema4Type \*semaPt);

// \*\*\*\*\*\*\*\* OS\_Signal \*\*\*\*\*\*\*\*\*\*\*\*

// increment semaphore

// Lab2 spinlock

// Lab3 wakeup blocked thread if appropriate

// input: pointer to a counting semaphore

// output: none

void OS\_Signal(Sema4Type \*semaPt);

// \*\*\*\*\*\*\*\* OS\_bWait \*\*\*\*\*\*\*\*\*\*\*\*

// Lab2 spinlock, set to 0

// Lab3 block if less than zero

// input: pointer to a binary semaphore

// output: none

void OS\_bWait(Sema4Type \*semaPt);

// \*\*\*\*\*\*\*\* OS\_bSignal \*\*\*\*\*\*\*\*\*\*\*\*

// Lab2 spinlock, set to 1

// Lab3 wakeup blocked thread if appropriate

// input: pointer to a binary semaphore

// output: none

void OS\_bSignal(Sema4Type \*semaPt);

//\*\*\*\*\*\*\*\* OS\_AddThread \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a foregound thread to the scheduler

// Inputs: pointer to a void/void foreground task

// number of bytes allocated for its stack

// priority, 0 is highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// stack size must be divisable by 8 (aligned to double word boundary)

// In Lab 2, you can ignore both the stackSize and priority fields

// In Lab 3, you can ignore the stackSize fields

int OS\_AddThread(void(\*task)(void),

unsigned long stackSize, unsigned long priority);

//\*\*\*\*\*\*\*\* OS\_Id \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// returns the thread ID for the currently running thread

// Inputs: none

// Outputs: Thread ID, number greater than zero

unsigned long OS\_Id(void);

//\*\*\*\*\*\*\*\* OS\_AddPeriodicThread \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background periodic task

// typically this function receives the highest priority

// Inputs: pointer to a void/void background function

// period given in system time units (12.5ns)

// priority 0 is the highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// You are free to select the time resolution for this function

// It is assumed that the user task will run to completion and return

// This task can not spin, block, loop, sleep, or kill

// This task can call OS\_Signal OS\_bSignal OS\_AddThread

// This task does not have a Thread ID

// In lab 2, this command will be called 0 or 1 times

// In lab 2, the priority field can be ignored

// In lab 3, this command will be called 0 1 or 2 times

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddPeriodicThread(void(\*task)(void),

unsigned long period, unsigned long priority);

//\*\*\*\*\*\*\*\* OS\_AddSW1Task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background task to run whenever the SW1 (PF4) button is pushed

// Inputs: pointer to a void/void background function

// priority 0 is the highest, 5 is the lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// It is assumed that the user task will run to completion and return

// This task can not spin, block, loop, sleep, or kill

// This task can call OS\_Signal OS\_bSignal OS\_AddThread

// This task does not have a Thread ID

// In labs 2 and 3, this command will be called 0 or 1 times

// In lab 2, the priority field can be ignored

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddSW1Task(void(\*task)(void), unsigned long priority);

//\*\*\*\*\*\*\*\* OS\_AddSW2Task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// add a background task to run whenever the SW2 (PF0) button is pushed

// Inputs: pointer to a void/void background function

// priority 0 is highest, 5 is lowest

// Outputs: 1 if successful, 0 if this thread can not be added

// It is assumed user task will run to completion and return

// This task can not spin block loop sleep or kill

// This task can call issue OS\_Signal, it can call OS\_AddThread

// This task does not have a Thread ID

// In lab 2, this function can be ignored

// In lab 3, this command will be called will be called 0 or 1 times

// In lab 3, there will be up to four background threads, and this priority field

// determines the relative priority of these four threads

int OS\_AddSW2Task(void(\*task)(void), unsigned long priority);

// \*\*\*\*\*\*\*\* OS\_Sleep \*\*\*\*\*\*\*\*\*\*\*\*

// place this thread into a dormant state

// input: number of msec to sleep

// output: none

// You are free to select the time resolution for this function

// OS\_Sleep(0) implements cooperative multitasking

void OS\_Sleep(unsigned long sleepTime);

// \*\*\*\*\*\*\*\* OS\_Kill \*\*\*\*\*\*\*\*\*\*\*\*

// kill the currently running thread, release its TCB and stack

// input: none

// output: none

void OS\_Kill(void);

// \*\*\*\*\*\*\*\* OS\_Suspend \*\*\*\*\*\*\*\*\*\*\*\*

// suspend execution of currently running thread

// scheduler will choose another thread to execute

// Can be used to implement cooperative multitasking

// Same function as OS\_Sleep(0)

// input: none

// output: none

void OS\_Suspend(void);

// \*\*\*\*\*\*\*\* OS\_Fifo\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// Initialize the Fifo to be empty

// Inputs: size

// Outputs: none

// In Lab 2, you can ignore the size field

// In Lab 3, you should implement the user-defined fifo size

// In Lab 3, you can put whatever restrictions you want on size

// e.g., 4 to 64 elements

// e.g., must be a power of 2,4,8,16,32,64,128

void OS\_Fifo\_Init(unsigned long size);

// \*\*\*\*\*\*\*\* OS\_Fifo\_Put \*\*\*\*\*\*\*\*\*\*\*\*

// Enter one data sample into the Fifo

// Called from the background, so no waiting

// Inputs: data

// Outputs: true if data is properly saved,

// false if data not saved, because it was full

// Since this is called by interrupt handlers

// this function can not disable or enable interrupts

int OS\_Fifo\_Put(unsigned long data);

// \*\*\*\*\*\*\*\* OS\_Fifo\_Get \*\*\*\*\*\*\*\*\*\*\*\*

// Remove one data sample from the Fifo

// Called in foreground, will spin/block if empty

// Inputs: none

// Outputs: data

unsigned long OS\_Fifo\_Get(void);

// \*\*\*\*\*\*\*\* OS\_Fifo\_Size \*\*\*\*\*\*\*\*\*\*\*\*

// Check the status of the Fifo

// Inputs: none

// Outputs: returns the number of elements in the Fifo

// greater than zero if a call to OS\_Fifo\_Get will return right away

// zero or less than zero if the Fifo is empty

// zero or less than zero if a call to OS\_Fifo\_Get will spin or block

long OS\_Fifo\_Size(void);

// \*\*\*\*\*\*\*\* OS\_MailBox\_Init \*\*\*\*\*\*\*\*\*\*\*\*

// Initialize communication channel

// Inputs: none

// Outputs: none

void OS\_MailBox\_Init(void);

// \*\*\*\*\*\*\*\* OS\_MailBox\_Send \*\*\*\*\*\*\*\*\*\*\*\*

// enter mail into the MailBox

// Inputs: data to be sent

// Outputs: none

// This function will be called from a foreground thread

// It will spin/block if the MailBox contains data not yet received

void OS\_MailBox\_Send(unsigned long data);

// \*\*\*\*\*\*\*\* OS\_MailBox\_Recv \*\*\*\*\*\*\*\*\*\*\*\*

// remove mail from the MailBox

// Inputs: none

// Outputs: data received

// This function will be called from a foreground thread

// It will spin/block if the MailBox is empty

unsigned long OS\_MailBox\_Recv(void);

// \*\*\*\*\*\*\*\* OS\_Time \*\*\*\*\*\*\*\*\*\*\*\*

// return the system time

// Inputs: none

// Outputs: time in 12.5ns units, 0 to 4294967295

// The time resolution should be less than or equal to 1us, and the precision 32 bits

// It is ok to change the resolution and precision of this function as long as

// this function and OS\_TimeDifference have the same resolution and precision

unsigned long OS\_Time(void);

// \*\*\*\*\*\*\*\* OS\_TimeDifference \*\*\*\*\*\*\*\*\*\*\*\*

// Calculates difference between two times

// Inputs: two times measured with OS\_Time

// Outputs: time difference in 12.5ns units

// The time resolution should be less than or equal to 1us, and the precision at least 12 bits

// It is ok to change the resolution and precision of this function as long as

// this function and OS\_Time have the same resolution and precision

unsigned long OS\_TimeDifference(unsigned long start, unsigned long stop);

// \*\*\*\*\*\*\*\* OS\_ClearMsTime \*\*\*\*\*\*\*\*\*\*\*\*

// sets the system time to zero (from Lab 1)

// Inputs: none

// Outputs: none

// You are free to change how this works

void OS\_ClearMsTime(void);

// \*\*\*\*\*\*\*\* OS\_MsTime \*\*\*\*\*\*\*\*\*\*\*\*

// reads the current time in msec (from Lab 1)

// Inputs: none

// Outputs: time in ms units

// You are free to select the time resolution for this function

// It is ok to make the resolution to match the first call to OS\_AddPeriodicThread

unsigned long OS\_MsTime(void);

//\*\*\*\*\*\*\*\* OS\_Launch \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// start the scheduler, enable interrupts

// Inputs: number of 12.5ns clock cycles for each time slice

// you may select the units of this parameter

// Outputs: none (does not return)

// In Lab 2, you can ignore the theTimeSlice field

// In Lab 3, you should implement the user-defined TimeSlice field

// It is ok to limit the range of theTimeSlice to match the 24-bit SysTick

void OS\_Launch(unsigned long theTimeSlice);

#endif

;/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

; Modified by Sourabh Shirhatti and Nelson Wu for EE 445M, Spring 2015

;\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

;/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

; osasm.s: low-level OS commands, written in assembly \*/

; Runs on LM4F120/TM4C123

; A very simple real time operating system with minimal features.

; Daniel Valvano

; January 29, 2015

;

; This example accompanies the book

; "Embedded Systems: Real Time Interfacing to ARM Cortex M Microcontrollers",

; ISBN: 978-1463590154, Jonathan Valvano, copyright (c) 2015

;

; Programs 4.4 through 4.12, section 4.2

;

;Copyright 2015 by Jonathan W. Valvano, valvano@mail.utexas.edu

; You may use, edit, run or distribute this file

; as long as the above copyright notice remains

; THIS SOFTWARE IS PROVIDED "AS IS". NO WARRANTIES, WHETHER EXPRESS, IMPLIED

; OR STATUTORY, INCLUDING, BUT NOT LIMITED TO, IMPLIED WARRANTIES OF

; MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE APPLY TO THIS SOFTWARE.

; VALVANO SHALL NOT, IN ANY CIRCUMSTANCES, BE LIABLE FOR SPECIAL, INCIDENTAL,

; OR CONSEQUENTIAL DAMAGES, FOR ANY REASON WHATSOEVER.

; For more information about my classes, my research, and my books, see

; http://users.ece.utexas.edu/~valvano/

; \*/

PE3 EQU 0x40024020

AREA |.text|, CODE, READONLY, ALIGN=2

THUMB

REQUIRE8

PRESERVE8

EXTERN RunPt ; currently running thread

EXTERN NextRunPt ; calculated next thread

EXPORT OS\_DisableInterrupts

EXPORT OS\_EnableInterrupts

EXPORT StartOS

EXPORT PendSV\_Handler

OS\_DisableInterrupts

CPSID I

BX LR

OS\_EnableInterrupts

CPSIE I

BX LR

PendSV\_Handler ; 1) Saves R0-R3,R12,LR,PC,PSR

CPSID I ; 2) Prevent interrupt during switch

PUSH {R4-R11} ; 3) Save remaining regs r4-11

LDR R0, =RunPt ; 4) R0=pointer to RunPt, old thread

LDR R1, [R0] ; R1 = RunPt

STR SP, [R1] ; 5) Save SP into TCB

LDR R1, =NextRunPt ; 5.1) R1=pointer to NextRunPt, new thread

LDR R1, [R1] ; 6) R1 = NextRunPt

STR R1, [R0] ; RunPt = R1

LDR SP, [R1] ; 7) new thread SP; SP = RunPt->sp;

POP {R4-R11} ; 8) restore regs r4-11

CPSIE I ; 9) tasks run with interrupts enabled

BX LR ; 10) restore R0-R3,R12,LR,PC,PSR

StartOS

LDR R0, =RunPt ; currently running thread

LDR R2, [R0] ; R2 = value of RunPt

LDR SP, [R2] ; new thread SP; SP = RunPt->stackPointer;

POP {R4-R11} ; restore regs r4-11

POP {R0-R3} ; restore regs r0-3

POP {R12}

POP {LR} ; discard LR from initial stack

POP {LR} ; start location

POP {R1} ; discard PSR

CPSIE I ; Enable interrupts at processor level

BX LR ; start first thread

ALIGN

END

**Measurement Data**
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**Figure 1. Testmain1 (cooperative thread switching)**
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**Figure 2. Testmain2 (preemptive thread switch zoomed out)**
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**Figure 3. Testmain2 (preemptive thread switch zoomed in)**
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**Figure 4. Latency of Task 2 (switch interrupt)**
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**Figure 5. Latency Zoomed Out**
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**Figure 6. Testmain7 Thread Switch Time**

1. Measurement of thread switch time: 1.696 µs
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**Figure 7. Measurement of Thread Switch Time**

1. ![C:\Users\Nelson\Desktop\TEK00038.PNG](data:image/png;base64,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)

**Figure 8. Profile data while running the spinlock/round-robin OS**
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**Figure 9. Zoomed in view of Figure 8**

|  |
| --- |
| **TCB** |
| sp |
| next |

|  |
| --- |
| [Rest of Stack] |
| R4 – R11 |
| R0- R3 |
| R12 |
| LR |
| PC |
| PSR |

1. Preparation 3: RunPt

|  |
| --- |
| **Thread1** |
| sp: 0x200007CC |
| next: 0x20000120 |

|  |
| --- |
| **Thread2** |
| sp: 0x2000095C |
| next: 0x2000013C |

|  |
| --- |
| **Thread3** |
| sp: 0x20000AEC |
| next: 0x20000104 |

Preparation 5:

**Before:** RunPt

|  |
| --- |
| **Thread1** |
| sp: 0x200007CC |
| next: 0x20000120 |

|  |
| --- |
| **Thread2** |
| sp: 0x2000095C |
| next: 0x20000104 |

**After:** RunPt

|  |
| --- |
| **Thread1** |
| sp: 0x200007C8 |
| next: 0x20000120 |

|  |
| --- |
| **Thread2** |
| sp: 0x2000095C |
| next: 0x20000104 |

1. Performance data collected with no interpreter or switch input:

**Table 1. Performance Measurements vs. Sizes of OS\_Fifo and Timeslices**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **FIFOSize** | **TIMESLICE (ms)** | **DataLost** | **Jitter (µs)** | **PIDWork** |
| 4 | 2 | 0 | 0 | 12158 |
| 8 | 2 | 0 | 0 | 12158 |
| 32 | 2 | 0 | 0 | 12158 |
| 32 | 1 | 0 | 0 | 12120 |
| 32 | 10 | 0 | 0 | 12189 |

1. Performance measurements with and without debugging instruments:

**Table 2. Performance Measurements vs. Use of Debugging Instruments**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **With Debug?** | **TIMESLICE (ms)** | **DataLost** | **Jitter (µs)** | **PIDWork** |
| Yes/No | 0.1 | 39/0 | 0.2/0 | 8837/11422 |
| Yes/No | 1 | 0/0 | 4.7/0 | 9366/12120 |
| Yes/No | 2 | 96/0 | 5.5/0 | 9217/12158 |
| Yes/No | 5 | 434/0 | 3.8/0 | 8934/12181 |
| Yes/No | 10 | 44/0 | 2.7/0 | 11475/12189 |

**Analysis and Discussion**

1) Why did the time jitter in my solution jump from 4 to 6 μs when interpreter I/O occurred?

The timer interrupt had a lower priority than the UART Handler. When interpreter I/O occurs, jitter increases since we are waiting for the UART Handler to return.

2) Justify why Task 3 has no time jitter on its ADC sampling.

Task 3 uses timer triggered ADC interrupts in hardware. By definition, it can have no jitter since the ADC will be sampled immediately at the specified period times.

3) There are four (or more) interrupts in this system DAS, ADC, Select, and SysTick (thread switch). Justify your choice of hardware priorities in the NVIC?

SysTick (7) – Least priority since we want the thread switch to only interrupt a foreground task

PendSV (6) – We want the PendSV to be able to interrupt on SysTick completion, but not interrupt any other threads.

Select (5) – We want to reduce the switch latency. However, it is less critical than the pair of ADC tasks because they must always execute at the specified period to sample a signal correctly.

ADC (4) – Timer triggered ADC must execute at a fixed rate (in hardware).

DAS (4) – Software triggered ADC also executes at a fixed rate with a different timer, so this task has the same priority as the first ADC task.

4) Explain what happens if your stack size is too small. How could you detect stack overflow? How could you prevent stack overflow from crashing the OS?

If the stack is too small, you will have a stack overflow that will write data to memory you do not own, causing other data to be lost or corrupted.

To prevent stack overflows, we could check whether the stack pointer is still in a valid location prior to performing a context switch (for a fixed stack size). Alternatively, we could run the OS and initialize all stack locations to a dummy value. At some point, we could look at the stack and see how many locations have been overwritten, and that will be our maximum stack size.

To prevent a stack overflow from crashing the OS, we could kill the thread that violated the memory accesses. Kill any additional threads whose stacks were corrupted. The user program should be able to handle the terminated threads.

5) Both Consumer and Display have an OS\_Kill() at the end. Do these OS\_Kills always execute, sometime execute, or never execute? Explain.

Consumer

In the event that data is lost, the consumer thread cannot finish executing as it waits for 64 entries in the mailbox before computing an FFT. Hence, it will never reach the OS\_Kill().

In the event that data is not lost, or a multiple of 64 entries are lost, OS\_Kill() will get executed.

Display

Similarly, for Display, in the event of lost data, OS\_Kill() will not execute. However, if there is no data lost, OS\_Kill() will execute.

6) The interaction between the producer and consumer is deterministic. What does deterministic mean? Assume for this question that if the OS\_Fifo has 5 elements data is lost, but if it has 6 elements no data is lost. What does this tell you about the timing of the consumer plus display?

Deterministic means there is no probability, and the order of execution of the producer and consumer is guaranteed. In other words, the producer will put data into the FIFO, the consumer will remove data from the FIFO, and each will wait if the FIFO is full or empty, respectively. If data is lost with five elements and not with six elements, this means the consumer plus display removes data at a rate that is too slow for the producer with five, but not with six.

7) Without going back and actually measuring it, do you think the Consumer ever waits when it calls OS\_MailBox\_Send? Explain

Our system is I/O bound. The display thread spawned by the consumer that shares the mailbox with consumer will take longer to execute because writing to the LCD is slower than reading from the ADC and calculating the FFT. The display will hold the semaphore and the consumer will have to wait when it calls OS\_Mailbox\_Send.