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Java - Overview

Java programming language was originally developed by Sun Microsystems which was initiated by James Gosling and released in 1995 as core component of Sun Microsystems' Java platform (Java 1.0 [J2SE]).

The latest release of the Java Standard Edition is Java SE 8. With the advancement of Java and its widespread popularity, multiple configurations were built to suit various types of platforms. For example: J2EE for Enterprise Applications, J2ME for Mobile Applications.

The new J2 versions were renamed as Java SE, Java EE, and Java ME respectively. Java is guaranteed to be **Write Once, Run Anywhere.**

Java is −

* **Object Oriented** − In Java, everything is an Object. Java can be easily extended since it is based on the Object model.
* **Platform Independent** − Unlike many other programming languages including C and C++, when Java is compiled, it is not compiled into platform specific machine, rather into platform independent byte code. This byte code is distributed over the web and interpreted by the Virtual Machine (JVM) on whichever platform it is being run on.

History of Java

James Gosling initiated Java language project in June 1991 for use in one of his many set-top box projects. The language, initially called ‘Oak’ after an oak tree that stood outside Gosling's office, also went by the name ‘Green’ and ended up later being renamed as Java, from a list of random words.

Sun released the first public implementation as Java 1.0 in 1995. It promised **Write Once, Run Anywhere** (WORA), providing no-cost run-times on popular platforms.

On 13 November, 2006, Sun released much of Java as free and open source software under the terms of the GNU General Public License (GPL).

On 8 May, 2007, Sun finished the process, making all of Java's core code free and open-source, aside from a small portion of code to which Sun did not hold the copyright.

Tools You Will Need

For performing the examples discussed in this tutorial, you will need a Pentium 200-MHz computer with a minimum of 64 MB of RAM (128 MB of RAM recommended).

You will also need the following softwares −

* Linux 7.1 or Windows xp/7/8 operating system
* Java JDK 8
* Microsoft Notepad or any other text editor

This tutorial will provide the necessary skills to create GUI, networking, and web applications using Java.

Java - Environment Setup

In this chapter, we will discuss on the different aspects of setting up a congenial environment for Java.

Try the following example using our online compiler available at [CodingGround](https://www.tutorialspoint.com/codingground.htm)

public class MyFirstJavaProgram {

public static void main(String []args) {

System.out.println("Hello World");

}

}

Local Environment Setup

If you are still willing to set up your environment for Java programming language, then this section guides you on how to download and set up Java on your machine. Following are the steps to set up the environment.

Java SE is freely available from the link [Download Java](https://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html" \t "_blank). You can download a version based on your operating system.

Follow the instructions to download Java and run the **.exe** to install Java on your machine. Once you installed Java on your machine, you will need to set environment variables to point to correct installation directories −

Setting Up the Path for Windows

Assuming you have installed Java in *c:\Program Files\java\jdk* directory −

* Right-click on 'My Computer' and select 'Properties'.
* Click the 'Environment variables' button under the 'Advanced' tab.
* Now, alter the 'Path' variable so that it also contains the path to the Java executable. Example, if the path is currently set to 'C:\WINDOWS\SYSTEM32', then change your path to read 'C:\WINDOWS\SYSTEM32;c:\Program Files\java\jdk\bin'.

Setting Up the Path for Linux, UNIX, Solaris, FreeBSD

Environment variable PATH should be set to point to where the Java binaries have been installed. Refer to your shell documentation, if you have trouble doing this.

Example, if you use *bash* as your shell, then you would add the following line to the end of your '.bashrc: export PATH = /path/to/java:$PATH'

Popular Java Editors

To write your Java programs, you will need a text editor. There are even more sophisticated IDEs available in the market. But for now, you can consider one of the following −

* **Notepad** − On Windows machine, you can use any simple text editor like Notepad (Recommended for this tutorial), TextPad.
* **Netbeans** − A Java IDE that is open-source and free which can be downloaded from [https://www.netbeans.org/index.html](https://www.netbeans.org/index.html" \t "_blank).
* **Eclipse** − A Java IDE developed by the eclipse open-source community and can be downloaded from [https://www.eclipse.org/](https://www.eclipse.org/" \t "_blank).

Java - Basic Syntax

When we consider a Java program, it can be defined as a collection of objects that communicate via invoking each other's methods. Let us now briefly look into what do class, object, methods, and instance variables mean.

* **Object** − Objects have states and behaviors. Example: A dog has states - color, name, breed as well as behavior such as wagging their tail, barking, eating. An object is an instance of a class.
* **Class** − A class can be defined as a template/blueprint that describes the behavior/state that the object of its type supports.
* **Methods** − A method is basically a behavior. A class can contain many methods. It is in methods where the logics are written, data is manipulated and all the actions are executed.
* **Instance Variables** − Each object has its unique set of instance variables. An object's state is created by the values assigned to these instance variables.

First Java Program

Let us look at a simple code that will print the words ***Hello World***.

Example

public class MyFirstJavaProgram {

/\* This is my first java program.

\* This will print 'Hello World' as the output

\*/

public static void main(String []args) {

System.out.println("Hello World"); // prints Hello World

}

}

Let's look at how to save the file, compile, and run the program. Please follow the subsequent steps −

* Open notepad and add the code as above.
* Save the file as: MyFirstJavaProgram.java.
* Open a command prompt window and go to the directory where you saved the class. Assume it's C:\.
* Type 'javac MyFirstJavaProgram.java' and press enter to compile your code. If there are no errors in your code, the command prompt will take you to the next line (Assumption : The path variable is set).
* Now, type ' java MyFirstJavaProgram ' to run your program.
* You will be able to see ' Hello World ' printed on the window.

Output

C:\> javac MyFirstJavaProgram.java

C:\> java MyFirstJavaProgram

Hello World

Basic Syntax

About Java programs, it is very important to keep in mind the following points.

* **Case Sensitivity** − Java is case sensitive, which means identifier **Hello** and **hello** would have different meaning in Java.
* **Class Names** − For all class names the first letter should be in Upper Case. If several words are used to form a name of the class, each inner word's first letter should be in Upper Case.

**Example:** *class MyFirstJavaClass*

* **Method Names** − All method names should start with a Lower Case letter. If several words are used to form the name of the method, then each inner word's first letter should be in Upper Case.

**Example:** *public void myMethodName()*

* **Program File Name** − Name of the program file should exactly match the class name.

When saving the file, you should save it using the class name (Remember Java is case sensitive) and append '.java' to the end of the name (if the file name and the class name do not match, your program will not compile).

**Example:** Assume 'MyFirstJavaProgram' is the class name. Then the file should be saved as *'MyFirstJavaProgram.java'*

* **public static void main(String args[])** − Java program processing starts from the main() method which is a mandatory part of every Java program.

Java Identifiers

All Java components require names. Names used for classes, variables, and methods are called **identifiers**.

In Java, there are several points to remember about identifiers. They are as follows −

* All identifiers should begin with a letter (A to Z or a to z), currency character ($) or an underscore (\_).
* After the first character, identifiers can have any combination of characters.
* A key word cannot be used as an identifier.
* Most importantly, identifiers are case sensitive.
* Examples of legal identifiers: age, $salary, \_value, \_\_1\_value.
* Examples of illegal identifiers: 123abc, -salary.

Java Modifiers

Like other languages, it is possible to modify classes, methods, etc., by using modifiers. There are two categories of modifiers −

* **Access Modifiers** − default, public , protected, private
* **Non-access Modifiers** − final, abstract, strictfp

We will be looking into more details about modifiers in the next section.

Java Variables

Following are the types of variables in Java −

* Local Variables
* Class Variables (Static Variables)
* Instance Variables (Non-static Variables)

Java Arrays

Arrays are objects that store multiple variables of the same type. However, an array itself is an object on the heap. We will look into how to declare, construct, and initialize in the upcoming chapters.

Java Enums

Enums were introduced in Java 5.0. Enums restrict a variable to have one of only a few predefined values. The values in this enumerated list are called enums.

With the use of enums it is possible to reduce the number of bugs in your code.

For example, if we consider an application for a fresh juice shop, it would be possible to restrict the glass size to small, medium, and large. This would make sure that it would not allow anyone to order any size other than small, medium, or large.

Example

class FreshJuice {

enum FreshJuiceSize{ SMALL, MEDIUM, LARGE }

FreshJuiceSize size;

}

public class FreshJuiceTest {

public static void main(String args[]) {

FreshJuice juice = new FreshJuice();

juice.size = FreshJuice.FreshJuiceSize.MEDIUM ;

System.out.println("Size: " + juice.size);

}

}

The above example will produce the following result −

Output

Size: MEDIUM

**Note** − Enums can be declared as their own or inside a class. Methods, variables, constructors can be defined inside enums as well.

Java Keywords

The following list shows the reserved words in Java. These reserved words may not be used as constant or variable or any other identifier names.

abstract, final,int,byte,float..etc

Inheritance

In Java, classes can be derived from classes. Basically, if you need to create a new class and here is already a class that has some of the code you require, then it is possible to derive your new class from the already existing code.

This concept allows you to reuse the fields and methods of the existing class without having to rewrite the code in a new class. In this scenario, the existing class is called the **superclass** and the derived class is called the **subclass**.

Interfaces

In Java language, an interface can be defined as a contract between objects on how to communicate with each other. Interfaces play a vital role when it comes to the concept of inheritance.

An interface defines the methods, a deriving class (subclass) should use. But the implementation of the methods is totally up to the subclass.

Java - Object and Classes

Java is an Object-Oriented Language. As a language that has the Object-Oriented feature, Java supports the following fundamental concepts −

* Polymorphism
* Inheritance
* Encapsulation
* Abstraction
* Classes
* Objects
* Instance
* Method
* Message Parsing

In this chapter, we will look into the concepts - Classes and Objects.

* **Object** − Objects have states and behaviors. Example: A dog has states - color, name, breed as well as behaviors – wagging the tail, barking, eating. An object is an instance of a class.
* **Class** − A class can be defined as a template/blueprint that describes the behavior/state that the object of its type support.

Objects in Java

Let us now look deep into what are objects. If we consider the real-world, we can find many objects around us, cars, dogs, humans, etc. All these objects have a state and a behavior.

If we consider a dog, then its state is - name, breed, color, and the behavior is - barking, wagging the tail, running.

If you compare the software object with a real-world object, they have very similar characteristics.

Software objects also have a state and a behavior. A software object's state is stored in fields and behavior is shown via methods.

So in software development, methods operate on the internal state of an object and the object-to-object communication is done via methods.

Classes in Java

A class is a blueprint from which individual objects are created.

Following is a sample of a class.

Example

public class Dog {

String breed;

int ageC

String color;

void barking() {

}

void hungry() {

}

void sleeping() {

}

}

A class can contain any of the following variable types.

* **Local variables** − Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.
* **Instance variables** − Instance variables are variables within a class but outside any method. These variables are initialized when the class is instantiated. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.
* **Class variables** − Class variables are variables declared within a class, outside any method, with the static keyword.

A class can have any number of methods to access the value of various kinds of methods. In the above example, barking(), hungry() and sleeping() are methods.

Following are some of the important topics that need to be discussed when looking into classes of the Java Language.

Constructors

When discussing about classes, one of the most important sub topic would be constructors. Every class has a constructor. If we do not explicitly write a constructor for a class, the Java compiler builds a default constructor for that class.

Each time a new object is created, at least one constructor will be invoked. The main rule of constructors is that they should have the same name as the class. A class can have more than one constructor.

Following is an example of a constructor −

Example

public class Puppy {

public Puppy() {

}

public Puppy(String name) {

// This constructor has one parameter, *name*.

}

}

Java also supports [Singleton Classes](https://www.tutorialspoint.com/java/java_using_singleton.htm) where you would be able to create only one instance of a class.

**Note** − We have two different types of constructors. We are going to discuss constructors in detail in the subsequent chapters.

Creating an Object

As mentioned previously, a class provides the blueprints for objects. So basically, an object is created from a class. In Java, the new keyword is used to create new objects.

There are three steps when creating an object from a class −

* **Declaration** − A variable declaration with a variable name with an object type.
* **Instantiation** − The 'new' keyword is used to create the object.
* **Initialization** − The 'new' keyword is followed by a call to a constructor. This call initializes the new object.

Following is an example of creating an object −

Example

public class Puppy {

public Puppy(String name) {

// This constructor has one parameter, *name*.

System.out.println("Passed Name is :" + name );

}

public static void main(String []args) {

// Following statement would create an object myPuppy

Puppy myPuppy = new Puppy( "tommy" );

}

}

If we compile and run the above program, then it will produce the following result −

Output

Passed Name is :tommy

Accessing Instance Variables and Methods

Instance variables and methods are accessed via created objects. To access an instance variable, following is the fully qualified path −

/\* First create an object \*/

ObjectReference = new Constructor();

/\* Now call a variable as follows \*/

ObjectReference.variableName;

/\* Now you can call a class method as follows \*/

ObjectReference.MethodName();

Example

This example explains how to access instance variables and methods of a class.

public class Puppy {

int puppyAge;

public Puppy(String name) {

// This constructor has one parameter, *name*.

System.out.println("Name chosen is :" + name );

}

public void setAge( int age ) {

puppyAge = age;

}

public int getAge( ) {

System.out.println("Puppy's age is :" + puppyAge );

return puppyAge;

}

public static void main(String []args) {

/\* Object creation \*/

Puppy myPuppy = new Puppy( "tommy" );

/\* Call class method to set puppy's age \*/

myPuppy.setAge( 2 );

/\* Call another class method to get puppy's age \*/

myPuppy.getAge( );

/\* You can access instance variable as follows as well \*/

System.out.println("Variable Value :" + myPuppy.puppyAge );

}

}

If we compile and run the above program, then it will produce the following result −

Output

Name chosen is :tommy

Puppy's age is :2

Variable Value :2

Source File Declaration Rules

As the last part of this section, let's now look into the source file declaration rules. These rules are essential when declaring classes, *import* statements and *package* statements in a source file.

* There can be only one public class per source file.
* A source file can have multiple non-public classes.
* The public class name should be the name of the source file as well which should be appended by **.java** at the end. For example: the class name is *public class Employee{}* then the source file should be as Employee.java.
* If the class is defined inside a package, then the package statement should be the first statement in the source file.
* If import statements are present, then they must be written between the package statement and the class declaration. If there are no package statements, then the import statement should be the first line in the source file.
* Import and package statements will imply to all the classes present in the source file. It is not possible to declare different import and/or package statements to different classes in the source file.

Classes have several access levels and there are different types of classes; abstract classes, final classes, etc. We will be explaining about all these in the access modifiers chapter.

Apart from the above mentioned types of classes, Java also has some special classes called Inner classes and Anonymous classes.

Java Package

In simple words, it is a way of categorizing the classes and interfaces. When developing applications in Java, hundreds of classes and interfaces will be written, therefore categorizing these classes is a must as well as makes life much easier.

Import Statements

In Java if a fully qualified name, which includes the package and the class name is given, then the compiler can easily locate the source code or classes. Import statement is a way of giving the proper location for the compiler to find that particular class.

For example, the following line would ask the compiler to load all the classes available in directory java\_installation/java/io −

import java.io.\*;

A Simple Case Study

For our case study, we will be creating two classes. They are Employee and EmployeeTest.

First open notepad and add the following code. Remember this is the Employee class and the class is a public class. Now, save this source file with the name Employee.java.

The Employee class has four instance variables - name, age, designation and salary. The class has one explicitly defined constructor, which takes a parameter.

Example

import java.io.\*;

public class Employee {

String name;

int age;

String designation;

double salary;

// This is the constructor of the class Employee

public Employee(String name) {

this.name = name;

}

// Assign the age of the Employee to the variable age.

public void empAge(int empAge) {

age = empAge;

}

/\* Assign the designation to the variable designation.\*/

public void empDesignation(String empDesig) {

designation = empDesig;

}

/\* Assign the salary to the variable salary.\*/

public void empSalary(double empSalary) {

salary = empSalary;

}

/\* Print the Employee details \*/

public void printEmployee() {

System.out.println("Name:"+ name );

System.out.println("Age:" + age );

System.out.println("Designation:" + designation );

System.out.println("Salary:" + salary);

}

}

As mentioned previously in this tutorial, processing starts from the main method. Therefore, in order for us to run this Employee class there should be a main method and objects should be created. We will be creating a separate class for these tasks.

Following is the *EmployeeTest* class, which creates two instances of the class Employee and invokes the methods for each object to assign values for each variable.

Save the following code in EmployeeTest.java file.

import java.io.\*;

public class EmployeeTest {

public static void main(String args[]) {

/\* Create two objects using constructor \*/

Employee empOne = new Employee("James Smith");

Employee empTwo = new Employee("Mary Anne");

// Invoking methods for each object created

empOne.empAge(26);

empOne.empDesignation("Senior Software Engineer");

empOne.empSalary(1000);

empOne.printEmployee();

empTwo.empAge(21);

empTwo.empDesignation("Software Engineer");

empTwo.empSalary(500);

empTwo.printEmployee();

}

}

Now, compile both the classes and then run *EmployeeTest* to see the result as follows −

Output

C:\> javac Employee.java

C:\> javac EmployeeTest.java

C:\> java EmployeeTest

Name:James Smith

Age:26

Designation:Senior Software Engineer

Salary:1000.0

Name:Mary Anne

Age:21

Designation:Software Engineer

Salary:500.0

Java - Basic Datatypes

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in the memory.

Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals, or characters in these variables.

There are two data types available in Java −

* Primitive Data Types
* Reference/Object Data Types
* Primitive Data Types:
* byte,short,int,long,float,double,boolean,char

Reference Datatypes

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy, etc.
* Class objects and various type of array variables come under reference datatype.
* Default value of any reference variable is null.
* A reference variable can be used to refer any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

Java Literals

A literal is a source code representation of a fixed value. They are represented directly in the code without any computation.

Literals can be assigned to any primitive type variable. For example −

byte a = 68;

char a = 'A'

byte, int, long, and short can be expressed in decimal(base 10), hexadecimal(base 16) or octal(base 8) number systems as well.

Prefix 0 is used to indicate octal, and prefix 0x indicates hexadecimal when using these number systems for literals. For example −

int decimal = 100;

int octal = 0144;

int hexa = 0x64;

String literals in Java are specified like they are in most other languages by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are −

Example

"Hello World"

"two\nlines"

"\"This is in quotes\""

String and char types of literals can contain any Unicode characters. For example −

char a = '\u0001';

String a = "\u0001";

Java language supports few special escape sequences for String and char literals as well. They are –

\n,\r,\f,\b

Java - Variable Types

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. Following is the basic form of a variable declaration −

data type variable [ = value][, variable [ = value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java −

Example

int a, b, c; // Declares three ints, a, b, and c.

int a = 10, b = 10; // Example of initialization

byte B = 22; // initializes a byte type variable B.

double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java −

* Local variables
* Instance variables
* Class/Static variables

Local Variables

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor, or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor, or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables, so local variables should be declared and an initial value should be assigned before the first use.

Example

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to only this method.

public class Test {

public void pupAge() {

int age = 0;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following result −

Output

Puppy age is: 7

Example

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

public class Test {

public void pupAge() {

int age;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following error while compiling it −

Output

Test.java:4:variable number might not have been initialized

age = age + 7;

^

1 error

Instance Variables

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However, visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers, the default value is 0, for Booleans it is false, and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However, within static methods (when instance variables are given accessibility), they should be called using the fully qualified name. *ObjectReference.VariableName*.

Example

import java.io.\*;

public class Employee {

// this instance variable is visible for any child class.

public String name;

// salary variable is visible in Employee class only.

private double salary;

// The name variable is assigned in the constructor.

public Employee (String empName) {

name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal) {

salary = empSal;

}

// This method prints the employee details.

public void printEmp() {

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]) {

Employee empOne = new Employee("Ransika");

empOne.setSalary(1000);

empOne.printEmp();

}

}

This will produce the following result −

Output

name : Ransika

salary :1000.0

Class/Static Variables

* Class variables also known as static variables are declared with the static keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final, and static. Constant variables never change from their initial value.
* Static variables are stored in the static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally, values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name *ClassName.VariableName*.
* When declaring class variables as public static final, then variable names (constants) are all in upper case. If the static variables are not public and final, the naming syntax is the same as instance and local variables.

Example

import java.io.\*;

public class Employee {

// salary variable is a private static variable

private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development ";

public static void main(String args[]) {

salary = 1000;

System.out.println(DEPARTMENT + "average salary:" + salary);

}

}

This will produce the following result −

Output

Development average salary:1000

**Note** − If the variables are accessed from an outside class, the constant should be accessed as Employee.DEPARTMENT

Java - Modifier Types

Modifiers are keywords that you add to those definitions to change their meanings. Java language has a wide variety of modifiers, including the following −

* [Java Access Modifiers](https://www.tutorialspoint.com/java/java_access_modifiers.htm)
* [Non Access Modifiers](https://www.tutorialspoint.com/java/java_nonaccess_modifiers.htm)

To use a modifier, you include its keyword in the definition of a class, method, or variable. The modifier precedes the rest of the statement, as in the following example.

Example

*public* class className {

// ...

}

*private* boolean myFlag;

*static final* double weeks = 9.5;

*protected static final* int BOXWIDTH = 42;

*public static* void main(String[] arguments) {

// body of method

}

Access Control Modifiers

Java provides a number of access modifiers to set access levels for classes, variables, methods and constructors. The four access levels are −

* Visible to the package, the default. No modifiers are needed.
* Visible to the class only (private).
* Visible to the world (public).
* Visible to the package and all subclasses (protected).

Non-Access Modifiers

Java provides a number of non-access modifiers to achieve many other functionality.

* The *static* modifier for creating class methods and variables.
* The *final* modifier for finalizing the implementations of classes, methods, and variables.
* The *abstract* modifier for creating abstract classes and methods.
* The *synchronized* and *volatile* modifiers, which are used for threads.

Java - Basic Operators

Java provides a rich set of operators to manipulate variables. We can divide all the Java operators into the following groups −

* Arithmetic Operators
* Relational Operators
* Bitwise Operators
* Logical Operators
* Assignment Operators
* Misc Operators

instanceof Operator

This operator is used only for object reference variables. The operator checks whether the object is of a particular type (class type or interface type). instanceof operator is written as −

( Object reference variable ) instanceof (class/interface type)

If the object referred by the variable on the left side of the operator passes the IS-A check for the class/interface type on the right side, then the result will be true. Following is an example −

**Example**

public class Test {

public static void main(String args[]) {

String name = "James";

// following will return true since name is type of String

boolean result = name instanceof String;

System.out.println( result );

}

}

This will produce the following result −

**Output**

true

This operator will still return true, if the object being compared is the assignment compatible with the type on the right. Following is one more example −

**Example**

class Vehicle {}

public class Car extends Vehicle {

public static void main(String args[]) {

Vehicle a = new Car();

boolean result = a instanceof Car;

System.out.println( result );

}

}

This will produce the following result −

**Output**

true

Precedence of Java Operators

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator −

For example, x = 7 + 3 \* 2; here x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3 \* 2 and then adds into 7.

Java - Loop Control

Java programming language provides the following types of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Loop & Description** |
| 1 | [**while loop**](https://www.tutorialspoint.com/java/java_while_loop.htm)  Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| 2 | [**for loop**](https://www.tutorialspoint.com/java/java_for_loop.htm)  Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| 3 | [**do...while loop**](https://www.tutorialspoint.com/java/java_do_while_loop.htm)  Like a while statement, except that it tests the condition at the end of the loop body. |

Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Java supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Control Statement & Description** |
| 1 | [**break statement**](https://www.tutorialspoint.com/java/java_break_statement.htm)  Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| 2 | [**continue statement**](https://www.tutorialspoint.com/java/java_continue_statement.htm)  Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |

Enhanced for loop in Java

As of Java 5, the enhanced for loop was introduced. This is mainly used to traverse collection of elements including arrays.

Syntax

Following is the syntax of enhanced for loop −

for(declaration : expression) {

// Statements

}

* **Declaration** − The newly declared block variable, is of a type compatible with the elements of the array you are accessing. The variable will be available within the for block and its value would be the same as the current array element.
* **Expression** − This evaluates to the array you need to loop through. The expression can be an array variable or method call that returns an array.

Example

public class Test {

public static void main(String args[]) {

int [] numbers = {10, 20, 30, 40, 50};

for(int x : numbers ) {

System.out.print( x );

System.out.print(",");

}

System.out.print("\n");

String [] names = {"James", "Larry", "Tom", "Lacy"};

for( String name : names ) {

System.out.print( name );

System.out.print(",");

}

}

}

This will produce the following result −

Output

10, 20, 30, 40, 50,

James, Larry, Tom, Lacy,

Java - Decision Making

|  |  |
| --- | --- |
| **Sr.No.** | **Statement & Description** |
| 1 | [**if statement**](https://www.tutorialspoint.com/java/if_statement_in_java.htm)  An **if statement** consists of a boolean expression followed by one or more statements. |
| 2 | [**if...else statement**](https://www.tutorialspoint.com/java/if_else_statement_in_java.htm)  An **if statement** can be followed by an optional **else statement**, which executes when the boolean expression is false. |
| 3 | [**nested if statement**](https://www.tutorialspoint.com/java/nested_if_statements_in_java.htm)  You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |
| 4 | [**switch statement**](https://www.tutorialspoint.com/java/switch_statement_in_java.htm)  A **switch** statement allows a variable to be tested for equality against a list of values. |

The ? : Operator

We have covered **conditional operator ? :** in the previous chapter which can be used to replace **if...else** statements. It has the following general form −

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

To determine the value of the whole expression, initially exp1 is evaluated.

* If the value of exp1 is true, then the value of Exp2 will be the value of the whole expression.
* If the value of exp1 is false, then Exp3 is evaluated and its value becomes the value of the entire expression.

.

Java - Numbers Class

Normally, when we work with Numbers, we use primitive data types such as byte, int, long, double, etc.

Example

int i = 5000;

float gpa = 13.65;

double mask = 0xaf;

However, in development, we come across situations where we need to use objects instead of primitive data types. In order to achieve this, Java provides **wrapper classes**.

All the wrapper classes (Integer, Long, Byte, Double, Float, Short) are subclasses of the abstract class Number.

![Number Classes](data:image/jpeg;base64,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)

The object of the wrapper class contains or wraps its respective primitive data type. Converting primitive data types into object is called **boxing**, and this is taken care by the compiler. Therefore, while using a wrapper class you just need to pass the value of the primitive data type to the constructor of the Wrapper class.

And the Wrapper object will be converted back to a primitive data type, and this process is called unboxing. The **Number** class is part of the java.lang package.

Following is an example of boxing and unboxing −

Example

public class Test {

public static void main(String args[]) {

Integer x = 5; // boxes int to an Integer object

x = x + 10; // unboxes the Integer to a int

System.out.println(x);

}

}

This will produce the following result −

Output

15

When x is assigned an integer value, the compiler boxes the integer because x is integer object. Later, x is unboxed so that they can be added as an integer.

Java - Character Class

Normally, when we work with characters, we use primitive data types char.

Example

char ch = 'a';

// Unicode for uppercase Greek omega character

char uniChar = '\u039A';

// an array of chars

char[] charArray ={ 'a', 'b', 'c', 'd', 'e' };

However in development, we come across situations where we need to use objects instead of primitive data types. In order to achieve this, Java provides wrapper class **Character** for primitive data type char.

The Character class offers a number of useful class (i.e., static) methods for manipulating characters. You can create a Character object with the Character constructor −

Character ch = new Character('a');

The Java compiler will also create a Character object for you under some circumstances. For example, if you pass a primitive char into a method that expects an object, the compiler automatically converts the char to a Character for you. This feature is called autoboxing or unboxing, if the conversion goes the other way.

Example

// Here following primitive char 'a'

// is boxed into the Character object ch

Character ch = 'a';

// Here primitive 'x' is boxed for method test,

// return is unboxed to char 'c'

char c = test('x');

Character Methods

Following is the list of the important instance methods that all the subclasses of the Character class implement −

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | [**isLetter()**](https://www.tutorialspoint.com/java/character_isletter.htm)  Determines whether the specified char value is a letter. |
| 2 | [**isDigit()**](https://www.tutorialspoint.com/java/character_isdigit.htm)  Determines whether the specified char value is a digit. |
| 3 | [**isWhitespace()**](https://www.tutorialspoint.com/java/character_iswhitespace.htm)  Determines whether the specified char value is white space. |
| 4 | [**isUpperCase()**](https://www.tutorialspoint.com/java/character_isuppercase.htm)  Determines whether the specified char value is uppercase. |
| 5 | [**isLowerCase()**](https://www.tutorialspoint.com/java/character_islowercase.htm)  Determines whether the specified char value is lowercase. |
| 6 | [**toUpperCase()**](https://www.tutorialspoint.com/java/character_touppercase.htm)  Returns the uppercase form of the specified char value. |
| 7 | [**toLowerCase()**](https://www.tutorialspoint.com/java/character_tolowercase.htm)  Returns the lowercase form of the specified char value. |
| 8 | [**toString()**](https://www.tutorialspoint.com/java/character_tostring.htm)  Returns a String object representing the specified character value that is, a one-character string. |

For a complete list of methods, please refer to the java.lang.Character API specification.

.

Java - Strings Class

Strings, which are widely used in Java programming, are a sequence of characters. In Java programming language, strings are treated as objects.

The Java platform provides the String class to create and manipulate strings.

Creating Strings

The most direct way to create a string is to write −

String greeting = "Hello world!";

Whenever it encounters a string literal in your code, the compiler creates a String object with its value in this case, "Hello world!'.

As with any other object, you can create String objects by using the new keyword and a constructor. The String class has 11 constructors that allow you to provide the initial value of the string using different sources, such as an array of characters.

Example

public class StringDemo {

public static void main(String args[]) {

char[] helloArray = { 'h', 'e', 'l', 'l', 'o', '.' };

String helloString = new String(helloArray);

System.out.println( helloString );

}

}

This will produce the following result −

Output

hello.

**Note** − The String class is immutable, so that once it is created a String object cannot be changed. If there is a necessity to make a lot of modifications to Strings of characters, then you should use [String Buffer & String Builder](https://www.tutorialspoint.com/java/java_string_buffer.htm)Classes.

String Length

Methods used to obtain information about an object are known as **accessor methods**. One accessor method that you can use with strings is the length() method, which returns the number of characters contained in the string object.

The following program is an example of **length()**, method String class.

Example

public class StringDemo {

public static void main(String args[]) {

String palindrome = "Dot saw I was Tod";

int len = palindrome.length();

System.out.println( "String Length is : " + len );

}

}

This will produce the following result −

Output

String Length is : 17

Concatenating Strings

The String class includes a method for concatenating two strings −

string1.concat(string2);

This returns a new string that is string1 with string2 added to it at the end. You can also use the concat() method with string literals, as in −

"My name is ".concat("Zara");

Strings are more commonly concatenated with the + operator, as in −

"Hello," + " world" + "!"

which results in −

"Hello, world!"

Let us look at the following example −

Example

public class StringDemo {

public static void main(String args[]) {

String string1 = "saw I was ";

System.out.println("Dot " + string1 + "Tod");

}

}

This will produce the following result −

Output

Dot saw I was Tod

Creating Format Strings

You have printf() and format() methods to print output with formatted numbers. The String class has an equivalent class method, format(), that returns a String object rather than a PrintStream object.

Using String's static format() method allows you to create a formatted string that you can reuse, as opposed to a one-time print statement. For example, instead of −

Example

System.out.printf("The value of the float variable is " +

"%f, while the value of the integer " +

"variable is %d, and the string " +

"is %s", floatVar, intVar, stringVar);

You can write −

String fs;

fs = String.format("The value of the float variable is " +

"%f, while the value of the integer " +

"variable is %d, and the string " +

"is %s", floatVar, intVar, stringVar);

System.out.println(fs);

String Methods

Here is the list of methods supported by String class −

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |

- Arrays

Java provides a data structure, the **array**, which stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables.

This tutorial introduces how to declare array variables, create arrays, and process arrays using indexed variables.

Declaring Array Variables

To use an array in a program, you must declare a variable to reference the array, and you must specify the type of array the variable can reference. Here is the syntax for declaring an array variable −

Syntax

dataType[] arrayRefVar; // preferred way.

or

dataType arrayRefVar[]; // works but not preferred way.

**Note** − The style **dataType[] arrayRefVar** is preferred. The style **dataType arrayRefVar[]** comes from the C/C++ language and was adopted in Java to accommodate C/C++ programmers.

Example

The following code snippets are examples of this syntax −

double[] myList; // preferred way.

or

double myList[]; // works but not preferred way.

Creating Arrays

You can create an array by using the new operator with the following syntax −

Syntax

arrayRefVar = new dataType[arraySize];

The above statement does two things −

* It creates an array using new dataType[arraySize].
* It assigns the reference of the newly created array to the variable arrayRefVar.

Declaring an array variable, creating an array, and assigning the reference of the array to the variable can be combined in one statement, as shown below −

dataType[] arrayRefVar = new dataType[arraySize];

Alternatively you can create arrays as follows −

dataType[] arrayRefVar = {value0, value1, ..., valuek};

The array elements are accessed through the **index**. Array indices are 0-based; that is, they start from 0 to **arrayRefVar.length-1**.

Example

Following statement declares an array variable, myList, creates an array of 10 elements of double type and assigns its reference to myList −

double[] myList = new double[10];

Following picture represents array myList. Here, myList holds ten double values and the indices are from 0 to 9.
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Processing Arrays

When processing array elements, we often use either **for** loop or **foreach** loop because all of the elements in an array are of the same type and the size of the array is known.

Example

Here is a complete example showing how to create, initialize, and process arrays −

public class TestArray {

public static void main(String[] args) {

double[] myList = {1.9, 2.9, 3.4, 3.5};

// Print all the array elements

for (int i = 0; i < myList.length; i++) {

System.out.println(myList[i] + " ");

}

// Summing all elements

double total = 0;

for (int i = 0; i < myList.length; i++) {

total += myList[i];

}

System.out.println("Total is " + total);

// Finding the largest element

double max = myList[0];

for (int i = 1; i < myList.length; i++) {

if (myList[i] > max) max = myList[i];

}

System.out.println("Max is " + max);

}

}

This will produce the following result −

Output

1.9

2.9

3.4

3.5

Total is 11.7

Max is 3.5

The foreach Loops

JDK 1.5 introduced a new for loop known as foreach loop or enhanced for loop, which enables you to traverse the complete array sequentially without using an index variable.

Example

The following code displays all the elements in the array myList −

public class TestArray {

public static void main(String[] args) {

double[] myList = {1.9, 2.9, 3.4, 3.5};

// Print all the array elements

for (double element: myList) {

System.out.println(element);

}

}

}

This will produce the following result −

Output

1.9

2.9

3.4

3.5

Passing Arrays to Methods

Just as you can pass primitive type values to methods, you can also pass arrays to methods. For example, the following method displays the elements in an **int** array −

Example

public static void printArray(int[] array) {

for (int i = 0; i < array.length; i++) {

System.out.print(array[i] + " ");

}

}

You can invoke it by passing an array. For example, the following statement invokes the printArray method to display 3, 1, 2, 6, 4, and 2 −

Example

printArray(new int[]{3, 1, 2, 6, 4, 2});

Returning an Array from a Method

A method may also return an array. For example, the following method returns an array that is the reversal of another array −

Example

public static int[] reverse(int[] list) {

int[] result = new int[list.length];

for (int i = 0, j = result.length - 1; i < list.length; i++, j--) {

result[j] = list[i];

}

return result;

}

Getting Current Date and Time

This is a very easy method to get current date and time in Java. You can use a simple Date object with *toString()* method to print the current date and time as follows −

Example

import java.util.Date;

public class DateDemo {

public static void main(String args[]) {

// Instantiate a Date object

Date date = new Date();

// display time and date using toString()

System.out.println(date.toString());

}

}

This will produce the following result −

Output

on May 04 09:51:52 CDT 2009

Parsing Strings into Dates

The SimpleDateFormat class has some additional methods, notably parse( ), which tries to parse a string according to the format stored in the given SimpleDateFormat object.

Example

import java.util.\*;

import java.text.\*;

public class DateDemo {

public static void main(String args[]) {

SimpleDateFormat ft = new SimpleDateFormat ("yyyy-MM-dd");

String input = args.length == 0 ? "1818-11-11" : args[0];

System.out.print(input + " Parses as ");

Date t;

try {

t = ft.parse(input);

System.out.println(t);

}catch (ParseException e) {

System.out.println("Unparseable using " + ft);

}

}

}

A sample run of the above program would produce the following result −

Output

1818-11-11 Parses as Wed Nov 11 00:00:00 EST 1818

Sleeping for a While

You can sleep for any period of time from one millisecond up to the lifetime of your computer. For example, the following program would sleep for 3 seconds −

Example

import java.util.\*;

public class SleepDemo {

public static void main(String args[]) {

try {

System.out.println(new Date( ) + "\n");

Thread.sleep(5\*60\*10);

System.out.println(new Date( ) + "\n");

}catch (Exception e) {

System.out.println("Got an exception!");

}

}

}

This will produce the following result −

Output

Sun May 03 18:04:41 GMT 2009

Sun May 03 18:04:51 GMT 2009

Measuring Elapsed Time

Sometimes, you may need to measure point in time in milliseconds. So let's re-write the above example once again −

Example

import java.util.\*;

public class DiffDemo {

public static void main(String args[]) {

try {

long start = System.currentTimeMillis( );

System.out.println(new Date( ) + "\n");

Thread.sleep(5\*60\*10);

System.out.println(new Date( ) + "\n");

long end = System.currentTimeMillis( );

long diff = end - start;

System.out.println("Difference is : " + diff);

}catch (Exception e) {

System.out.println("Got an exception!");

}

}

}

This will produce the following result −

Output

Sun May 03 18:16:51 GMT 2009

Sun May 03 18:16:57 GMT 2009

Difference is : 5993

GregorianCalendar Class

GregorianCalendar is a concrete implementation of a Calendar class that implements the normal Gregorian calendar with which you are familiar. We did not discuss Calendar class in this tutorial, you can look up standard Java documentation for this.

The **getInstance( )** method of Calendar returns a GregorianCalendar initialized with the current date and time in the default locale and time zone. GregorianCalendar defines two fields: AD and BC. These represent the two eras defined by the Gregorian calendar.

Example

import java.util.\*;

public class GregorianCalendarDemo {

public static void main(String args[]) {

String months[] = {"Jan", "Feb", "Mar", "Apr", "May", "Jun", "Jul", "Aug", "Sep",

"Oct", "Nov", "Dec"};

int year;

// Create a Gregorian calendar initialized

// with the current date and time in the

// default locale and timezone.

GregorianCalendar gcalendar = new GregorianCalendar();

// Display current time and date information.

System.out.print("Date: ");

System.out.print(months[gcalendar.get(Calendar.MONTH)]);

System.out.print(" " + gcalendar.get(Calendar.DATE) + " ");

System.out.println(year = gcalendar.get(Calendar.YEAR));

System.out.print("Time: ");

System.out.print(gcalendar.get(Calendar.HOUR) + ":");

System.out.print(gcalendar.get(Calendar.MINUTE) + ":");

System.out.println(gcalendar.get(Calendar.SECOND));

// Test if the current year is a leap year

if(gcalendar.isLeapYear(year)) {

System.out.println("The current year is a leap year");

}else {

System.out.println("The current year is not a leap year");

}

}

}

This will produce the following result −

Output

Date: Apr 22 2009

Time: 11:25:27

The current year is not a leap year

For a complete list of constant available in Calendar class, you can refer the standard Java documentation.

Java - Methods

A Java method is a collection of statements that are grouped together to perform an operation. When you call the System.out.**println()** method, for example, the system actually executes several statements in order to display a message on the console.

Creating Method

Considering the following example to explain the syntax of a method −

**Syntax**

public static int methodName(int a, int b) {

// body

}

Here,

* **public static** − modifier
* **int** − return type
* **methodName** − name of the method
* **a, b** − formal parameters
* **int a, int b** − list of parameters

Method definition consists of a method header and a method body. The same is shown in the following syntax −

**Syntax**

modifier returnType nameOfMethod (Parameter List) {

// method body

}

The syntax shown above includes −

* **modifier** − It defines the access type of the method and it is optional to use.
* **returnType** − Method may return a value.
* **nameOfMethod** − This is the method name. The method signature consists of the method name and the parameter list.
* **Parameter List** − The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain zero parameters.
* **method body** − The method body defines what the method does with the statements.

**Example**

Here is the source code of the above defined method called **max()**. This method takes two parameters num1 and num2 and returns the maximum between the two −

/\*\* the snippet returns the minimum between two numbers \*/

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

Method Calling

For using a method, it should be called. There are two ways in which a method is called i.e., method returns a value or returning nothing (no return value).

The process of method calling is simple. When a program invokes a method, the program control gets transferred to the called method. This called method then returns control to the caller in two conditions, when −

* the return statement is executed.
* it reaches the method ending closing brace.

The methods returning void is considered as call to a statement. Lets consider an example −

System.out.println("This is tutorialspoint.com!");

The method returning value can be understood by the following example −

int result = sum(6, 9);

Following is the example to demonstrate how to define a method and how to call it −

**Example**

public class ExampleMinNumber {

public static void main(String[] args) {

int a = 11;

int b = 6;

int c = minFunction(a, b);

System.out.println("Minimum Value = " + c);

}

/\*\* returns the minimum of two numbers \*/

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

}

This will produce the following result −

**Output**

Minimum value = 6

The void Keyword

The void keyword allows us to create methods which do not return a value. Here, in the following example we're considering a void method *methodRankPoints*. This method is a void method, which does not return any value. Call to a void method must be a statement i.e. *methodRankPoints(255.7);*. It is a Java statement which ends with a semicolon as shown in the following example.

**Example**

public class ExampleVoid {

public static void main(String[] args) {

methodRankPoints(255.7);

}

public static void methodRankPoints(double points) {

if (points >= 202.5) {

System.out.println("Rank:A1");

}else if (points >= 122.4) {

System.out.println("Rank:A2");

}else {

System.out.println("Rank:A3");

}

}

}

This will produce the following result −

**Output**

Rank:A1

Passing Parameters by Value

While working under calling process, arguments is to be passed. These should be in the same order as their respective parameters in the method specification. Parameters can be passed by value or by reference.

Passing Parameters by Value means calling a method with a parameter. Through this, the argument value is passed to the parameter.

**Example**

The following program shows an example of passing parameter by value. The values of the arguments remains the same even after the method invocation.

public class swappingExample {

public static void main(String[] args) {

int a = 30;

int b = 45;

System.out.println("Before swapping, a = " + a + " and b = " + b);

// Invoke the swap method

swapFunction(a, b);

System.out.println("\n\*\*Now, Before and After swapping values will be same here\*\*:");

System.out.println("After swapping, a = " + a + " and b is " + b);

}

public static void swapFunction(int a, int b) {

System.out.println("Before swapping(Inside), a = " + a + " b = " + b);

// Swap n1 with n2

int c = a;

a = b;

b = c;

System.out.println("After swapping(Inside), a = " + a + " b = " + b);

}

}

This will produce the following result −

**Output**

Before swapping, a = 30 and b = 45

Before swapping(Inside), a = 30 b = 45

After swapping(Inside), a = 45 b = 30

\*\*Now, Before and After swapping values will be same here\*\*:

After swapping, a = 30 and b is 45

Method Overloading

When a class has two or more methods by the same name but different parameters, it is known as method overloading. It is different from overriding. In overriding, a method has the same method name, type, number of parameters, etc.

Let’s consider the example discussed earlier for finding minimum numbers of integer type. If, let’s say we want to find the minimum number of double type. Then the concept of overloading will be introduced to create two or more methods with the same name but different parameters.

The following example explains the same −

**Example**

public class ExampleOverloading {

public static void main(String[] args) {

int a = 11;

int b = 6;

double c = 7.3;

double d = 9.4;

int result1 = minFunction(a, b);

// same function name with different parameters

double result2 = minFunction(c, d);

System.out.println("Minimum Value = " + result1);

System.out.println("Minimum Value = " + result2);

}

// for integer

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

// for double

public static double minFunction(double n1, double n2) {

double min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

}

This will produce the following result −

**Output**

Minimum Value = 6

Minimum Value = 7.3

Overloading methods makes program readable. Here, two methods are given by the same name but with different parameters. The minimum number from integer and double types is the result.

Using Command-Line Arguments

Sometimes you will want to pass some information into a program when you run it. This is accomplished by passing command-line arguments to main( ).

A command-line argument is the information that directly follows the program's name on the command line when it is executed. To access the command-line arguments inside a Java program is quite easy. They are stored as strings in the String array passed to main( ).

**Example**

The following program displays all of the command-line arguments that it is called with −

public class CommandLine {

public static void main(String args[]) {

for(int i = 0; i<args.length; i++) {

System.out.println("args[" + i + "]: " + args[i]);

}

}

}

Try executing this program as shown here −

$java CommandLine this is a command line 200 -100

This will produce the following result −

**Output**

args[0]: this

args[1]: is

args[2]: a

args[3]: command

args[4]: line

args[5]: 200

args[6]: -100

The Constructors

A constructor initializes an object when it is created. It has the same name as its class and is syntactically similar to a method. However, constructors have no explicit return type.

Typically, you will use a constructor to give initial values to the instance variables defined by the class, or to perform any other startup procedures required to create a fully formed object.

All classes have constructors, whether you define one or not, because Java automatically provides a default constructor that initializes all member variables to zero. However, once you define your own constructor, the default constructor is no longer used.

**Example**

Here is a simple example that uses a constructor without parameters −

// A simple constructor.

class MyClass {

int x;

// Following is the constructor

MyClass() {

x = 10;

}

}

You will have to call constructor to initialize objects as follows −

public class ConsDemo {

public static void main(String args[]) {

MyClass t1 = new MyClass();

MyClass t2 = new MyClass();

System.out.println(t1.x + " " + t2.x);

}

}

**Output**

10 10

Parameterized Constructor

Most often, you will need a constructor that accepts one or more parameters. Parameters are added to a constructor in the same way that they are added to a method, just declare them inside the parentheses after the constructor's name.

**Example**

Here is a simple example that uses a constructor with a parameter −

// A simple constructor.

class MyClass {

int x;

// Following is the constructor

MyClass(int i ) {

x = i;

}

}

You will need to call a constructor to initialize objects as follows −

public class ConsDemo {

public static void main(String args[]) {

MyClass t1 = new MyClass( 10 );

MyClass t2 = new MyClass( 20 );

System.out.println(t1.x + " " + t2.x);

}

}

This will produce the following result −

**Output**

10 20

The this keyword

**this** is a keyword in Java which is used as a reference to the object of the current class, with in an instance method or a constructor. Using *this* you can refer the members of a class such as constructors, variables and methods.

**Note** − The keyword *this* is used only within instance methods or constructors

![This](data:image/jpeg;base64,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)

In general, the keyword *this* is used to −

* Differentiate the instance variables from local variables if they have same names, within a constructor or a method.

class Student {

int age;

Student(int age) {

this.age = age;

}

}

* Call one type of constructor (parametrized constructor or default) from other in a class. It is known as explicit constructor invocation.

class Student {

int age

Student() {

this(20);

}

Student(int age) {

this.age = age;

}

}

**Example**

Here is an example that uses *this* keyword to access the members of a class. Copy and paste the following program in a file with the name, **This\_Example.java**.

public class This\_Example {

// Instance variable num

int num = 10;

This\_Example() {

System.out.println("This is an example program on keyword this");

}

This\_Example(int num) {

// Invoking the default constructor

this();

// Assigning the local variable *num* to the instance variable *num*

this.num = num;

}

public void greet() {

System.out.println("Hi Welcome to Tutorialspoint");

}

public void print() {

// Local variable num

int num = 20;

// Printing the instance variable

System.out.println("value of local variable num is : "+num);

// Printing the local variable

System.out.println("value of instance variable num is : "+this.num);

// Invoking the greet method of a class

this.greet();

}

public static void main(String[] args) {

// Instantiating the class

This\_Example obj1 = new This\_Example();

// Invoking the print method

obj1.print();

// Passing a new value to the num variable through parametrized constructor

This\_Example obj2 = new This\_Example(30);

// Invoking the print method again

obj2.print();

}

}

This will produce the following result −

**Output**

This is an example program on keyword this

value of local variable num is : 20

value of instance variable num is : 10

Hi Welcome to Tutorialspoint

This is an example program on keyword this

value of local variable num is : 20

value of instance variable num is : 30

Hi Welcome to Tutorialspoint

Variable Arguments(var-args)

JDK 1.5 enables you to pass a variable number of arguments of the same type to a method. The parameter in the method is declared as follows −

typeName... parameterName

In the method declaration, you specify the type followed by an ellipsis (...). Only one variable-length parameter may be specified in a method, and this parameter must be the last parameter. Any regular parameters must precede it.

**Example**

public class VarargsDemo {

public static void main(String args[]) {

// Call method with variable args

printMax(34, 3, 3, 2, 56.5);

printMax(new double[]{1, 2, 3});

}

public static void printMax( double... numbers) {

if (numbers.length == 0) {

System.out.println("No argument passed");

return;

}

double result = numbers[0];

for (int i = 1; i < numbers.length; i++)

if (numbers[i] > result)

result = numbers[i];

System.out.println("The max value is " + result);

}

}

This will produce the following result −

**Output**

The max value is 56.5

The max value is 3.0

The finalize( ) Method

It is possible to define a method that will be called just before an object's final destruction by the garbage collector. This method is called **finalize( )**, and it can be used to ensure that an object terminates cleanly.

For example, you might use finalize( ) to make sure that an open file owned by that object is closed.

To add a finalizer to a class, you simply define the finalize( ) method. The Java runtime calls that method whenever it is about to recycle an object of that class.

Inside the finalize( ) method, you will specify those actions that must be performed before an object is destroyed.

The finalize( ) method has this general form −

protected void finalize( ) {

// finalization code here

}

Here, the keyword protected is a specifier that prevents access to finalize( ) by code defined outside its class.

This means that you cannot know when or even if finalize( ) will be executed. For example, if your program ends before garbage collection occurs, finalize( ) will not execute.

Java - Files and I/O

The java.io package contains nearly every class you might ever need to perform input and output (I/O) in Java. All these streams represent an input source and an output destination. The stream in the java.io package supports many data such as primitives, object, localized characters, etc.

Stream

A stream can be defined as a sequence of data. There are two kinds of Streams −

* **InPutStream** − The InputStream is used to read data from a source.
* **OutPutStream** − The OutputStream is used for writing data to a destination.
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Java provides strong but flexible support for I/O related to files and networks but this tutorial covers very basic functionality related to streams and I/O. We will see the most commonly used examples one by one −

Byte Streams

Java byte streams are used to perform input and output of 8-bit bytes. Though there are many classes related to byte streams but the most frequently used classes are, **FileInputStream** and **FileOutputStream**. Following is an example which makes use of these two classes to copy an input file into an output file −

Java - Exceptions

An exception (or exceptional event) is a problem that arises during the execution of a program. When an **Exception** occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

An exception can occur for many different reasons. Following are some scenarios where an exception occurs.

* A user has entered an invalid data.
* A file that needs to be opened cannot be found.
* A network connection has been lost in the middle of communications or the JVM has run out of memory.

Some of these exceptions are caused by user error, others by programmer error, and others by physical resources that have failed in some manner.

Based on these, we have three categories of Exceptions. You need to understand them to know how exception handling works in Java.

* **Checked exceptions** − A checked exception is an exception that occurs at the compile time, these are also called as compile time exceptions. These exceptions cannot simply be ignored at the time of compilation, the programmer should take care of (handle) these exceptions.

For example, if you use **FileReader** class in your program to read data from a file, if the file specified in its constructor doesn't exist, then a *FileNotFoundException* occurs, and the compiler prompts the programmer to handle the exception.

Example

import java.io.File;

import java.io.FileReader;

public class FilenotFound\_Demo {

public static void main(String args[]) {

File file = new File("E://file.txt");

FileReader fr = new FileReader(file);

}

}

If you try to compile the above program, you will get the following exceptions.

Output

C:\>javac FilenotFound\_Demo.java

FilenotFound\_Demo.java:8: error: unreported exception FileNotFoundException; must be caught or declared to be thrown

FileReader fr = new FileReader(file);

^

1 error

**Note** − Since the methods **read()** and **close()** of FileReader class throws IOException, you can observe that the compiler notifies to handle IOException, along with FileNotFoundException.

* **Unchecked exceptions** − An unchecked exception is an exception that occurs at the time of execution. These are also called as **Runtime Exceptions**. These include programming bugs, such as logic errors or improper use of an API. Runtime exceptions are ignored at the time of compilation.

For example, if you have declared an array of size 5 in your program, and trying to call the 6th element of the array then an *ArrayIndexOutOfBoundsExceptionexception* occurs.

Example

public class Unchecked\_Demo {

public static void main(String args[]) {

int num[] = {1, 2, 3, 4};

System.out.println(num[5]);

}

}

If you compile and execute the above program, you will get the following exception.

Output

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5

at Exceptions.Unchecked\_Demo.main(Unchecked\_Demo.java:8)

* **Errors** − These are not exceptions at all, but problems that arise beyond the control of the user or the programmer. Errors are typically ignored in your code because you can rarely do anything about an error. For example, if a stack overflow occurs, an error will arise. They are also ignored at the time of compilation.

Exception Hierarchy

All exception classes are subtypes of the java.lang.Exception class. The exception class is a subclass of the Throwable class. Other than the exception class there is another subclass called Error which is derived from the Throwable class.

Errors are abnormal conditions that happen in case of severe failures, these are not handled by the Java programs. Errors are generated to indicate errors generated by the runtime environment. Example: JVM is out of memory. Normally, programs cannot recover from errors.

The Exception class has two main subclasses: IOException class and RuntimeException Class.
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Following is a list of most common checked and unchecked [Java's Built-in Exceptions](https://www.tutorialspoint.com/java/java_builtin_exceptions.htm).

Exceptions Methods

Following is the list of important methods available in the Throwable class.

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **public String getMessage()**  Returns a detailed message about the exception that has occurred. This message is initialized in the Throwable constructor. |
| 2 | **public Throwable getCause()**  Returns the cause of the exception as represented by a Throwable object. |
| 3 | **public String toString()**  Returns the name of the class concatenated with the result of getMessage(). |
| 4 | **public void printStackTrace()**  Prints the result of toString() along with the stack trace to System.err, the error output stream. |
|  |  |
|  |  |

Catching Exceptions

A method catches an exception using a combination of the **try** and **catch** keywords. A try/catch block is placed around the code that might generate an exception. Code within a try/catch block is referred to as protected code, and the syntax for using try/catch looks like the following −

Syntax

try {

// Protected code

}catch(ExceptionName e1) {

// Catch block

}

The code which is prone to exceptions is placed in the try block. When an exception occurs, that exception occurred is handled by catch block associated with it. Every try block should be immediately followed either by a catch block or finally block.

A catch statement involves declaring the type of exception you are trying to catch. If an exception occurs in protected code, the catch block (or blocks) that follows the try is checked. If the type of exception that occurred is listed in a catch block, the exception is passed to the catch block much as an argument is passed into a method parameter.

Example

The following is an array declared with 2 elements. Then the code tries to access the 3rd element of the array which throws an exception.

// File Name : ExcepTest.java

import java.io.\*;

public class ExcepTest {

public static void main(String args[]) {

try {

int a[] = new int[2];

System.out.println("Access element three :" + a[3]);

}catch(ArrayIndexOutOfBoundsException e) {

System.out.println("Exception thrown :" + e);

}

System.out.println("Out of the block");

}

}

This will produce the following result −

Output

Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3

Out of the block

Multiple Catch Blocks

A try block can be followed by multiple catch blocks. The syntax for multiple catch blocks looks like the following −

Syntax

try {

// Protected code

}catch(ExceptionType1 e1) {

// Catch block

}catch(ExceptionType2 e2) {

// Catch block

}catch(ExceptionType3 e3) {

// Catch block

}

The previous statements demonstrate three catch blocks, but you can have any number of them after a single try. If an exception occurs in the protected code, the exception is thrown to the first catch block in the list. If the data type of the exception thrown matches ExceptionType1, it gets caught there. If not, the exception passes down to the second catch statement. This continues until the exception either is caught or falls through all catches, in which case the current method stops execution and the exception is thrown down to the previous method on the call stack.

Example

Here is code segment showing how to use multiple try/catch statements.

try {

file = new FileInputStream(fileName);

x = (byte) file.read();

}catch(IOException i) {

i.printStackTrace();

return -1;

}catch(FileNotFoundException f) // Not valid! {

f.printStackTrace();

return -1;

}

Catching Multiple Type of Exceptions

Since Java 7, you can handle more than one exception using a single catch block, this feature simplifies the code. Here is how you would do it −

catch (IOException|FileNotFoundException ex) {

logger.log(ex);

throw ex;

The Throws/Throw Keywords

If a method does not handle a checked exception, the method must declare it using the **throws** keyword. The throws keyword appears at the end of a method's signature.

You can throw an exception, either a newly instantiated one or an exception that you just caught, by using the **throw** keyword.

Try to understand the difference between throws and throw keywords, *throws* is used to postpone the handling of a checked exception and *throw* is used to invoke an exception explicitly.

The following method declares that it throws a RemoteException −

Example

import java.io.\*;

public class className {

public void deposit(double amount) throws RemoteException {

// Method implementation

throw new RemoteException();

}

// Remainder of class definition

}

A method can declare that it throws more than one exception, in which case the exceptions are declared in a list separated by commas. For example, the following method declares that it throws a RemoteException and an InsufficientFundsException −

Example

import java.io.\*;

public class className {

public void withdraw(double amount) throws RemoteException,

InsufficientFundsException {

// Method implementation

}

// Remainder of class definition

}

The Finally Block

The finally block follows a try block or a catch block. A finally block of code always executes, irrespective of occurrence of an Exception.

Using a finally block allows you to run any cleanup-type statements that you want to execute, no matter what happens in the protected code.

A finally block appears at the end of the catch blocks and has the following syntax −

Syntax

try {

// Protected code

}catch(ExceptionType1 e1) {

// Catch block

}catch(ExceptionType2 e2) {

// Catch block

}catch(ExceptionType3 e3) {

// Catch block

}finally {

// The finally block always executes.

}

Example

public class ExcepTest {

public static void main(String args[]) {

int a[] = new int[2];

try {

System.out.println("Access element three :" + a[3]);

}catch(ArrayIndexOutOfBoundsException e) {

System.out.println("Exception thrown :" + e);

}finally {

a[0] = 6;

System.out.println("First element value: " + a[0]);

System.out.println("The finally statement is executed");

}

}

}

This will produce the following result −

Output

Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3

First element value: 6

The finally statement is executed

Note the following −

* A catch clause cannot exist without a try statement.
* It is not compulsory to have finally clauses whenever a try/catch block is present.
* The try block cannot be present without either catch clause or finally clause.
* Any code cannot be present in between the try, catch, finally blocks.

The try-with-resources

Generally, when we use any resources like streams, connections, etc. we have to close them explicitly using finally block. In the following program, we are reading data from a file using **FileReader** and we are closing it using finally block.

Example

import java.io.File;

import java.io.FileReader;

import java.io.IOException;

public class ReadData\_Demo {

public static void main(String args[]) {

FileReader fr = null;

try {

File file = new File("file.txt");

fr = new FileReader(file); char [] a = new char[50];

fr.read(a); // reads the content to the array

for(char c : a)

System.out.print(c); // prints the characters one by one

}catch(IOException e) {

e.printStackTrace();

}finally {

try {

fr.close();

}catch(IOException ex) {

ex.printStackTrace();

}

}

}

}

**try-with-resources**, also referred as **automatic resource management**, is a new exception handling mechanism that was introduced in Java 7, which automatically closes the resources used within the try catch block.

To use this statement, you simply need to declare the required resources within the parenthesis, and the created resource will be closed automatically at the end of the block. Following is the syntax of try-with-resources statement.

Syntax

try(FileReader fr = new FileReader("file path")) {

// use the resource

}catch() {

// body of catch

}

}

Following is the program that reads the data in a file using try-with-resources statement.

Example

import java.io.FileReader;

import java.io.IOException;

public class Try\_withDemo {

public static void main(String args[]) {

try(FileReader fr = new FileReader("E://file.txt")) {

char [] a = new char[50];

fr.read(a); // reads the contentto the array

for(char c : a)

System.out.print(c); // prints the characters one by one

}catch(IOException e) {

e.printStackTrace();

}

}

}

Following points are to be kept in mind while working with try-with-resources statement.

* To use a class with try-with-resources statement it should implement **AutoCloseable** interface and the **close()** method of it gets invoked automatically at runtime.
* You can declare more than one class in try-with-resources statement.
* While you declare multiple classes in the try block of try-with-resources statement these classes are closed in reverse order.
* Except the declaration of resources within the parenthesis everything is the same as normal try/catch block of a try block.
* The resource declared in try gets instantiated just before the start of the try-block.
* The resource declared at the try block is implicitly declared as final.

User-defined Exceptions

You can create your own exceptions in Java. Keep the following points in mind when writing your own exception classes −

* All exceptions must be a child of Throwable.
* If you want to write a checked exception that is automatically enforced by the Handle or Declare Rule, you need to extend the Exception class.
* If you want to write a runtime exception, you need to extend the RuntimeException class.

We can define our own Exception class as below −

class MyException extends Exception {

}

You just need to extend the predefined **Exception** class to create your own Exception. These are considered to be checked exceptions. The following **InsufficientFundsException** class is a user-defined exception that extends the Exception class, making it a checked exception. An exception class is like any other class, containing useful fields and methods.

Example

// File Name InsufficientFundsException.java

import java.io.\*;

public class InsufficientFundsException extends Exception {

private double amount;

public InsufficientFundsException(double amount) {

this.amount = amount;

}

public double getAmount() {

return amount;

}

}

To demonstrate using our user-defined exception, the following CheckingAccount class contains a withdraw() method that throws an InsufficientFundsException.

// File Name CheckingAccount.java

import java.io.\*;

public class CheckingAccount {

private double balance;

private int number;

public CheckingAccount(int number) {

this.number = number;

}

public void deposit(double amount) {

balance += amount;

}

public void withdraw(double amount) throws InsufficientFundsException {

if(amount <= balance) {

balance -= amount;

}else {

double needs = amount - balance;

throw new InsufficientFundsException(needs);

}

}

public double getBalance() {

return balance;

}

public int getNumber() {

return number;

}

}

The following BankDemo program demonstrates invoking the deposit() and withdraw() methods of CheckingAccount.

// File Name BankDemo.java

public class BankDemo {

public static void main(String [] args) {

CheckingAccount c = new CheckingAccount(101);

System.out.println("Depositing $500...");

c.deposit(500.00);

try {

System.out.println("\nWithdrawing $100...");

c.withdraw(100.00);

System.out.println("\nWithdrawing $600...");

c.withdraw(600.00);

}catch(InsufficientFundsException e) {

System.out.println("Sorry, but you are short $" + e.getAmount());

e.printStackTrace();

}

}

}

Compile all the above three files and run BankDemo. This will produce the following result −

Output

Depositing $500...

Withdrawing $100...

Withdrawing $600...

Sorry, but you are short $200.0

InsufficientFundsException

at CheckingAccount.withdraw(CheckingAccount.java:25)

at BankDemo.main(BankDemo.java:13)

Common Exceptions

In Java, it is possible to define two catergories of Exceptions and Errors.

* **JVM Exceptions** − These are exceptions/errors that are exclusively or logically thrown by the JVM. Examples: NullPointerException, ArrayIndexOutOfBoundsException, ClassCastException.
* **Programmatic Exceptions** − These exceptions are thrown explicitly by the application or the API programmers. Examples: IllegalArgumentException, IllegalStateException.

Java - Inner classes

In this chapter, we will discuss inner classes of Java.

Nested Classes

In Java, just like methods, variables of a class too can have another class as its member. Writing a class within another is allowed in Java. The class written within is called the **nested class**, and the class that holds the inner class is called the **outer class**.

**Syntax**

Following is the syntax to write a nested class. Here, the class **Outer\_Demo** is the outer class and the class **Inner\_Demo** is the nested class.

class Outer\_Demo {

class Nested\_Demo {

}

}

Nested classes are divided into two types −

* **Non-static nested classes** − These are the non-static members of a class.
* **Static nested classes** − These are the static members of a class.
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Inner Classes (Non-static Nested Classes)

Inner classes are a security mechanism in Java. We know a class cannot be associated with the access modifier **private**, but if we have the class as a member of other class, then the inner class can be made private. And this is also used to access the private members of a class.

Inner classes are of three types depending on how and where you define them. They are −

* Inner Class
* Method-local Inner Class
* Anonymous Inner Class

Inner Class

Creating an inner class is quite simple. You just need to write a class within a class. Unlike a class, an inner class can be private and once you declare an inner class private, it cannot be accessed from an object outside the class.

Following is the program to create an inner class and access it. In the given example, we make the inner class private and access the class through a method.

**Example**

class Outer\_Demo {

int num;

// inner class

private class Inner\_Demo {

public void print() {

System.out.println("This is an inner class");

}

}

// Accessing he inner class from the method within

void display\_Inner() {

Inner\_Demo inner = new Inner\_Demo();

inner.print();

}

}

public class My\_class {

public static void main(String args[]) {

// Instantiating the outer class

Outer\_Demo outer = new Outer\_Demo();

// Accessing the display\_Inner() method.

outer.display\_Inner();

}

}

Here you can observe that **Outer\_Demo** is the outer class, **Inner\_Demo** is the inner class, **display\_Inner()** is the method inside which we are instantiating the inner class, and this method is invoked from the **main** method.

If you compile and execute the above program, you will get the following result −

**Output**

This is an inner class.

Accessing the Private Members

As mentioned earlier, inner classes are also used to access the private members of a class. Suppose, a class is having private members to access them. Write an inner class in it, return the private members from a method within the inner class, say, **getValue()**, and finally from another class (from which you want to access the private members) call the getValue() method of the inner class.

To instantiate the inner class, initially you have to instantiate the outer class. Thereafter, using the object of the outer class, following is the way in which you can instantiate the inner class.

Outer\_Demo outer = new Outer\_Demo();

Outer\_Demo.Inner\_Demo inner = outer.new Inner\_Demo();

The following program shows how to access the private members of a class using inner class.

**Example**

class Outer\_Demo {

// private variable of the outer class

private int num = 175;

// inner class

public class Inner\_Demo {

public int getNum() {

System.out.println("This is the getnum method of the inner class");

return num;

}

}

}

public class My\_class2 {

public static void main(String args[]) {

// Instantiating the outer class

Outer\_Demo outer = new Outer\_Demo();

// Instantiating the inner class

Outer\_Demo.Inner\_Demo inner = outer.new Inner\_Demo();

System.out.println(inner.getNum());

}

}

If you compile and execute the above program, you will get the following result −

**Output**

The value of num in the class Test is: 175

Method-local Inner Class

In Java, we can write a class within a method and this will be a local type. Like local variables, the scope of the inner class is restricted within the method.

A method-local inner class can be instantiated only within the method where the inner class is defined. The following program shows how to use a method-local inner class.

**Example**

public class Outerclass {

// instance method of the outer class

void my\_Method() {

int num = 23;

// method-local inner class

class MethodInner\_Demo {

public void print() {

System.out.println("This is method inner class "+num);

}

} // end of inner class

// Accessing the inner class

MethodInner\_Demo inner = new MethodInner\_Demo();

inner.print();

}

public static void main(String args[]) {

Outerclass outer = new Outerclass();

outer.my\_Method();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is method inner class 23

Anonymous Inner Class

An inner class declared without a class name is known as an **anonymous inner class**. In case of anonymous inner classes, we declare and instantiate them at the same time. Generally, they are used whenever you need to override the method of a class or an interface. The syntax of an anonymous inner class is as follows −

**Syntax**

AnonymousInner an\_inner = new AnonymousInner() {

public void my\_method() {

........

........

}

};

The following program shows how to override the method of a class using anonymous inner class.

**Example**

abstract class AnonymousInner {

public abstract void mymethod();

}

public class Outer\_class {

public static void main(String args[]) {

AnonymousInner inner = new AnonymousInner() {

public void mymethod() {

System.out.println("This is an example of anonymous inner class");

}

};

inner.mymethod();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is an example of anonymous inner class

In the same way, you can override the methods of the concrete class as well as the interface using an anonymous inner class.

Anonymous Inner Class as Argument

Generally, if a method accepts an object of an interface, an abstract class, or a concrete class, then we can implement the interface, extend the abstract class, and pass the object to the method. If it is a class, then we can directly pass it to the method.

But in all the three cases, you can pass an anonymous inner class to the method. Here is the syntax of passing an anonymous inner class as a method argument −

obj.my\_Method(new My\_Class() {

public void Do() {

.....

.....

}

});

The following program shows how to pass an anonymous inner class as a method argument.

**Example**

// interface

interface Message {

String greet();

}

public class My\_class {

// method which accepts the object of interface Message

public void displayMessage(Message m) {

System.out.println(m.greet() +

", This is an example of anonymous inner class as an argument");

}

public static void main(String args[]) {

// Instantiating the class

My\_class obj = new My\_class();

// Passing an anonymous inner class as an argument

obj.displayMessage(new Message() {

public String greet() {

return "Hello";

}

});

}

}

If you compile and execute the above program, it gives you the following result −

**Output**

Hello This is an example of anonymous inner class as an argument

Static Nested Class

A static inner class is a nested class which is a static member of the outer class. It can be accessed without instantiating the outer class, using other static members. Just like static members, a static nested class does not have access to the instance variables and methods of the outer class. The syntax of static nested class is as follows −

**Syntax**

class MyOuter {

static class Nested\_Demo {

}

}

Instantiating a static nested class is a bit different from instantiating an inner class. The following program shows how to use a static nested class.

**Example**

public class Outer {

static class Nested\_Demo {

public void my\_method() {

System.out.println("This is my nested class");

}

}

public static void main(String args[]) {

Outer.Nested\_Demo nested = new Outer.Nested\_Demo();

nested.my\_method();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is my nested class