Imp links

<https://docs.mongodb.com/manual/reference/method/js-collection/>

<https://docs.mongodb.com/manual/reference/method/js-collection/>

<http://www.allinterview.com/>

1. What is node

Node.js is a platform built on Chrome's JavaScript runtime for easily building fast and scalable network applications. Node.js uses an event-driven, non-blocking I/O model that makes it lightweight and efficient, perfect for data-intensive real-time applications that run across distributed devices.

1. Why the Name of node is node

Node is a point in a network or diagram at which lines or pathways intersect. Node is a single-threaded, single-process system which enforces shared-nothing design with OS process boundaries. It has rather good libraries for networking. I believe this to be a basis for designing very large distributed programs. The “nodes” need to be organized: given a communication protocol, told how to connect to each other. In the next couple months we are working on libraries for Node that allow these networks.

1. Difference between node and java

|  |  |
| --- | --- |
| Java | Node |
| Synchonous | Async |
| Use multithreading | Single Threaded |
| Process based | Event based |
| Cpu intensive applications can be made with java | Cpu intensive applications can not be made |
| slow | node is faster than java |

1. How node is single threaded

Node works on single thread it achieves the fast performance with single thread with the use of eventloop and callbacks

and event loop keeps on eye for any incoming request

as soon as new request is coming it throw the perticular event

and keep it in queue for processing.

Node.js uses events heavily and it is also one of the reasons why Node.js is pretty fast compared to other similar technologies. As soon as Node starts its server, it simply initiates its variables, delcares functions and then simply waits for event to occur.

In an event-driven application, there is generally a main loop that listens for events, and then triggers a callback function when one of those events is detected.
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1. How node is fast with single thread

Because of event loop and callbacks

1. How node works(Threads concept)

Node JS Platform does not follow Request/Response Multi-Threaded Stateless Model. It follows Single Threaded with Event Loop Model. As Node JS follows this architecture, it can handle more and more concurrent client requests very easily.

**Single Threaded Event Loop Model Processing Steps**:

* Clients Send request to Web Server.
* Node JS Web Server internally maintains a Limited Thread pool to provide services to the Client Requests.
* Node JS Web Server receives those requests and places them into a Queue. It is known as “Event Queue”.
* Node JS Web Server internally has a Component, known as “Event Loop”. Why it got this name is that it uses indefinite loop to receive requests and process them. (See some Java Pseudo code to understand this below).
* Event Loop uses Single Thread only. It is main heart of Node JS Platform Processing Model.
* Even Loop checks any Client Request is placed in Event Queue. If no, then wait for incoming requests for indefinitely.
* If yes, then pick up one Client Request from Event Queue
  1. Starts process that Client Request
  2. If that Client Request Does Not requires any Blocking IO Operations, then process everything, prepare response and send it back to client.
  3. If that Client Request requires some Blocking IO Operations like interacting with Database, File System, External Services then it will follow different approach
     + Checks Threads availability from Internal Thread Pool
     + Picks up one Thread and assign this Client Request to that thread.
     + That Thread is responsible for taking that request, process it, perform Blocking IO operations, prepare response and send it back to the Event Loop
     + Event Loop in turn, sends that Response to the respective Client.

1. What is event loop

https://docs.mongodb.com/manual/reference/method/js-collection/

An event loop is an internal loop in that processes system and user events

To process and handle external events and to convert them into callback invocations an event loop is used. So, at I/O calls, node.js can switch from one request to another.

Node js is a single threaded application but it support concurrency via concept of event and callbacks. As every API of Node js are asynchronous and being a single thread, it uses async function calls to maintain the concurrency. Node uses observer pattern. Node thread keeps an event loop and whenever any task get completed, it fires the corresponding event which signals the event listener function to get executed.

1. What is loopback

LoopBack is a framework for [creating APIs](https://www.toptal.com/back-end/job-description) and connecting them with backend data sources. Built on top of Express, it can take a data model definition and easily generate a fully functional end-to-end REST API that can be called by any client.

LoopBack comes with a built-in client, API Explorer. We’ll use this since it makes it easier to see the results of our work, and so that our example can focus on building the API itself.

1. What is callback

Callback is an asynchronous equivalent for a function. A callback function is called at the completion of a given task. Node makes heavy use of callbacks. All APIs of Node are written is such a way that they supports callbacks. For example, a function to read a file may start reading file and return the control to execution environment immediately so that next instruction can be executed. Once file I/O is complete, it will call the callback function while passing the callback function, the content of the file as parameter. So there is no blocking or wait for File I/O. This makes Node.js highly scalable, as it can process high number of request without waiting for any function to return result.

1. What is callback hell

When there are so many Callback functions inside callback that becomes callback hell. This is not a good coding as code becomes unreachable due to this.

1. How call back hell is removed from node

Using promises

Using modular approach

Using generators

* Don't nest functions. Give them names and place them at the top level of your program
* Handle **every single error** in every one of your callbacks. Use a linter like [standard](http://standardjs.com/) to help you with this.

**Modularization:** Create reusable functions and place them in a module to reduce the cognitive load required to understand your code. It’s like splitting your code into small pieces

1. What is promises

Promises are used to avoid callback hell

A Promise object represents a value that may not be available yet, but will be resolved at some point in the future. It allows you to write asynchronous code in a more synchronous fashion. For example, if you use the promise API to make an asynchronous call to a remote web service you will create a Promise object which represents the data that will be returned by the web service in future. The caveat being that the actual data is not available yet. It will become available when the request completes and a response comes back from the web service. In the meantime the Promise object acts like a proxy to the actual data. Furthermore, you can attach callbacks to the Promise object which will be called once the actual data is available.

If everything is successful, the **promise** is fulfilled by calling resolve() . In case of an error, reject() is called with an Error object. This indicates that the **promise** is rejected.

## The API

To get started, let’s examine the following code which creates a new Promise object.

if (window.Promise) { // Check if the browser supports Promises

var promise = new Promise(function(resolve, reject) {

//asynchronous code goes here

});

}

We start by instantiating a new Promise object and passing it a callback function. The callback takes two arguments,resolve and reject, which are both functions. All your asynchronous code goes inside that callback. If everything is successful, the promise is fulfilled by calling resolve(). In case of an error, reject() is called with an Error object. This indicates that the promise is rejected.

Now let’s build something simple which shows how promises are used. The following code makes an asynchronous request to a web service that returns a random joke in JSON format. Let’s examine how promises are used here.

if (window.Promise) {

console.log('Promise found');

var promise = new Promise(function(resolve, reject) {

var request = new XMLHttpRequest();

request.open('GET', 'http://api.icndb.com/jokes/random');

request.onload = function() {

if (request.status == 200) {

resolve(request.response); // we got data here, so resolve the Promise

} else {

reject(Error(request.statusText)); // status is not 200 OK, so reject

}

};

request.onerror = function() {

reject(Error('Error fetching data.')); // error occurred, reject the Promise

};

request.send(); //send the request

});

console.log('Asynchronous request made.');

promise.then(function(data) {

console.log('Got data! Promise fulfilled.');

document.getElementsByTagName('body')[0].textContent = JSON.parse(data).value.joke;

}, function(error) {

console.log('Promise rejected.');

console.log(error.message);

});

} else {

console.log('Promise not available');

}

Another Example

function dieToss() {

return Math.floor(Math.random() \* 6) + 1;

}

console.log('1');

var promise = new RSVP.Promise(function(fulfill, reject) {

var n = dieToss();

if (n === 6) {

fulfill(n);

} else {

reject(n);

}

console.log('2');

});

promise.then(function(toss) {

console.log('Yay, threw a ' + toss + '.');

}, function(toss) {

console.log('Oh, noes, threw a ' + toss + '.');

});

console.log('3');

This snippet prints output similar to the following:

1

2

3

Oh, noes, threw a 4.

Or, if we get lucky, we see:

1

2

3

Yay, threw a 6.

In the previous code, the Promise constructor callback contains the asynchronous code used to get data the from remote service. Here, we just create an Ajax request to <http://api.icndb.com/jokes/random> which returns a random joke. When a JSON response is received from the remote server, it is passed to resolve(). In case of any error, reject() is called with an Error object.

When we instantiate a Promise object we get a proxy to the data that will be available in future. In our case we are expecting some data to be returned from the remote service at some point in future. So, how do we know when the data becomes available? This is where the Promise.then() function is used. This function takes two arguments: a success callback and a failure callback. These callbacks are called when the Promise is settled (i.e. either fulfilled or rejected). If the promise was fulfilled, the success callback will be fired with the actual data you passed to resolve(). If the promise was rejected, the failure callback will be called. Whatever you passed to reject() will be passed as an argument to this callback.

Try this [Plunkr](http://plnkr.co/edit/ilf9xtDqrimWxZd77yLI?p=preview) example. Simply refresh the page to view a new random joke. Also, open up your browser console so that you can see the order in which the different parts of the code are executed. Note that a promise can have three states:

* pending (not fulfilled or rejected)
* fulfilled
* rejected

The Promise.status property, which is code-inaccessible and private, gives information about these states. Once a promise is rejected or fulfilled, this status gets permanently associated with it. This means a promise can succeed or fail only once. If the promise has already been fulfilled and later you attach a then() to it with two callbacks, the success callback will be correctly called. So, in the world of promises, we are not interested in knowing when the promise is settled. We are only concerned with the final outcome of the promise.

## Chaining Promises

It is sometimes desirable to chain promises together. For instance, you might have multiple asynchronous operations to be performed. When one operation gives you data, you will start doing some other operation on that piece of data and so on. Promises can be chained together as demonstrated in the following example.

function getPromise(url) {

// return a Promise here

// send an async request to the url as a part of promise

// after getting the result, resolve the promise with it

}

var promise = getPromise('some url here');

promise.then(function(result) {

//we have our result here

return getPromise(result); //return a promise here again

}).then(function(result) {

//handle the final result

});

The tricky part is that when you return a simple value inside then(), the next then() is called with that return value. But if you return a promise inside then(), the next then() waits on it and gets called when that promise is settled.

## Handling Errors

You already know the then() function takes two callbacks as arguments. The second one will be called if the promise was rejected. But, we also have a catch() function which can be used to handle promise rejection. Have a look at the following code:

promise.then(function(result) {

console.log('Got data!', result);

}).catch(function(error) {

console.log('Error occurred!', error);

});

This is equivalent to:

promise.then(function(result) {

console.log('Got data!', result);

}).then(undefined, function(error) {

console.log('Error occurred!', error);

});

Note that if the promise was rejected and then() does not have a failure callback, the control will move forward to the next then() with a failure callback or the next catch(). Apart from explicit promise rejection, catch() is also called when any exception is thrown from the Promise constructor callback. So, you can also use catch() for logging purposes. Note that we could use try...catch to handle errors, but that is not necessary with promises as any asynchronous or synchronous error is always caught by catch().

As the [Promise.prototype.then()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise/then) and [Promise.prototype.catch()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise/catch) methods return promises, they can be chained—an operation called composition.

1. What is singleton

A Singleton is an object which can only be instantiated one time. Repeated calls to its constructor return the same instance and in this way one can ensure that they don't accidentally create, say, two Users in a single User application

The **Singleton** Pattern limits the number of instances of a particular object to just one. **This single instance is called the singleton**. **Singletons** are useful in situations where system-wide actions need to be coordinated from a single central place. An example is a database connection pool

1. What is opensource

Its **source** code is available with a license (It’s generally free) in which the copyright holder provides the rights to study, change, and distribute the **software** to anyone and for any purpose. Meaning that other developers can see how it works and add to it. Examples of open source products include Open Office, the internet browser [Mozilla Firefox](http://en.wikipedia.org/wiki/Mozilla_Firefox), Wikipedia, the [GNU/Linux](http://en.wikipedia.org/wiki/Linux) operating system and its derivative [Android](http://en.wikipedia.org/wiki/Android_(operating_system)), an operating system for mobile devices .the idea behind open source software is that users are effectively co-developers, suggesting ways to improve it and helping to hunt out bugs and problems. This means that if you wish, you can modify it to your own needs, port it to new operating systems and share it with others.

1. What is events

Much of the Node.js core API is built around an idiomatic asynchronous event-driven architecture in which certain kinds of objects (called "emitters") periodically emit named events that cause Function objects ("listeners") to be called. All objects that emit events are instances of the EventEmitter class. These objects expose an eventEmitter.on() function that allows one or more functions to be attached to named events emitted by the object. Typically, event names are camel-cased strings but any valid JavaScript property key can be used.

When the EventEmitter object emits an event, all of the functions attached to that specific event are called *synchronously*. Any values returned by the called listeners are *ignored* and will be discarded.

1. What is eventdriven programming, event emitter class

In computer **programming**, **event**-**driven programming** is a **programming**paradigm in which the flow of the **program** is determined by **events** such as user actions (mouse clicks, key presses), sensor outputs, or messages from other programs/threads.

 EventEmitter class lies in **events** module. It is accessibly via following syntax:

// Import events module

var events = require('events');

// Create an eventEmitter object

var eventEmitter = new events.EventEmitter();

When an EventEmitter instance faces any error, it emits an 'error' event. When new listener is added, 'newListener' event is fired and when a listener is removed, 'removeListener' event is fired.

EventEmitter provides multiple properties like **on** and **emit**. **on** property is used to bind a function with the event and **emit** is used to fire an event.

1. How node is different from other frameworks

here is two important things that make Node.js different to existing server-side frameworks,**asynchronous events** and the use of **JavaScript** as a programming language.

## Asynchronous Events

While most of the existing server side frameworks use a synchronous architecture, Node.js uses an**asynchronous** architecture, which JavaScript can handle well. This means that the server **reacts to events** and sends events (messages) to e.g. the database. This style of programming is very different to a synchronous style, and may be hard to use with other languages. Node.js employs an asynchronous style with asynchronous IO and can scale well.

## JavaScript

JavaScript is the programming language that web applications are using on the client. Using the same language on the server-side means that the developer can apply his JavaScript knowledge both on the client and the server, and use the same functions as needed.

1. Advantages of node

Following are some of the important features that make Node.js the first choice of software architects.

* **Asynchronous and Event Driven** All APIs of Node.js library are asynchronous that is, non-blocking. It essentially means a Node.js based server never waits for an API to return data. The server moves to the next API after calling it and a notification mechanism of Events of Node.js helps the server to get a response from the previous API call.
* **Very Fast** Being built on Google Chrome's V8 JavaScript Engine, Node.js library is very fast in code execution.
* **Single Threaded but Highly Scalable** - Node.js uses a single threaded model with event looping. Event mechanism helps the server to respond in a non-blocking way and makes the server highly scalable as opposed to traditional servers which create limited threads to handle requests. Node.js uses a single threaded program and the same program can provide service to a much larger number of requests than traditional servers like Apache HTTP Server.
* **No Buffering** - Node.js applications never buffer any data. These applications simply output the data in chunks.
* **License** - Node.js is

1. Applications of node

Following are the areas where Node.js is proving itself as a perfect technology partner.

* I/O bound Applications
* Data Streaming Applications
* Data Intensive Real time Applications (DIRT)
* JSON APIs based Applications
* Single Page Applications

It is not advisable to use Node.js for CPU intensive applications.

1. What is the use of libuv libraray

**libuv** is a [software library](https://en.wikipedia.org/wiki/Software_library) that provides asynchronous event notification.

Node achieve asynchronous even loop programming paradigm on the basis of libuv libraray

Event loop works behind the scene on libuv library**.**

1. Why to use sudo in npm install

Its provides the master priveliges.

1. What is JSON

JavaScript Object Notation

JSON (JavaScript Object Notation) is a lightweight data-interchange format. It is easy for humans to read and write. It is easy for machines to parse and generate

1. why async.waterfall and how event loop works with async function.
2. What is asynchronous

Asynchronous means non blocking.

Except your code everything will run in parallel.

If code is requesting i/o it will not block the code the rest code will run.

This is achieved with events and callbacks in node .

1. What is javascript

JavaScript is the programming language of HTML and the Web.

1. What is closures in js

A **closure** is an inner function that has access to the outer (enclosing) function's variables—scope chain. The **closure** has three scope chains: it has access to its own scope (variables defined between its curly brackets), it has access to the outer function's variables, and it has access to the global variables.

You create a closure by adding a function inside another function.  
**A Basic Example of Closures in JavaScript:**

function showName (firstName, lastName) {

var nameIntro = "Your name is ";

// this inner function has access to the outer function's variables, including the parameter

function makeFullName () {

return nameIntro + firstName + " " + lastName;

}

return makeFullName ();

}

showName ("Michael", "Jackson"); // Your name is Michael Jackson

Closures are used extensively in Node.js; they are workhorses in Node.js’ asynchronous, non-blocking architecture. Closures are also frequently used in jQuery and just about every piece of JavaScript code you read.

1. What is rest

**RESTful** Web Services are REST architecture based web services. In REST Architecture everything is a resource. RESTful web services are light weight, highly scalable and maintainable and are very commonly used to create APIs for web based applications.

1. What is webservices

A **web service** is any piece of software that makes itself available over the internet and uses a standardized XML messaging system. XML is used to encode all communications to a **web service**. For example, a client invokes a **web service** by sending an XML message, then waits for a corresponding XML response

1. Types of webservices

Two types

SOAP Based

Restful

1. Difference between soap and rest

REST

RESTs sweet spot is when you are exposing a public API over the internet to handle CRUD operations on data. REST is focused on accessing named resources through a single consistent interface.

SOAP

SOAP brings it’s own protocol and focuses on exposing pieces of application logic (not data) as services. SOAP exposes operations. SOAP is focused on accessing named operations, each implement some business logic through different interfaces.

Though SOAP is commonly referred to as “web services” this is a misnomer. SOAP has very little if anything to do with the Web. REST provides true “Web services” based on URIs and HTTP.

1. Difference between put and post

PUT puts a file or resource at a specific URI, and exactly at that URI. If there's already a file or resource at that URI, PUT replaces that file or resource. If there is no file or resource there, PUT creates one

The POST method is used to request that the origin server accept the entity enclosed in the request as a new subordinate of the resource identified by the Request-URI in the Request-Line.

The actual function performed by the POST method is determined by the server and is usually dependent on the Request-URI. The posted entity is subordinate to that URI in the same way that a file is subordinate to a directory containing it, a news article is subordinate to a newsgroup to which it is posted, or a record is subordinate to a database.

1. Difference between put and patch

PUT = replace the ENTIRE RESOURCE with the new representation provided (no mention of related resources in the spec from what i can see)

PATCH = replace parts of the source resource with the values provided AND|OR other parts of the resource are updated that you havent provided (timestamps) AND|OR updating the resource effects other resources (relationships)

1. Difference between get and post

|  |  |
| --- | --- |
| GET | POST |
| Requests data from a specified resource | Submits data to be processed to a specified resource |
| Get request can be bookmarked | Post request can't be bookmarked |
| Parameters remains in browser history | Parameters don't remains in browser history |
| GET is less secure compared to POST because data sent is part of the URL Never use GET when sending passwords or other sensitive information! | POST is a little safer than GET because the parameters are not stored in browser history or in web server logs |
| Data is visible to everyone in the URL | Data is not displayed in the UR |
| when sending data, the GET method adds the data to the URL; and the length of a URL is limited (maximum URL length is 2048 characters) | No restrictions |

1. What is opensource

Its **source** code is available with a license (It’s generally free) in which the copyright holder provides the rights to study, change, and distribute the **software** to anyone and for any purpose. Meaning that other developers can see how it works and add to it. Examples of open source products include Open Office, the internet browser [Mozilla Firefox](http://en.wikipedia.org/wiki/Mozilla_Firefox), Wikipedia, the [GNU/Linux](http://en.wikipedia.org/wiki/Linux) operating system and its derivative [Android](http://en.wikipedia.org/wiki/Android_(operating_system)), an operating system for mobile devices .the idea behind open source software is that users are effectively co-developers, suggesting ways to improve it and helping to hunt out bugs and problems. This means that if you wish, you can modify it to your own needs, port it to new operating systems and share it with others.

1. What is shrinkwrap

**NPM** itself has a feature called "**shrinkwrap**" that. locks down the versions of a package's dependencies so that you can control exactly which versions of each dependency will be used when your package is installed.

When you run npm shrinkwrap in a project after run­ning npm install, it cre­ates a file called npm-shrinkwrap.json which lists the exact pack­age ver­sions of all the installed pack­ages in the entire hier­ar­chy.

1. Types of http method

Get

Put

Post

Patch

Delete

option

1. What is option method in http

Use by client to find out the methods supported by the web server

1. Types of async

Parallel

Series

Auto

1. What is async.auto

In Async.auto functions execute in manner they are written and value will be stored in the corresponding variable assigned to statements.

For eg:

async.auto({

initialTask: function(callback) {

//Do some operations

callback(null, name, initialModels);

},

task1: ['initialTask', function(callback, results) {

var models = results.initialTask[1];

//Add some more data to models

callback(null, models);

}],

task2: ['initialTask', function(callback, results) {

var models = results.initialTask[1];

//Add some more data to models

callback(null, models);

}],

task3: ['initialTask', function(callback, results) {

var models = results.initialTask[1];

//Add some more data to models

callback(null, models);

}],

finalTask: ['task1', 'task2', 'task3', function(callback, results) {

//Here the followings are the same: results.initialTask[1], results.task1[0], results.task2[0], results.task3[0]

}]

});

Basically async.auto will execute all the functions in the order it deems necessary. So in this case initialTask will be called first. Then task1, task2, and task3 will be called in parallel. Finally finalTask will be called with the results. The reason all the values are the same is related to JavaScript's [call-by-sharing](http://en.wikipedia.org/wiki/Evaluation_strategy#Call_by_sharing), meaning if you change a function parameter itself, then it won't affect the item that was fed into the parameter. If you change the internals of the parameter, it will carry up to the item.

1. why we use body-parser

body-parser extracts the entire body portion of an incoming request stream and exposes it on req.body

$ npm install body-parser

API: var **express =** require('express')

var bodyParser **=** require('body-parser')

var app **=** express()

*// parse application/json*

app.use(bodyParser.**json**())

app.use(function (req, res) {

  res.setHeader('Content-Type', 'text/plain')

  res.write('you posted:\n')

var username=req.body.name;

  res.end(JSON.stringify(**req.body**, null, 2))

)}

1. why to use multer

Multer is a node.js middleware for handling multipart/form-data.

It is written on top of [busboy](https://github.com/mscdex/busboy) for maximum efficiency.

**NOTE**: Multer will not process any form which is not multipart (multipart/form-data).

npm install multer

var express **=** require('express')

var multer  **=** require('multer')

var upload **=** multer({ dest**:** 'uploads/' })

var app **=** express()

app.post('/profile', upload.single('avatar'), function (req, res, next) {

*// req.file is the `avatar` file*

*// req.body will hold the text fields, if there were any*

})

1. what is procedures in mysql

Set of precompiles statements

1. what is triggers

A **trigger** is a special kind of stored procedure that automatically executes when an event occurs in the database server. DML **triggers** execute when a user tries to modify data through a data manipulation language (DML) event. DML events are INSERT, UPDATE, or DELETE statements on a table or view.

1. how to get the second least salary from database

Select min(sal) from emp where sal>(select min(sal) from emp);

1. how to delete the value from the array which is modulus by 3

var a = [ 10, 9, 3, 2, 5 ];

for (var i = 0; i < a.length; i++) {

if(i===3){

delete a[i];

}

}

var b = [ 10, 9, 3, 2, 5 ];

b.splice(3,1); //Array.splice(index,length)

console.log('a is ',a,'and a[3] is ',typeof a[3]);

console.log('b is ',b);

1. how to add a property in json object at second position

Using Splice method. If you delete an 0 item with splice method and add a json it will work

Eg.

var a= [1,2,3,4,5,6,7];

//delete a[2];

console.log('-------'+a);

a.splice(3,1);

console.log('@@@@@@@@'+a);

a.splice(2,0,'we');

console.log('########'+a);

1. ECMA script 6

**ECMAScript** (or ES) is a trademarked scripting-language specification standardized by Ecma International in ECMA-262 and ISO/IEC 16262. It was based on JavaScript, which now tracks **ECMAScript**. It is commonly used for client-side scripting on the World Wide Web.

**ECMAScript 6**, also known as **ECMAScript** 2015, is the latest version of the**ECMAScript** standard.

1. How to delete the array item and release the space too

Using the splice method specific array item can be deleted as well space will be released

Var items=[‘cat’,’dog’,rat]

Items.splice(1,1)

First parameter will take index number and second will take the value how many elements you want to delete after that index(including index)

1. What is exception

The term exception is shorthand for the phrase "exceptional event."

Definition: An exception is an event, which occurs during the execution of a program, that disrupts the normal flow of the program's instructions.

When an error occurs within a method, the method creates an object and hands it off to the runtime system. The object, called an exception object, contains information about the error, including its type and the state of the program when the error occurred. Creating an exception object and handing it to the runtime system is called throwing an exception.

After a method throws an exception, the runtime system attempts to find something to handle it. The set of possible "somethings" to handle the exception is the ordered list of methods that had been called to get to the method where the error occurred.

1. How exceptions are handled in node js

Exceptions are handled in node js with try and catch block

1. Threshold in node and java
2. Connection pooling

In software engineering, a connection pool is a cache of database connections maintained so that the connections can be reused when future requests to the database are required. [citation needed] Connection pools are used to enhance the performance of executing commands on a database.

1. What are joins

A SQL join is a Structured Query Language (SQL) instruction to combine data from two sets of data (e.g. two tables). An SQL JOIN clause is used to combine rows from two or more tables, based on a common field between them. The most common type of join is: SQL INNER JOIN(simple join). An SQL INNER JOIN returns all rows from multiple tables where the join condition is met

INNER JOIN: Returns all rows when there is at least one match in BOTH tables

LEFT JOIN: Return all rows from the left table, and the matched rows from the right table

RIGHT JOIN: Return all rows from the right table, and the matched rows from the left table

FULL JOIN: Return all rows when there is a match in ONE of the tables

1. What is mongodb

MongoDB is a cross-platform, document oriented database that provides, high performance, high availability, and easy scalability. MongoDB works on concept of collection and document. Database Database is a physical container for collections. Each database gets its own set of files on the file system. A single MongoDB server typically has multiple databases.

1. How to add a document in mongodb

Db.collectionName.insert(values)

1. How to add a unique entry in mongodb

Using update command you can insert a unique entry

First time if entry doesn’t exist it will add otherwise it will update it

1. How to create a database in mongodb

Use database\_name

1. How to create a collection in mongodb

Db.createCollection(“collectionName”)

1. How to drop a collection and database in mongodb

Db.dropDatabase()

Db.collectionName.drop()

1. How to display all the entries of a collection

Db.collectionName.find()

1. How to show all the databases and collectons in mongodb

Show dbs

It will display al the databases

Show collections

It will display all the collections in the current db.

1. Why pretty() method used in mongodb

To display the data in proper format.

1. How to add multiple entries in one go in mongodb

You can add multiple entries by sending the rows in array.

For eg. >db.post.insert([

{

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100

},

{

title: 'NoSQL Database',

description: 'NoSQL database doesn't have tables',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 20,

comments: [

{

user:'user1',

message: 'My first comment',

dateCreated: new Date(2013,11,10,2,35),

like: 0

}

]

}

])

1. Difference between mongodb and rdbms

MySQL is a popular open-source relational database management system (RDBMS)MySQL stores data in tables and uses structured query language (SQL) for database access.

MongoDB is an open-source database.MongoDB stores data in JSON-like documents that can vary in structure. Related information is stored together for fast query access through the MongoDB query language. MongoDB uses dynamic schemas, meaning that you can create records without first defining the structure, such as the fields or the types of their values. You can change the structure of records (which we call documents) simply by adding new fields or deleting existing ones

1. What is type of null in js

Type of null in javascript is object and type of undefined is undefined

1. What is hibernate

Hibernate is an Object-Relational Mapping(ORM) solution for JAVA and it raised as an open source persistent framework created by Gavin King in 2001.

Hibernate maps Java classes to database tables and from Java data types to SQL data types and relieve the developer from 95% of common data persistence related programming tasks.Hibernate sits between traditional Java objects and database server to handle all the work in persisting those objects based on the appropriate O/R mechanisms and patterns. it Provides simple APIs for storing and retrieving Java objects directly to and from the database

If there is change in Database or in any table then the only need to change XML file properties.Abstract away the unfamiliar SQL types and provide us to work around familiar Java Objects.

![Hibernate Position](data:image/jpeg;base64,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)

1. What is sessionfactory

Configuration object is used to create a SessionFactory object which inturn configures Hibernate for the application using the supplied configuration file and allows for a Session object to be instantiated. The SessionFactory is a thread safe object and used by all the threads of an application

1. **Types of datatypes supported by mongodb**

String: This is the most commonly used datatype to store the data. String in

MongoDB must be UTF-8 valid.

 Integer: This type is used to store a numerical value. Integer can be 32 bit or 64

bit depending upon your server.

 Boolean: This type is used to store a boolean (true/ false) value.

 Double: This type is used to store floating point values.

 Min/Max Keys: This type is used to compare a value against the lowest and

highest BSON elements.

 Arrays: This type is used to store arrays or list or multiple values into one key.

 Timestamp: ctimestamp. This can be handy for recording when a document has

been modified or added.

 Object: This datatype is used for embedded documents.

 Null: This type is used to store a Null value.

 Symbol: This datatype is used identically to a string; however, it's generally

reserved for languages that use a specific symbol type.

 Date: This datatype is used to store the current date or time in UNIX time format.

You can specify your own date time by creating object of Date and passing day,

month, year into it.

 Object ID: This datatype is used to store the document’s ID.

 Binary data: This datatype is used to store binary data.

 Code: This datatype is used to store JavaScript code into the document.

 Regular expression: This datatype is used to store regular expression.

1. **Difference between JAX-RS and JAX-ws**

REST based architectures typically will use a lightweight data format, like JSON, to send data back and forth. This is in contrast to JAX-WS which uses XML.

JAX-WS represents SOAP,JAX-RS represents REST

JAX-WS - is Java API for the XML-Based Web Services - a standard way to develop a Web- Services in SOAP notation (Simple Object Access Protocol).

Calling of the Web Services is performed via remote procedure calls. For the exchange of information between the client and the Web Service is used SOAP protocol. Message exchange between the client and the server performed through XML- based SOAP messages.

Clients of the JAX-WS Web- Service need a WSDL file to generate executable code that the clients can use to call Web- Service.

JAX-RS - Java API for RESTful Web Services. RESTful Web Services are represented as resources and can be identified by Uniform Resource Identifiers (URI). Remote procedure call in this case is represented a HTTP- request and the necessary data is passed as parameters of the query. Web Services RESTful - more flexible, can use several different MIME- types. Typically used for XML data exchange or JSON (JavaScript Object Notation) data exchange..

1. Why use MongoDB instead of MySQL?

Organizations of all sizes are adopting MongoDB because it enables them to build applications faster, handle highly diverse data types, and manage applications more efficiently at scale.

Development is simplified as MongoDB documents map naturally to modern, object-oriented programming languages. Using MongoDB removes the complex object-relational mapping (ORM) layer that translates objects in code to relational tables.

MongoDB’s flexible data model also means that your database schema can evolve with business requirements. For example, the ALTER TABLE command required to add a single, new field to [Craiglist’s MySQL database](https://www.mongodb.com/presentations/mongodb-craigslist-one-year-later) would take months to execute. The Craigslist team migrated to MongoDB because it can accommodate changes to the data model without such costly schema migrations.

MongoDB can also be scaled within and across multiple distributed data centers, providing new levels of availability and scalability previously unachievable with relational databases like MySQL. As your deployments grow in terms of data volume and throughput, MongoDB scales easily with no downtime, and without changing your application. In contrast, to achieve scale with MySQL often requires significant, custom engineering work.

|  |  |
| --- | --- |
| MongoDB | MySQL |
| MongoDB is an open-source database MongoDB stores data in JSON-like documents that can vary in structure. | MySQL is a popular open-source relational database management system (RDBMS)MySQL stores data in tables and uses structured query language (SQL) for database access |
| Collection | Table |
| Document | Row |
| Field | Column |
| Embedded documents, linking | Joins |

1. How mongodb works

mongoDB works on JSON objects, i.e javascript object notation.

Ebery thing store in s collection(table) in JSON format.

1. How joins are achieved in mongo

MongoDB don’t supports joins till now.It can be achieved through storing the id’s in different tables

1. what are views?

An output of query can be stored as a **view**. **View** act like small a table but it does not physically take any space. **View** is good way to present data in particular users from accessing the table directly. A **view in oracle** is nothing but a stored sql scripts

1. types of views

The views are Mainly 2 types .  
1-> SIMPLE VIEW   
2-> COMPLEX VIEW  
  
Simple view:   
- It is created by selecting only one table.  
- It does not contains functions.  
- it can perform DML (SELECT,INSERT,UPDATE,DELETE,MERGE, CALL,LOCK TABLE) operations through simple view.  
Complex view :  
  
-It is created by selecting more than one table.  
-It can performs functions.  
-You can not perform always DML operations through Complex views.