Linear Search Algorithm

Linear search is also called as **sequential search algorithm.** It is the simplest searching algorithm. In Linear search, we simply traverse the list completely and match each element of the list with the item whose location is to be found. If the match is found, then the location of the item is returned; otherwise, the algorithm returns NULL.

### Algorithm

1. Linear\_Search(a, n, val) // 'a' is the given array, 'n' is the size of given array, 'val' is the value to search
2. Step 1: set pos = -1
3. Step 2: set i = 1
4. Step 3: repeat step 4 while i **<**= n
5. Step 4: if a[i] == val
6. set pos = i
7. print pos
8. go to step 6
9. [end of if]
10. set ii = i + 1
11. [end of loop]
12. Step 5: if pos = -1
13. print "value is not present in the array "
14. [end of if]
15. Step 6: exit

## Linear Search complexity

Now, let's see the time complexity of linear search in the best case, average case, and worst case. We will also see the space complexity of linear search.

### 1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(1) |
| **Average Case** | O(n) |
| **Worst Case** | O(n) |

* **Best Case Complexity -** In Linear search, best case occurs when the element we are finding is at the first position of the array. The best-case time complexity of linear search is **O(1).**
* **Average Case Complexity -** The average case time complexity of linear search is **O(n).**
* **Worst Case Complexity -** In Linear search, the worst case occurs when the element we are looking is present at the end of the array. The worst-case in linear search could be when the target element is not present in the given array, and we have to traverse the entire array. The worst-case time complexity of linear search is **O(n).**

## Implementation of Linear Search

Now, let's see the programs of linear search in different programming languages.

**Program:** Write a program to implement linear search in C language.

1. #include <stdio.h>
2. **int** linearSearch(**int** a[], **int** n, **int** val) {
3. // Going through array sequencially
4. **for** (**int** i = 0; i < n; i++)
5. {
6. **if** (a[i] == val)
7. **return** i+1;
8. }
9. **return** -1;
10. }
11. **int** main() {
12. **int** a[] = {70, 40, 30, 11, 57, 41, 25, 14, 52}; // given array
13. **int** val = 41; // value to be searched
14. **int** n = **sizeof**(a) / **sizeof**(a[0]); // size of array
15. **int** res = linearSearch(a, n, val); // Store result
16. printf("The elements of the array are - ");
17. **for** (**int** i = 0; i < n; i++)
18. printf("%d ", a[i]);
19. printf("\nElement to be searched is - %d", val);
20. **if** (res == -1)
21. printf("\nElement is not present in the array");
22. **else**
23. printf("\nElement is present at %d position of array", res);
24. **return** 0;
25. }

# Binary Search Algorithm

Binary search is the search technique that works efficiently on sorted lists. Hence, to search an element into some list using the binary search technique, we must ensure that the list is sorted.

Binary search follows the divide and conquer approach in which the list is divided into two halves, and the item is compared with the middle element of the list. If the match is found then, the location of the middle element is returned. Otherwise, we search into either of the halves depending upon the result produced through the match.

## Algorithm

1. Binary\_Search(a, lower\_bound, upper\_bound, val) // 'a' is the given array, 'lower\_bound' is the index of the first array element, 'upper\_bound' is the index of the last array element, 'val' is the value to search
2. Step 1: set beg = lower\_bound, end = upper\_bound, pos = - 1
3. Step 2: repeat steps 3 and 4 while beg **<**=end
4. Step 3: set mid = (beg + end)/2
5. Step 4: if a[mid] = val
6. set pos = mid
7. print pos
8. go to step 6
9. else if a[mid] **>** val
10. set end = mid - 1
11. else
12. set beg = mid + 1
13. [end of if]
14. [end of loop]
15. Step 5: if pos = -1
16. print "value is not present in the array"
17. [end of if]
18. Step 6: exit

## Binary Search complexity

Now, let's see the time complexity of Binary search in the best case, average case, and worst case. We will also see the space complexity of Binary search.

### 1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(1) |
| **Average Case** | O(logn) |
| **Worst Case** | O(logn) |

* **Best Case Complexity -** In Binary search, best case occurs when the element to search is found in first comparison, i.e., when the first middle element itself is the element to be searched. The best-case time complexity of Binary search is **O(1).**
* **Average Case Complexity -** The average case time complexity of Binary search is **O(logn).**
* **Worst Case Complexity -** In Binary search, the worst case occurs, when we have to keep reducing the search space till it has only one element. The worst-case time complexity of Binary search is **O(logn).**

### 2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |

* The space complexity of binary search is O(1).

## Implementation of Binary Search

Now, let's see the programs of Binary search in different programming languages.

**Program:** Write a program to implement Binary search in C language.

1. #include <stdio.h>
2. **int** binarySearch(**int** a[], **int** beg, **int** end, **int** val)
3. {
4. **int** mid;
5. **if**(end >= beg)
6. {        mid = (beg + end)/2;
7. /\* if the item to be searched is present at middle \*/
8. **if**(a[mid] == val)
9. {
10. **return** mid+1;
11. }
12. /\* if the item to be searched is smaller than middle, then it can only be in left subarray \*/
13. **else** **if**(a[mid] < val)
14. {
15. **return** binarySearch(a, mid+1, end, val);
16. }
17. /\* if the item to be searched is greater than middle, then it can only be in right subarray \*/
18. **else**
19. {
20. **return** binarySearch(a, beg, mid-1, val);
21. }
22. }
23. **return** -1;
24. }
25. **int** main() {
26. **int** a[] = {11, 14, 25, 30, 40, 41, 52, 57, 70}; // given array
27. **int** val = 40; // value to be searched
28. **int** n = **sizeof**(a) / **sizeof**(a[0]); // size of array
29. **int** res = binarySearch(a, 0, n-1, val); // Store result
30. printf("The elements of the array are - ");
31. **for** (**int** i = 0; i < n; i++)
32. printf("%d ", a[i]);
33. printf("\nElement to be searched is - %d", val);
34. **if** (res == -1)
35. printf("\nElement is not present in the array");
36. **else**
37. printf("\nElement is present at %d position of array", res);
38. **return** 0;
39. }

# Bubble sort Algorithm

Bubble sort works on the repeatedly swapping of adjacent elements until they are not in the intended order. It is called bubble sort because the movement of array elements is just like the movement of air bubbles in the water. Bubbles in water rise up to the surface; similarly, the array elements in bubble sort move to the end in each iteration.

Bubble short is majorly used where -

* complexity does not matter
* simple and shortcode is preferred

## Algorithm

In the algorithm given below, suppose **arr** is an array of **n** elements. The assumed **swap** function in the algorithm will swap the values of given array elements.

1. begin BubbleSort(arr)
2. **for** all array elements
3. **if** arr[i] > arr[i+1]
4. swap(arr[i], arr[i+1])
5. end **if**
6. end **for**
7. **return** arr
8. end BubbleSort

## Bubble sort complexity

Now, let's see the time complexity of bubble sort in the best case, average case, and worst case. We will also see the space complexity of bubble sort.

### 1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n) |
| **Average Case** | O(n2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of bubble sort is **O(n).**
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of bubble sort is **O(n2).**
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of bubble sort is **O(n2).**
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### 2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | YES |

* The space complexity of bubble sort is O(1). It is because, in bubble sort, an extra variable is required for swapping.
* The space complexity of optimized bubble sort is O(2). It is because two extra variables are required in optimized bubble sort.

## mplementation of Bubble sort

Now, let's see the programs of Bubble sort in different programming languages.

**Program:** Write a program to implement bubble sort in C language.

1. #include<stdio.h>
2. **void** print(**int** a[], **int** n) //function to print array elements
3. {
4. **int** i;
5. **for**(i = 0; i < n; i++)
6. {
7. printf("%d ",a[i]);
8. }
9. }
10. **void** bubble(**int** a[], **int** n) // function to implement bubble sort
11. {
12. **int** i, j, temp;
13. **for**(i = 0; i < n; i++)
14. {
15. **for**(j = i+1; j < n; j++)
16. {
17. **if**(a[j] < a[i])
18. {
19. temp = a[i];
20. a[i] = a[j];
21. a[j] = temp;
22. }
23. }
24. }
25. }
26. **void** main ()
27. {
28. **int** i, j,temp;
29. **int** a[5] = { 10, 35, 32, 13, 26};
30. **int** n = **sizeof**(a)/**sizeof**(a[0]);
31. printf("Before sorting array elements are - \n");
32. print(a, n);
33. bubble(a, n);
34. printf("\nAfter sorting array elements are - \n");
35. print(a, n);
36. }

# Selection Sort Algorithm

In selection sort, the smallest value among the unsorted elements of the array is selected in every pass and inserted to its appropriate position into the array. It is also the simplest algorithm. It is an in-place comparison sorting algorithm. In this algorithm, the array is divided into two parts, first is sorted part, and another one is the unsorted part. Initially, the sorted part of the array is empty, and unsorted part is the given array. Sorted part is placed at the left, while the unsorted part is placed at the right.

Selection sort is generally used when -

* A small array is to be sorted
* Swapping cost doesn't matter
* It is compulsory to check all elements

## Algorithm

1. SELECTION SORT(arr, n)
3. Step 1: Repeat Steps 2 **and** 3 **for** i = 0 to n-1
4. Step 2: CALL SMALLEST(arr, i, n, pos)
5. Step 3: SWAP arr[i] with arr[pos]
6. [END OF LOOP]
7. Step 4: EXIT
9. SMALLEST (arr, i, n, pos)
10. Step 1: [INITIALIZE] SET SMALL = arr[i]
11. Step 2: [INITIALIZE] SET pos = i
12. Step 3: Repeat **for** j = i+1 to n
13. **if** (SMALL > arr[j])
14. SET SMALL = arr[j]
15. SET pos = j
16. [END OF **if**]
17. [END OF LOOP]
18. Step 4: RETURN pos

## Selection sort complexity

Now, let's see the time complexity of selection sort in best case, average case, and in worst case. We will also see the space complexity of the selection sort.

### 1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n2) |
| **Average Case** | O(n2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of selection sort is **O(n2)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of selection sort is **O(n2)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of selection sort is **O(n2)**.
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### 2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | YES |

* The space complexity of selection sort is O(1). It is because, in selection sort, an extra variable is required for swapping.

## Implementation of selection sort

Now, let's see the programs of selection sort in different programming languages.

**Program:** Write a program to implement selection sort in C language.

1. #include <stdio.h>
3. **void** selection(**int** arr[], **int** n)
4. {
5. **int** i, j, small;
7. **for** (i = 0; i < n-1; i++)    // One by one move boundary of unsorted subarray
8. {
9. small = i; //minimum element in unsorted array
11. **for** (j = i+1; j < n; j++)
12. **if** (arr[j] < arr[small])
13. small = j;
14. // Swap the minimum element with the first element
15. **int** temp = arr[small];
16. arr[small] = arr[i];
17. arr[i] = temp;
18. }
19. }
21. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
22. {
23. **int** i;
24. **for** (i = 0; i < n; i++)
25. printf("%d ", a[i]);
26. }
28. **int** main()
29. {
30. **int** a[] = { 12, 31, 25, 8, 32, 17 };
31. **int** n = **sizeof**(a) / **sizeof**(a[0]);
32. printf("Before sorting array elements are - \n");
33. printArr(a, n);
34. selection(a, n);
35. printf("\nAfter sorting array elements are - \n");
36. printArr(a, n);
37. **return** 0;
38. }

# Insertion Sort Algorithm

Insertion sort works similar to the sorting of playing cards in hands. It is assumed that the first card is already sorted in the card game, and then we select an unsorted card. If the selected unsorted card is greater than the first card, it will be placed at the right side; otherwise, it will be placed at the left side. Similarly, all unsorted cards are taken and put in their exact place.

Insertion sort has various advantages such as -

* Simple implementation
* Efficient for small data sets
* Adaptive, i.e., it is appropriate for data sets that are already substantially sorted.

## Algorithm

The simple steps of achieving the insertion sort are listed as follows -

**Step 1 -** If the element is the first element, assume that it is already sorted. Return 1.

**Step2 -** Pick the next element, and store it separately in a **key.**

**Step3 -** Now, compare the **key** with all elements in the sorted array.

**Step 4 -** If the element in the sorted array is smaller than the current element, then move to the next element. Else, shift greater elements in the array towards the right.

**Step 5 -** Insert the value.

**Step 6 -** Repeat until the array is sorted.

## Insertion sort complexity

Now, let's see the time complexity of insertion sort in best case, average case, and in worst case. We will also see the space complexity of insertion sort.

### 1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n) |
| **Average Case** | O(n2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of insertion sort is **O(n)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of insertion sort is **O(n2)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of insertion sort is **O(n2)**.
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### 2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | YES |

* The space complexity of insertion sort is O(1). It is because, in insertion sort, an extra variable is required for swapping.

## Implementation of insertion sort

Now, let's see the programs of insertion sort in different programming languages.

**Program:** Write a program to implement insertion sort in C language.

1. #include <stdio.h>
3. **void** insert(**int** a[], **int** n) /\* function to sort an aay with insertion sort \*/
4. {
5. **int** i, j, temp;
6. **for** (i = 1; i < n; i++) {
7. temp = a[i];
8. j = i - 1;
10. **while**(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/
11. {
12. a[j+1] = a[j];
13. j = j-1;
14. }
15. a[j+1] = temp;
16. }
17. }
19. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
20. {
21. **int** i;
22. **for** (i = 0; i < n; i++)
23. printf("%d ", a[i]);
24. }
26. **int** main()
27. {
28. **int** a[] = { 12, 31, 25, 8, 32, 17 };
29. **int** n = **sizeof**(a) / **sizeof**(a[0]);
30. printf("Before sorting array elements are - \n");
31. printArr(a, n);
32. insert(a, n);
33. printf("\nAfter sorting array elements are - \n");
34. printArr(a, n);
36. **return** 0;
37. }

# Quick Sort Algorithm

Sorting is a way of arranging items in a systematic manner. Quicksort is the widely used sorting algorithm that makes **n log n** comparisons in average case for sorting an array of n elements. It is a faster and highly efficient sorting algorithm. This algorithm follows the divide and conquer approach. Divide and conquer is a technique of breaking down the algorithms into subproblems, then solving the subproblems, and combining the results back together to solve the original problem.

**Divide:** In Divide, first pick a pivot element. After that, partition or rearrange the array into two sub-arrays such that each element in the left sub-array is less than or equal to the pivot element and each element in the right sub-array is larger than the pivot element.

**Conquer:** Recursively, sort two subarrays with Quicksort.

**Combine:** Combine the already sorted array.

Quicksort picks an element as pivot, and then it partitions the given array around the picked pivot element. In quick sort, a large array is divided into two arrays in which one holds values that are smaller than the specified value (Pivot), and another array holds the values that are greater than the pivot.

After that, left and right sub-arrays are also partitioned using the same approach. It will continue until the single element remains in the sub-array.

![Quick Sort Algorithm](data:image/png;base64,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)

## Choosing the pivot

Picking a good pivot is necessary for the fast implementation of quicksort. However, it is typical to determine a good pivot. Some of the ways of choosing a pivot are as follows -

* Pivot can be random, i.e. select the random pivot from the given array.
* Pivot can either be the rightmost element of the leftmost element of the given array.
* Select median as the pivot element.

## Algorithm

**Algorithm:**

1. QUICKSORT (array A, start, end)
2. {
3. 1 **if** (start < end)
4. 2 {
5. 3 p = partition(A, start, end)
6. 4 QUICKSORT (A, start, p - 1)
7. 5 QUICKSORT (A, p + 1, end)
8. 6 }
9. }

**Partition Algorithm:**

The partition algorithm rearranges the sub-arrays in a place.

1. PARTITION (array A, start, end)
2. {
3. 1 pivot ? A[end]
4. 2 i ? start-1
5. 3 **for** j ? start to end -1 {
6. 4 **do** **if** (A[j] < pivot) {
7. 5 then i ? i + 1
8. 6 swap A[i] with A[j]
9. 7  }}
10. 8 swap A[i+1] with A[end]
11. 9 **return** i+1
12. }

## Working of Quick Sort Algorithm

Now, let's see the working of the Quicksort Algorithm.

To understand the working of quick sort, let's take an unsorted array. It will make the concept more clear and understandable.

Let the elements of array are -
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In the given array, we consider the leftmost element as pivot. So, in this case, a[left] = 24, a[right] = 27 and a[pivot] = 24.

Since, pivot is at left, so algorithm starts from right and move towards left.
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Now, a[pivot] < a[right], so algorithm moves forward one position towards left, i.e. -
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Now, a[left] = 24, a[right] = 19, and a[pivot] = 24.

Because, a[pivot] > a[right], so, algorithm will swap a[pivot] with a[right], and pivot moves to right, as -
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Now, a[left] = 19, a[right] = 24, and a[pivot] = 24. Since, pivot is at right, so algorithm starts from left and moves to right.

As a[pivot] > a[left], so algorithm moves one position to right as -
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Now, a[left] = 9, a[right] = 24, and a[pivot] = 24. As a[pivot] > a[left], so algorithm moves one position to right as -
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Now, a[left] = 29, a[right] = 24, and a[pivot] = 24. As a[pivot] < a[left], so, swap a[pivot] and a[left], now pivot is at left, i.e. -
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Since, pivot is at left, so algorithm starts from right, and move to left. Now, a[left] = 24, a[right] = 29, and a[pivot] = 24. As a[pivot] < a[right], so algorithm moves one position to left, as -
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Now, a[pivot] = 24, a[left] = 24, and a[right] = 14. As a[pivot] > a[right], so, swap a[pivot] and a[right], now pivot is at right, i.e. -
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Now, a[pivot] = 24, a[left] = 14, and a[right] = 24. Pivot is at right, so the algorithm starts from left and move to right.
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Now, a[pivot] = 24, a[left] = 24, and a[right] = 24. So, pivot, left and right are pointing the same element. It represents the termination of procedure.

Element 24, which is the pivot element is placed at its exact position.

Elements that are right side of element 24 are greater than it, and the elements that are left side of element 24 are smaller than it.

![Quick Sort Algorithm](data:image/png;base64,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)

Now, in a similar manner, quick sort algorithm is separately applied to the left and right sub-arrays. After sorting gets done, the array will be -
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## Implementation of quicksort

Now, let's see the programs of quicksort in different programming languages.

**Program:** Write a program to implement quicksort in C language.

1. #include <stdio.h>
2. /\* function that consider last element as pivot,
3. place the pivot at its exact position, and place
4. smaller elements to left of pivot and greater
5. elements to right of pivot.  \*/
6. **int** partition (**int** a[], **int** start, **int** end)
7. {
8. **int** pivot = a[end]; // pivot element
9. **int** i = (start - 1);
11. **for** (**int** j = start; j <= end - 1; j++)
12. {
13. // If current element is smaller than the pivot
14. **if** (a[j] < pivot)
15. {
16. i++; // increment index of smaller element
17. **int** t = a[i];
18. a[i] = a[j];
19. a[j] = t;
20. }
21. }
22. **int** t = a[i+1];
23. a[i+1] = a[end];
24. a[end] = t;
25. **return** (i + 1);
26. }
28. /\* function to implement quick sort \*/
29. **void** quick(**int** a[], **int** start, **int** end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/
30. {
31. **if** (start < end)
32. {
33. **int** p = partition(a, start, end); //p is the partitioning index
34. quick(a, start, p - 1);
35. quick(a, p + 1, end);
36. }
37. }
39. /\* function to print an array \*/
40. **void** printArr(**int** a[], **int** n)
41. {
42. **int** i;
43. **for** (i = 0; i < n; i++)
44. printf("%d ", a[i]);
45. }
46. **int** main()
47. {
48. **int** a[] = { 24, 9, 29, 14, 19, 27 };
49. **int** n = **sizeof**(a) / **sizeof**(a[0]);
50. printf("Before sorting array elements are - \n");
51. printArr(a, n);
52. quick(a, 0, n - 1);
53. printf("\nAfter sorting array elements are - \n");
54. printArr(a, n);
56. **return** 0;
57. }

# Merge Sort Algorithm

Merge sort is similar to the quick sort algorithm as it uses the divide and conquer approach to sort the elements. It is one of the most popular and efficient sorting algorithm. It divides the given list into two equal halves, calls itself for the two halves and then merges the two sorted halves. We have to define the **merge()** function to perform the merging.

## Algorithm

In the following algorithm, **arr** is the given array, **beg** is the starting element, and **end** is the last element of the array.

1. MERGE\_SORT(arr, beg, end)
3. **if** beg < end
4. set mid = (beg + end)/2
5. MERGE\_SORT(arr, beg, mid)
6. MERGE\_SORT(arr, mid + 1, end)
7. MERGE (arr, beg, mid, end)
8. end of **if**
10. END MERGE\_SORT

## Implementation of merge sort

Now, let's see the programs of merge sort in different programming languages.

**Program:** Write a program to implement merge sort in C language.

1. #include <stdio.h>
3. /\* Function to merge the subarrays of a[] \*/
4. **void** merge(**int** a[], **int** beg, **int** mid, **int** end)
5. {
6. **int** i, j, k;
7. **int** n1 = mid - beg + 1;
8. **int** n2 = end - mid;
10. **int** LeftArray[n1], RightArray[n2]; //temporary arrays
12. /\* copy data to temp arrays \*/
13. **for** (**int** i = 0; i < n1; i++)
14. LeftArray[i] = a[beg + i];
15. **for** (**int** j = 0; j < n2; j++)
16. RightArray[j] = a[mid + 1 + j];
18. i = 0; /\* initial index of first sub-array \*/
19. j = 0; /\* initial index of second sub-array \*/
20. k = beg;  /\* initial index of merged sub-array \*/
22. **while** (i < n1 && j < n2)
23. {
24. **if**(LeftArray[i] <= RightArray[j])
25. {
26. a[k] = LeftArray[i];
27. i++;
28. }
29. **else**
30. {
31. a[k] = RightArray[j];
32. j++;
33. }
34. k++;
35. }
36. **while** (i<n1)
37. {
38. a[k] = LeftArray[i];
39. i++;
40. k++;
41. }
43. **while** (j<n2)
44. {
45. a[k] = RightArray[j];
46. j++;
47. k++;
48. }
49. }
51. **void** mergeSort(**int** a[], **int** beg, **int** end)
52. {
53. **if** (beg < end)
54. {
55. **int** mid = (beg + end) / 2;
56. mergeSort(a, beg, mid);
57. mergeSort(a, mid + 1, end);
58. merge(a, beg, mid, end);
59. }
60. }
62. /\* Function to print the array \*/
63. **void** printArray(**int** a[], **int** n)
64. {
65. **int** i;
66. **for** (i = 0; i < n; i++)
67. printf("%d ", a[i]);
68. printf("\n");
69. }
71. **int** main()
72. {
73. **int** a[] = { 12, 31, 25, 8, 32, 17, 40, 42 };
74. **int** n = **sizeof**(a) / **sizeof**(a[0]);
75. printf("Before sorting array elements are - \n");
76. printArray(a, n);
77. mergeSort(a, 0, n - 1);
78. printf("After sorting array elements are - \n");
79. printArray(a, n);
80. **return** 0;
81. }