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Для зменшення зв’язності компонентів нашого програмного продукту ми застосували впровадження залежностей за допомогою контейнера сервісів. Наші сервіси і є в даному випадку залежностями. Для початку створимо інтерфейси сервісів бізнес-логіки:

IOrderService

using BLL.DTO;

using System;

using System.Collections.Generic;

using System.Text;

using System.Threading.Tasks;

namespace BLL.Services.Interfaces

{

public interface IOrderService

{

Task AddPerformerAsync(OrderDTO projectDTO, UserDTO performer);

Task ChangeDescriptionAsync(OrderDTO projectDTO, string description);

Task ChangeManagerAsync(OrderDTO projectDTO, UserDTO manager);

Task CreateOrderAsync(OrderDTO projectDTO);

Task DeleteOrderAsync(OrderDTO projectDTO, UserDTO manager);

Task<IEnumerable<OrderDTO>> GetByManagerAsync(string name);

Task<OrderDTO> GetOrderByIdAsync(int id);

}

}

IOrderTaskService

using BLL.DTO;

using System;

using System.Collections.Generic;

using System.Text;

using System.Threading.Tasks;

namespace BLL.Services.Interfaces

{

public interface IOrderTaskService

{

Task AssignPerformerAsync(OrderTaskDTO projectTaskDTO, UserDTO performer);

Task CreateTaskAsync(OrderTaskDTO projectTaskDTO);

Task ChangeDesriptionAsync(OrderTaskDTO projectTaskDTO, string description);

}

}

IUserService  
using BLL.DTO;

using System;

using System.Collections.Generic;

using System.Text;

using System.Threading.Tasks;

namespace BLL.Services.Interfaces

{

public interface IUserService

{

Task CreateUserAsync(UserDTO userDTO);

Task<UserDTO> GetUserByNameAsync(string name);

Task AddRefreshTokenAsync(string refreshToken, string IdentityId);

Task ExchangeRefreshTokenAsync(string oldToken, string newToken, string IdentityId);

}

}

Далі ми реалізовуємо наші сервіси та клас BaseService, який вони наслідуватимуть:

BaseService

ing System;

using System.Collections.Generic;

using System.Text;

using AutoMapper;

using DAL.Base;

using DAL.UnitOfWork;

namespace BLL.Services.Base

{

public abstract class BaseService

{

protected readonly IUnitOfWork \_unitOfWork;

protected readonly IMapper \_mapper;

public BaseService(IUnitOfWork unitOfWork, IMapper mapper)

{

\_unitOfWork = unitOfWork;

\_mapper = mapper;

}

}

}

OrderService

using AutoMapper;

using BLL.DTO;

using BLL.Exceptions;

using BLL.Services.Base;

using BLL.Services.Interfaces;

using DAL.Entities;

using DAL.Entities.Enums;

using DAL.UnitOfWork;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

namespace BLL.Services

{

//TODO: add XML annotations to non-trivial methods

public class OrderService : BaseService, IOrderService

{

public OrderService(IUnitOfWork unitOfWork, IMapper mapper)

: base(unitOfWork, mapper) { }

public async Task AddPerformerAsync(OrderDTO orderDTO, UserDTO performer)

{

var searchedOrder = await \_unitOfWork.OrderRepository

.GetByIdAsync(orderDTO.Id);

if (searchedOrder == null)

throw new NotFoundException(searchedOrder.Title);

var searchedPerformer = await \_unitOfWork.UserRepository

.GetByIdAsync(performer.Id);

if (searchedPerformer == null)

throw new NotFoundException(searchedPerformer.Name);

searchedOrder.Users.Add(searchedPerformer);

searchedPerformer.Order = searchedOrder;

await \_unitOfWork.OrderRepository.UpdateAsync(searchedOrder);

await \_unitOfWork.UserRepository.UpdateAsync(searchedPerformer);

}

public async Task ChangeDescriptionAsync(OrderDTO orderDTO, string description)

{

var searchedOrder = await \_unitOfWork.OrderRepository

.GetByIdAsync(orderDTO.Id);

if (searchedOrder == null)

throw new NotFoundException(searchedOrder.Title);

searchedOrder.Description = description;

await \_unitOfWork.OrderRepository.UpdateAsync(searchedOrder);

}

public async Task ChangeManagerAsync(OrderDTO orderDTO, UserDTO manager)

{

var searchedOrder = await \_unitOfWork.OrderRepository

.GetByIdAsync(orderDTO.Id);

if (searchedOrder == null)

throw new NotFoundException(searchedOrder.Title);

var searchedUser = await \_unitOfWork.UserRepository

.GetByIdAsync(manager.Id);

if (searchedUser == null)

throw new NotFoundException(searchedUser.Name);

searchedUser.Order = searchedOrder;

searchedOrder.OrderChef = searchedUser;

await \_unitOfWork.UserRepository.UpdateAsync(searchedUser);

await \_unitOfWork.OrderRepository.UpdateAsync(searchedOrder);

}

public async Task CreateOrderAsync(OrderDTO orderDTO)

{

var mappedOrder = \_mapper.Map<Order>(orderDTO);

await \_unitOfWork.OrderRepository.AddAsync(mappedOrder);

}

public async Task DeleteOrderAsync(OrderDTO orderDTO, UserDTO manager)

{

var searchedUser = await \_unitOfWork.UserRepository

.GetByIdAsync(manager.Id);

if (searchedUser == null)

throw new NotFoundException(searchedUser.Name);

var searchedOrder = await \_unitOfWork.OrderRepository

.GetByIdAsync(orderDTO.Id);

if (searchedOrder == null)

throw new NotFoundException(searchedOrder.Title);

if (searchedUser.Role != UserRole.Chef)

{

//exception

}

var orders = await \_unitOfWork.OrderRepository

.GetAllAsync();

//prbbly should change it

bool isCurrentOrderManager = orders

.Exists(x => x.OrderChef.Id == manager.Id);

if (isCurrentOrderManager)

{

await \_unitOfWork.OrderRepository.DeleteAsync(searchedOrder);

}

else

{

//exception or result

}

}

public async Task<IEnumerable<OrderDTO>> GetByManagerAsync(string name)

{

var searchedUser = await \_unitOfWork.UserRepository

.GetByCriteriaAsync(x => x.Name == name);

if (searchedUser == null)

throw new NotFoundException(searchedUser.Name);

var orders = await \_unitOfWork.OrderRepository

.GetAllAsync();

var ordersByManager = orders

.Where(x => x.OrderChef.Name == name).ToList();

if (ordersByManager == null || ordersByManager.Count == 0)

throw new NotFoundException("");

return \_mapper.ProjectTo<OrderDTO>(ordersByManager as IQueryable);

}

public async Task<OrderDTO> GetOrderByIdAsync(int id)

{

var searchedOrder = await \_unitOfWork.OrderRepository

.GetByIdAsync(id);

if (searchedOrder == null)

throw new NotFoundException(searchedOrder.Title);

return \_mapper.Map<OrderDTO>(searchedOrder);

}

}

}

OrderTaskService

using AutoMapper;

using BLL.DTO;

using BLL.Exceptions;

using BLL.Services.Base;

using BLL.Services.Interfaces;

using DAL.Entities;

using DAL.UnitOfWork;

using System;

using System.Collections.Generic;

using System.Text;

using System.Threading.Tasks;

namespace BLL.Services

{

internal class OrderTaskService : BaseService, IOrderTaskService

{

public OrderTaskService(IUnitOfWork unitOfWork, IMapper mapper)

: base(unitOfWork, mapper) { }

public async Task AssignPerformerAsync(OrderTaskDTO projectTaskDTO, UserDTO performer)

{

var searchedTask = await \_unitOfWork.OrderTaskRepository

.GetByIdAsync(projectTaskDTO.Id);

if (searchedTask == null)

throw new NotFoundException(searchedTask.Title);

var searchedUser = await \_unitOfWork.UserRepository

.GetByIdAsync(performer.Id);

if (searchedUser == null)

throw new NotFoundException(searchedUser.Name);

searchedTask.Performer = searchedUser;

searchedUser.Tasks.Add(searchedTask);

await \_unitOfWork.OrderTaskRepository.

UpdateAsync(searchedTask);

await \_unitOfWork.UserRepository.

UpdateAsync(searchedUser);

}

public async Task CreateTaskAsync(OrderTaskDTO projectTaskDTO)

{

var taskExist = await \_unitOfWork.OrderTaskRepository

.GetByCriteriaAsync(x => x.Title == projectTaskDTO.Title) != null;

if (taskExist) throw new Exception("already exists");//gotta change

var mappedTask = \_mapper.Map<OrderTask>(projectTaskDTO);

await \_unitOfWork.OrderTaskRepository

.AddAsync(mappedTask);

}

public async Task ChangeDesriptionAsync(OrderTaskDTO orderTaskDTO, string description)

{

var searchedTask = await \_unitOfWork.OrderTaskRepository

.GetByIdAsync(orderTaskDTO.Id);

if (searchedTask == null)

throw new NotFoundException(searchedTask.Title);

searchedTask.Description = description;

await \_unitOfWork.OrderTaskRepository

.UpdateAsync(searchedTask);

}

}

}

UserService

using AutoMapper;

using BLL.DTO;

using BLL.Exceptions;

using BLL.Services.Base;

using BLL.Services.Interfaces;

using DAL.Entities;

using DAL.UnitOfWork;

using System;

using System.Collections.Generic;

using System.Text;

using System.Threading.Tasks;

namespace BLL.Services

{

internal class UserService : BaseService, IUserService

{

public UserService(IUnitOfWork unitOfWork, IMapper mapper)

: base(unitOfWork, mapper) { }

public async Task CreateUserAsync(UserDTO userDTO)

{

var mappedUser = \_mapper.Map<OrderUser>(userDTO);

await \_unitOfWork.UserRepository.AddAsync(mappedUser);

}

public async Task<UserDTO> GetUserByNameAsync(string name)

{

var searchedUser = await \_unitOfWork.UserRepository.GetByCriteriaAsync(u => u.Name == name);

if (searchedUser == null) throw new NotFoundException("");

var mappedUser = \_mapper.Map<UserDTO>(searchedUser);

return mappedUser;

}

public async Task ExchangeRefreshTokenAsync(string oldToken, string newToken, string identityId)

{

var searchedUser = await \_unitOfWork.UserRepository

.GetByCriteriaAsync(u => u.ApplicationUserId == identityId);

if (searchedUser == null) throw new NotFoundException("");

if (!searchedUser.HasValidRefreshToken(oldToken))

throw new Exception(""); //create own ex

searchedUser.RemoveRefreshToken(oldToken);

searchedUser.AddRefreshToken(newToken, identityId);

await \_unitOfWork.UserRepository.UpdateAsync(searchedUser);

}

public async Task AddRefreshTokenAsync(string refreshToken, string identityId)

{

var searchedUser = await \_unitOfWork.UserRepository

.GetByCriteriaAsync(u => u.ApplicationUserId == identityId);

if (searchedUser == null) throw new NotFoundException("");

searchedUser.AddRefreshToken(refreshToken, identityId);

await \_unitOfWork.UserRepository.UpdateAsync(searchedUser);

}

}

}