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# **Цель работы**

Получить навыки по разработке хеш-таблиц и их применении при поиске данных в других структурах данных (файлах).

1. **Постановка задачи**
2. Разработать приложение, которое использует хеш-таблицу для организации прямого доступа к записям двоичного файла, реализованного в практической работе 2.
3. Создать приложение и включить в него три заголовочных файла: управление хеш-таблицей, управление двоичным файлом (практическая работа 2), управление двоичным файлом посредством хеш-таблицы.
4. Для обеспечения прямого доступа к записи в файле элемент хеш-таблицы должен включать обязательные поля: ключ записи в файле, номер записи с этим ключом в файле. Элемент может содержать другие поля, требующиеся методу (указанному в вашем варианте), разрешающему коллизию.
5. Управление хеш-таблицей
   1. Определить структуру элемента хеш-таблицы и структуру хеш-таблицы в соответствии с методом разрешения коллизии, указанном в варианте. Определения разместить в соответствующем заголовочном файле. Все операции управления хеш-таблицей размещать в этом заголовочном файле.
   2. Тестирование операций выполнять в функции main приложения по мере их реализации.
   3. После тестирования всех операций, создать в заголовочном файле функцию с именем testHeshT переместить в нее содержание функции main, проверить, что приложение выполняется.
   4. Разработать операции по управлению хеш-таблицей.
   5. Разработать хеш-функцию (метод определить самостоятельно), выполнить ее тестирование, убедиться, что хеш (индекс элемента таблицы) формируется верно.
   6. Разработать операции: вставить ключ в таблицу, удалить ключ из таблицы, найти ключ в таблице, рехешировать таблицу. Каждую операцию тестируйте по мере ее реализации.
   7. Подготовить тесты (последовательность значений ключей), обеспечивающие:
      1. вставку ключа без коллизии
      2. вставку ключа и разрешение коллизии
      3. вставку ключа с последующим рехешированием
      4. удаление ключа из таблицы
      5. поиск ключа в таблице. Для метода с открытым адресом подготовить тест для поиска ключа, который размещен в таблице после удаленного ключа, с одним значением хеша для этих ключей
   8. Выполнить тестирование операций управления хеш-таблицей. При тестировании операции вставки ключа в таблицу предусмотрите вывод списка индексов, которые формируются при вставке элементов в таблицу.
6. Управление двоичным файлом
   1. Операции управления двоичным файлом: создание двоичного файла из текстового, добавить запись в двоичный файл, удалить запись с заданным ключом из файла, прочитать запись файла по заданному номеру записи.
   2. Структура записи двоичного файла и все операции по управлению файлом должны быть размещены в соответствующем заголовочном файле.
   3. Выполнить тестирование операций в main приложения, и содержание функции main переместить в соответствующую функцию заголовочного файла с именем testBinF.
7. Управление файлом посредством хеш-таблицы
8. В заголовочный файл управления файлом посредством хеш-таблицы подключить заголовочные файлы: управления хеш-таблицей, управления двоичным файлом. Реализовать поочередно все перечисленные ниже операции в этом заголовочном файле, выполняя их тестирование из функции main приложения. После разработки всех операций выполнить их комплексное тестирование.
9. Разработать и реализовать операции
   1. Прочитать запись из файла и вставить элемент в таблицу (элемент включает: ключ и номер записи с этим ключом в файле, и для метода с открытой адресацией возможны дополнительные поля).
   2. Удалить запись из таблицы при заданном значении ключа и соответственно из файла.
   3. Найти запись в файле по значению ключа (найти ключ в хеш-таблице, получить номер записи с этим ключом в файле, выполнить прямой доступ к записи по ее номеру).
   4. Подготовить тесты для тестирования приложения:
   5. Заполните файл небольшим количеством записей.
   6. Включите в файл записи как не приводящие к коллизиям, так и приводящие.
   7. Обеспечьте включение в файл такого количества записей, чтобы потребовалось рехеширование.
   8. Заполните файл большим количеством записей (от 500).
   9. Определите время чтения записи с заданным ключом: для первой записи файла, для средней и последней. Проверьте, что время доступа для всех записей одинаково. Сравнить с временем линейного поиска тех же записей в файле.
10. Составить отчет.
11. Ответы на вопросы
    1. Расскажите о назначении хеш-фунции.
    2. Что такое коллизия?
    3. Что такое «открытый адрес» по отношению к хеш-таблице?
    4. Как в хеш-таблице с открытым адресом реализуется коллизия?
    5. Какая проблема, может возникнуть после удаления элемента из хеш-таблицы с открытым адресом и как ее устранить?
    6. Что определяет коэффициент нагрузки в хеш-таблице?
    7. Что такое «первичный кластер» в таблице с открытым адресом?
    8. Как реализуется двойное хеширование?

Таблица 1. Варианта задания

|  |  |  |
| --- | --- | --- |
| № | Тип хеш-таблицы (метод разрешения коллизии) | Структура записи двоичного файла |
| 29 | Открытый адрес (двойное хеширование) | Справочник банков по городам страны. Об отдельном банке хранятся данные: наименование, код банка, адрес (город), форма собственности (коммерческий или государственный). |

# **Решение**

Хеш-таблицы являются одной из наиболее эффективных структур данных для хранения и быстрого поиска информации. Они основаны на использовании хеш-функций, которые преобразуют входные данные в уникальные числовые значения, называемые хешами. Хеш-таблицы используют эти хеши для индексации и организации данных.

Одним из основных преимуществ хеш-таблиц является их высокая скорость поиска. При правильном выборе хеш-функции и эффективной обработке коллизий (ситуаций, когда двум различным ключам соответствует один и тот же хеш), хеш-таблицы позволяют выполнять операции поиска, вставки и удаления данных за постоянное время O(1).

Хеш-таблицы также находят широкое применение при поиске данных в других структурах данных, таких как файлы. Вместо того чтобы хранить все данные в оперативной памяти, которая может быть ограничена по размеру, можно создать хеш-таблицу, которая будет содержать хеши и ссылки на соответствующие данные в файле.

При поиске данных в файле, хеш-таблица позволяет быстро определить местоположение данных, минимизируя количество операций чтения из файла. Вместо того чтобы просматривать файл последовательно, можно использовать хеш-таблицу для поиска хеша ключа и получения соответствующей ссылки на данные в файле. Это существенно сокращает время доступа к данным и повышает производительность.

Разработка хеш-таблиц и их применение при поиске данных в других структурах данных, таких как файлы, являются важными навыками для программистов, особенно при работе с большими объемами данных. Они позволяют эффективно организовывать и обрабатывать информацию, снижая нагрузку на систему и ускоряя выполнение операций поиска данных.

**Задание**

1. Что бы пользователь мог удобнее взаимодействовать с нашей программы был написан интерфейс. Мы запрашиваем у пользователя цифру, которая соответствует определенной функции после ввода подходящего значения выполняем эту функцию иначе говорим пользователю, что были введены некорректные данные.

|  |
| --- |
| int main() {  Bin bin;  HashBin hashBin;  HashTable hashTable;  int i = 0;  int key = 0;  while (1){  cout << "Enter the number of the operation" << endl  << "1 -> testBinT || 2 -> testHashT" << endl  << "3 -> CreateBin || 4 -> PrintBin" << endl  << "5 -> LinkingHash || 6 -> Deleting" << endl  << "7 -> Search || 8 -> DisplayAll" << endl  << "-1 -> Exit" << endl;  cin >> i;  cout << "\n\n";  if (i == -1) return 0;  else if (i == 1) bin.testBinT();  else if (i == 2) hashTable.testHeshT();  else if (i == 3) bin.TextToBinary("text.txt", "bin.txt");  else if (i == 4) bin.PrintBinary("bin.txt");  else if (i == 5) hashBin.Linking("bin.txt");  else if (i == 6){  cout << "Enter the number of the key to be deleted" << endl;  cin >> key;  hashBin.Deleting("bin.txt", key);  }  else if (i == 7){  cout << "Enter the key number to search for" << endl;  cin >> key;  BankAccount temp = hashBin.Search(key);  cout << "Your key is " << key << endl  << " || AccountNumber || " << temp.accountNumber  << " || Name || " << temp.fullName  << " || Address || " << temp.address << endl;  }  else if (i == 8) hashBin.Display("bin.txt");  else cout << "Wrong number" << endl;  cout << "\n\n";  }  } |

1. Для вывода хэш таблицы в консоль мы вызываем функцию PrintHash.

|  |
| --- |
| void PrintHash() {  cout << "========================[ Print hash ]========================" << endl;  for (int i = 0; i < table.size(); ++i) {  if (table[i].accountNumber != 0) {  std::cout << "Hash " << i << ": (" << table[i].accountNumber << ", " << table[i].fullName << ", " << table[i].address << ")" << std::endl;  }  } } |

1. Для добавления элемента в хэш таблицу была написана функция insert в качестве входных параметров она принимает объект нашей структуры, которую мы должны добавить.

|  |
| --- |
| void Insert(BankAccount account) {  if(size == table.size()-1){  resizeAndRehash();  }   int index = hash1(account.accountNumber);  int step = hash2(account.accountNumber);   while (table[index].accountNumber != 0) {  if (table[index].accountNumber == account.accountNumber) {  std::cout << "An account with this number already exists. Data update." << std::endl;  table[index] = account;  return;  }  index = (index + step) % table.size();  }   table[index] = account;  size++; } |

1. Для удаления элемента из хэш таблицы была написана функция Remove в качестве входных параметров она принимает ключ объекта, который требуется удалить.

|  |
| --- |
| void Remove(int accountNumber) {  int index = hash1(accountNumber);  int step = hash2(accountNumber);   while (table[index].accountNumber != 0) {  if (table[index].accountNumber == accountNumber) {  table[index] = BankAccount(0, "", ""); // Очищаем ячейку  return;  }  index = (index + step) % table.size();  }  size--; } |

1. Что бы проверить работоспособность нашей программы была написана функция testHeshT.

|  |
| --- |
| void testHeshT() {  HashTable table;  BankAccount bankAccount;  bankAccount.accountNumber = 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  table.PrintHash();  cout << "Add elem" << endl;  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  table.PrintHash();  cout << "delete elem with key 4" << endl;  table.Remove(4);  table.PrintHash();  bankAccount = table.Search(3);  std::cout << "Hash " << 4 << ": (" << bankAccount.accountNumber << ", " << bankAccount.fullName << ", " << bankAccount.address << ")" << std::endl; } |

1. Для связи бинарного файла с нашей хэш табличкой была написана функция Linking. В качестве входного параметра она принимает строковую переменную, которая будет отвечать за название нашего бинарного файла.

|  |
| --- |
| void Linking(string BinaryFilename) {  ifstream InputFile(BinaryFilename, ios::binary);   if (!InputFile) { cout << "Failed to open files\n"; return; }   BankAccount bank;  while (InputFile.read(reinterpret\_cast<char\*> (&bank), sizeof(BankAccount))){  hashTable.Insert(bank);  }   cout << "The bonding was successful!" << endl;  InputFile.close(); } |

1. Для удаления элемента из бинарного файла и хэш табличкой была написана функция Deleting. В качестве входного параметра она принимает строковую переменную, которая будет отвечать за название нашего бинарного файла, и ключ, отвечающий за объект, который мы должны удалить.

|  |
| --- |
| void Deleting(string BinaryFilename, int key){  bin.Remove(BinaryFilename, key);  hashTable.Remove(key); } |

1. Для поиска объекта по ключу была создана функция Search.

|  |
| --- |
| BankAccount Search(int key){  return hashTable.Search(key); } |

1. Для выводы текста из файла и текста из хэш таблички была создана функция Display.

|  |
| --- |
| void Display(string BinaryFilename){  bin.PrintBinary(BinaryFilename);  hashTable.PrintHash(); } |

Интерфейс программы, которая выполняет задание 1 представлена на рисунке 1.

![](data:image/png;base64,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)

Рисунок 1. Интерфейс программы, выполняющей задание

**Тестирование**

Протестируем программу, для проверки методов созданных для хэш таблички введем 1. В консоли мы должны увидеть то, что хэш таблица выводиться, затем в нее добавляться запись и после этого удаляется. Текст выведенный в консоль предоставлен на рисунке 3.
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Рисунок 3. Результат тестирования и вывода программы

Теперь проверим время, которое потребуется для поиска элемента, находящегося в начале в середине и в конце для линейного поиска и поиска через хэш таблицу. Временные замеры предоставлены в таблице 1.

|  |  |  |
| --- | --- | --- |
| Позиция | Линейный поиск (ns) | Поиск через хэш таблицу (ns) |
| Начало | 113200 | 100 |
| Середина | 249800 | 100 |
| Конец | 256700 | 100 |

**Вывод**

В процессе выполнения данной практической работы я успешно овладел навыками работы с файловыми потоками в языке программирования C++ для управления текстовыми и двоичными файлами. Эти навыки позволят мне эффективно читать, записывать и обрабатывать данные из файлов, что является важной частью разработки программ, работающих с файловой системой.

# **Исходный код программы**

Исходный код файла для выполнения задания - main.cpp

|  |
| --- |
| #include "Bin.h" #include "Hash.h" #include "BinHash.h"  int main() {  Bin bin;  HashBin hashBin;  HashTable hashTable;   bin.Search(1);  bin.Search(250);  bin.Search(500);   hashBin.Linking("bin.txt");  hashBin.TimeS(1);  hashBin.TimeS(250);  hashBin.TimeS(500);    int i = 0;  int key = 0;   while (1){  cout << "Enter the number of the operation" << endl  << "1 -> testBinT || 2 -> testHashT" << endl  << "3 -> CreateBin || 4 -> PrintBin" << endl  << "5 -> LinkingHash || 6 -> Deleting" << endl  << "7 -> Search || 8 -> DisplayAll" << endl  << "-1 -> Exit" << endl;  cin >> i;   cout << "\n\n";  if (i == -1) return 0;  else if (i == 1) bin.testBinT();  else if (i == 2) hashTable.testHeshT();  else if (i == 3) bin.TextToBinary("text.txt", "bin.txt");  else if (i == 4) bin.PrintBinary("bin.txt");  else if (i == 5) hashBin.Linking("bin.txt");  else if (i == 6){  cout << "Enter the number of the key to be deleted" << endl;  cin >> key;  hashBin.Deleting("bin.txt", key);  }  else if (i == 7){  cout << "Enter the key number to search for" << endl;  cin >> key;  BankAccount temp = hashBin.Search(key);  cout << "Your key is " << key << endl  << " || AccountNumber || " << temp.accountNumber  << " || Name || " << temp.fullName  << " || Address || " << temp.address << endl;  }  else if (i == 8) hashBin.Display("bin.txt");  else cout << "Wrong number" << endl;   cout << "\n\n";  } } |

Исходный код файла для выполнения задания Bin.h

|  |
| --- |
| #ifndef ABOBA\_BIN\_H  #define ABOBA\_BIN\_H  #include <iostream>  #include <string>  #include <fstream>  #include <chrono>  using namespace std;  struct BankAccount {  int accountNumber;  char fullName[256] = {'n', 'a', 'm', 'e'};  char address[256] = {'a', 'd', 'd', 'r', 'e', 's', 's'};  };  class Bin {  public:  // Done  void TextToBinary(string TextFilename, string BinaryFilename) {  ifstream InputFile(TextFilename);  ofstream OutFile(BinaryFilename, ios::binary);  if (!InputFile || !OutFile) { cout << "Failed to open files\n"; return; }  BankAccount bank;  while (InputFile >> bank.accountNumber >> bank.fullName >> bank.address)  OutFile.write(reinterpret\_cast<const char \*>(&bank), sizeof(BankAccount));  cout << "Text data converted to binary successfully!" << endl;  InputFile.close();  OutFile.close();  }  // Done  void PrintBinary(string BinaryFilename) {  ifstream InputFile(BinaryFilename, ios::binary);  if (!InputFile) { cout << "Failed to open files\n"; return; }  BankAccount bank;  cout << "========================[ Print binary ]========================" << endl;  while (InputFile.read(reinterpret\_cast<char\*> (&bank), sizeof(BankAccount)))  cout << " Code:: " << bank.accountNumber << " Name:: " << bank.fullName << " Address:: " << bank.address << endl;  InputFile.close();  }  // Done  void Remove (string BinaryFilename, int Code){  fstream BinaryFile(BinaryFilename, ios::in | ios::binary);  ofstream temp("temp.txt", ios::out | ios::binary);  BankAccount bank;  while (BinaryFile.read(reinterpret\_cast<char\*>(&bank), sizeof(bank)))  if (bank.accountNumber != Code)  temp.write(reinterpret\_cast<char\*>(&bank), sizeof(bank));  BinaryFile.close();  remove(BinaryFilename.c\_str());  temp.close();  rename("temp.txt", BinaryFilename.c\_str());  }  void Search (int Code){  fstream BinaryFile("text.txt", ios::binary);  BankAccount bank;  auto begin = std::chrono::steady\_clock::now();  cout << Code << "\t| ";  while (BinaryFile.read(reinterpret\_cast<char\*> (&bank), sizeof(BankAccount)))  if (bank.accountNumber == Code) {  cout << " Code:: " << bank.accountNumber << " Name:: " << bank.fullName << " Address:: " << bank.address << endl;  break;  }  auto end = std::chrono::steady\_clock::now();  auto elapsed\_ms = std::chrono::duration\_cast<std::chrono::nanoseconds>(end - begin);  std::cout << "The time: " << elapsed\_ms.count() << " ns\n";  BinaryFile.close();  }  // Сделать BinTest  void testBinT() {  Bin bin;  bin.TextToBinary("text-test.txt", "bin-test.txt");  bin.PrintBinary("bin=test.txt");  bin.Remove("bin-test.txt", 5);  bin.PrintBinary("bin-test.txt");  }  };  #endif //ABOBA\_BIN\_H |
|  |

Исходный код файла для выполнения задания BinHash.h

|  |
| --- |
| #ifndef ABOBA\_BINHASH\_H  #define ABOBA\_BINHASH\_H  #include "Bin.h"  #include "Hash.h"  class HashBin{  Bin bin;  HashTable hashTable;  public:  void Linking(string BinaryFilename) {  ifstream InputFile(BinaryFilename, ios::binary);  if (!InputFile) { cout << "Failed to open files\n"; return; }  BankAccount bank;  while (InputFile.read(reinterpret\_cast<char\*> (&bank), sizeof(BankAccount))){  hashTable.Insert(bank);  }  cout << "The bonding was successful!" << endl;  InputFile.close();  }  void Deleting(string BinaryFilename, int key){  bin.Remove(BinaryFilename, key);  hashTable.Remove(key);  }  BankAccount Search(int key){  return hashTable.Search(key);  }  void TimeS(int code){  hashTable.TimeS(code);  }  void Display(string BinaryFilename){  bin.PrintBinary(BinaryFilename);  hashTable.PrintHash();  }  };  #endif //ABOBA\_BINHASH\_H |

Исходный код файла для выполнения задания Hash.h

|  |
| --- |
| #ifndef ABOBA\_HASH\_H  #define ABOBA\_HASH\_H  #include <iostream>  #include <vector>  #include "Bin.h"  class HashTable {  private:  static const int BASE\_TABLE = 4;  std::vector<BankAccount> table;  int size = 0;  int hash1(int accountNumber) { return accountNumber % table.size(); }  int hash2(int accountNumber) { return (accountNumber % (table.size() - 1)) + 1; }  void resizeAndRehash() {  int newTableSize = table.size() \* 2;  std::vector<BankAccount> newTable(newTableSize);  for (const BankAccount& account : table) {  if (account.accountNumber != 0) {  int index = hash1(account.accountNumber);  int step = hash2(account.accountNumber);  while (newTable[index].accountNumber != 0) {  index = (index + step) % newTableSize;  }  newTable[index] = account;  }  }  table = newTable;  }  public:  // Done  HashTable(){  table = std::vector<BankAccount>(BASE\_TABLE);  }  // Done  void Insert(BankAccount account) {  if(size == table.size()-1){  resizeAndRehash();  }  int index = hash1(account.accountNumber);  int step = hash2(account.accountNumber);  while (table[index].accountNumber != 0) {  if (table[index].accountNumber == account.accountNumber) {  std::cout << "An account with this number already exists. Data update." << std::endl;  table[index] = account;  return;  }  index = (index + step) % table.size();  }  table[index] = account;  size++;  }  // Done  BankAccount Search(int accountNumber) {  int index = hash1(accountNumber);  int step = hash2(accountNumber);  while (table[index].accountNumber != 0) {  if (table[index].accountNumber == accountNumber) {  return table[index];  }  index = (index + step) % table.size();  }  return BankAccount(0, "", ""); // Счет не найден  }  void TimeS(int accountNumber){  int index = hash1(accountNumber);  int step = hash2(accountNumber);  auto begin = std::chrono::steady\_clock::now();  while (table[index].accountNumber != 0) {  if (table[index].accountNumber == accountNumber) {  auto end = std::chrono::steady\_clock::now();  auto elapsed\_ms = std::chrono::duration\_cast<std::chrono::nanoseconds>(end - begin);  std::cout << "The time: " << elapsed\_ms.count() << " ns\n";  }  index = (index + step) % table.size();  }  }  // Done  void Remove(int accountNumber) {  int index = hash1(accountNumber);  int step = hash2(accountNumber);  while (table[index].accountNumber != 0) {  if (table[index].accountNumber == accountNumber) {  table[index] = BankAccount(0, "", ""); // Очищаем ячейку  return;  }  index = (index + step) % table.size();  }  size--;  }  // Done  void PrintHash() {  cout << "========================[ Print hash ]========================" << endl;  for (int i = 0; i < table.size(); ++i) {  if (table[i].accountNumber != 0) {  std::cout << "Hash " << i << ": (" << table[i].accountNumber << ", " << table[i].fullName << ", " << table[i].address << ")" << std::endl;  }  }  }  // Сделать HashTest  void testHeshT() {  HashTable table;  BankAccount bankAccount;  bankAccount.accountNumber = 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  table.PrintHash();  cout << "Add elem" << endl;  bankAccount.accountNumber += 1;  table.Insert(bankAccount);  table.PrintHash();  cout << "delete elem with key 4" << endl;  table.Remove(4);  table.PrintHash();  bankAccount = table.Search(3);  std::cout << "Hash " << 4 << ": (" << bankAccount.accountNumber << ", " << bankAccount.fullName << ", " << bankAccount.address << ")" << std::endl;  }  };  #endif //ABOBA\_HASH\_H |