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**Q1. What is IOC (or Dependency Injection)?**

Ans. The basic concept of IOC pattern is that ‘NO need to create the object, but describe how they should be created and no need to connect services and components together in code but describe which service are needed by which component.

- Giving control to container to get the instance of object is called IOC. Means instead of creating the instance using new container does for us.

- Way of injecting the properties to an object is called DI.

**Q. 2.  What are features of spring?**

Ans:

* **Lightweight**: spring is lightweight when it comes to size and transparency. The basic version of spring framework is around 1MB. And the processing overhead is also very negligible.
* **Inversion of control (IOC):** Loose coupling is achieved in spring using the technique Inversion of Control. The objects give their dependencies instead of creating or looking for dependent objects.
* **Aspect oriented (AOP**): Spring supports Aspect oriented programming and enables cohesive development by separating application business logic from system services.
* **Container**: Spring contains and manages the life cycle and configuration of application objects.
* **MVC Framework**: Spring comes with MVC web application framework, built on core Spring functionality. This framework is highly configurable via strategy interfaces, and accommodates multiple view technologies like JSP, Velocity, Tiles, iText, and POI. But other frameworks can be easily used instead of Spring MVC Framework.
* **Transaction Management**: Spring framework provides a generic abstraction layer for transaction management.
* **JDBC Exception Handling**: The JDBC abstraction layer of the Spring offers a meaningful exception hierarchy, which simplifies the error handling strategy. Integration with Hibernate, JDO, and iBATIS: Spring provides best Integration services with Hibernate, JDO and iBATIS

**Q What is the difference between spring 3.0 and Spring 2.5?**

Ans:

|  |  |
| --- | --- |
| **Spring Framework 3.0** | **Spring Framework 2.5** |
| Spring framework 3.0 is compatible with Java 5 and higher versions. | Spring framework 2.5 is compatible with Java 1.4 and higher versions. |
| Spring framework 3.0 introduces Spring Expression Language which defines bean definitions based XML and Annotation. | In Spring framework 2.5, native expression language exists which is less powerful than spring expression language of spring 3.0 and it has different parsing rules. |
| Spring framework 3.0 has type converting system and field formatting. | Spring framework 2.5 does not support type conversions and field formatting. |
| Spring framework 3.0 fully supports the JSR303 bean validation API. | Spring framework 2.5 does not offer complete support for JSR303 bean validation API. |
| Spring framework 3.0 offers support for various embedded database engines like HSQL, Derby and H2. | Spring framework 2.5 does not support the embedded database engines. |
| Comprehensive REST support is available in Spring framework 3.0. | Spring framework 2.5 does not support Comprehensive REST. |
| Spring framework 3.0 automatically validates the @Controller inputs. | Spring framework 2.0 does not validate the @Controller inputs automatically. |
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**Q. 3.  What is the new feature in spring 2.5?**

**Ans :** In spring 2.5 following new features are added:

* Added new bean scope
* Spring xml configuration is easy than spring 2.5. : Doc-Type declaration removed and xml schema based configuration added.
* In Spring 2.5 xml configuration is extensible.(developer can create custom tag)
* Support for @aspecjJ
* New annotation is addd (preDestory,postConstruct) and component scanning
* New classes added in jdbc(simpleJdbcTemplate)
* Support for jax-ws and JSF 1.2
* Support for annotation based controller(RequestParam,RequestBody)
* New form tag library added for spring mvc
* Auto detecting component in classpath
* Support for dynamic language.

**Q. 3.  What is the new feature in spring 3.1?**

**Ans :**

* Cache abstraction
* @profile
* Environment abstraction
* Property source abstraction
* C: namespace for concise constructor injection
* Flash and redirect Attribute
* Uri template variable enhancement
* Consume and produce condition in request mapping
* Servlet 3 multipart Resolver support
* Code equivalent to spring’s xml namespace
* @ valid on @Request Body controller method arguments
* @Request Part annotation on controller method arguments

**Q. 3.  What is the new feature in spring 3.2?**

**Ans :**

* Support for Servlet 3 based asynchronous request processing
* @ControllerAdvice annotation
* Matrix annotation
* Support for generic types in the RestTemplate and in @RequestBody arguments
* @DateTimeFormat
* Initial support for JCache 0.5

**Q. 3.  What are the different types of IOC (dependency injection) ?**

Ans:

* **Constructor Injection** (e.g. Pico container, Spring etc): Dependencies are provided as constructor parameters.
* **Setter Injection** (e.g. Spring): Dependencies are assigned through JavaBeans properties (ex: setter methods).
* **Interface Injection** (e.g. Avalon): Injection is done through an interface.

**Q4.  What is Bean Factory?**

Ans :

* *BeanFactory* is represented by *org.springframework.beans.factory.BeanFactory.*
* It provides DI / IOC mechanism for the spring.
* It loads the beans definitions and their property descriptions from some configuration source.
* It is built upon Factory Design Pattern.
* Instantiates the beans when they are requested.
* Wire dependencies and properties for the beans according to their configuration defined in configuration source.

*Ex.*

BeanFactory bfObj = new XmlBeanFactory(new FileSystemResource ("c:/beansconfig.xml"));

MyBean beanObj= (MyBean) bfObj.getBean("mybean");

**Q What is Application Context?**

Ans :

* A means for resolving text messages, including support for internationalization.
* A generic way to load file resources.
* Events to beans that are registered as listeners.

**Implementaion of ApplicationContext :**

ApplicationContext context = new FileSystemXmlApplicationContext("c:/myconfig.xml");

ApplicationContext context = new ClassPathXmlApplicationContext("myconfig.xml");

**Q What is the difference between Bean Factory and Application Context ?**

Ans.

* Application contexts provide a means for resolving text messages, including support for i18n of those messages.
* Application contexts provide a generic way to load file resources, such as images.
* Application contexts can publish events to beans that are registered as listeners.
* Certain operations on the container or beans in the container, which have to be handled in a programmatic fashion with a bean factory, can be handled declaratively in an application context.
* ResourceLoader support: Spring’s Resource interface us a flexible generic abstraction for handling low-level resources. An application context itself is a ResourceLoader, Hence provides an application with access to deployment-specific Resource instances.
* MessageSource support: The application context implements MessageSource, an interface used to obtain localized messages, with the actual implementation being pluggable
* Application context support annotation based dependency injection but bean factory doesn’t support.
* Bean factory by default support lazy loading and application context support aggressive loading.
* When we use Bean factory as IOC Container bean Bean-Postprocessor should be registered through addBeanPostProcessor(). But in case of application Context the Bean-Postprocessor registered automatically.

**Q What is the Bean?**

**Ans :** Bean is a object which is instantiate and managed by IOC container. Beans are the objects which form the backbone of our application.

**Q . What are the common implementations of the Application Context?**

   The three commonly used implementation of 'Application Context' are

* **ClassPathXmlApplicationContext :** It Loads context definition from an XML file located in the classpath, treating context definitions as classpath resources. The application context is loaded from the application's classpath by using the code .  
  ApplicationContext context = new ClassPathXmlApplicationContext("bean.xml");
* **FileSystemXmlApplicationContext :** It loads context definition from an XML file in the filesystem. The application context is loaded from the file system by using the code .  
  ApplicationContext context = new FileSystemXmlApplicationContext("bean.xml");
* **XmlWebApplicationContext :** It loads context definition from an XML file contained within a web application.

**Q.** **Explain lifecycle of beans?**

Ans :

- IOC container looks for configuration metadata for given bean.

- Instantiate the bean

- Populate the bean injecting DI

- Call setBeanName()method of BeanNameAware class if bean implements BeanNameAware .

- Call setFactoryName() method of BeanFactoryAware class if bean implements BeanFactoryAware.

* The Bean Container finds the definition of the Spring Bean in the Configuration file.
* The Bean Container creates an instance of the Bean using Java Reflection API.
* If any properties are mentioned, then they are also applied. If the property itself is a Bean, then it is resolved and set.
* If the Bean class implements the BeanNameAware interface, then the setBeanName() method will be called by passing the name of the Bean.
* If the Bean class implements the BeanClassLoaderAware interface, then the method setBeanClassLoader() method will be called by passing an instance of the ClassLoader object that loaded this bean.
* If the Bean class implements the BeanFactoryAware interface, then the method setBeanFactory() will be called by passing an instance of BeanFactory object.
* If there are any BeanPostProcessors object associated with the BeanFactory that loaded the Bean, then the method postProcessBeforeInitialization() will be called even before the properties for the Bean are set.
* If the Bean class implements the InitializingBean interface, then the method afterPropertiesSet() will be called once all the Bean properties defined in the Configuration file are set.
* If the Bean definition in the Configuration file contains a 'init-method' attribute, then the value for the attribute will be resolved to a method name in the Bean class and that method will be called.
* The postProcessAfterInitialization() method will be called if there are any Bean Post Processors attached for the Bean Factory object.
* If the Bean class implements the DisposableBean interface, then the method destroy() will be called when the Application no longer needs the bean reference.
* If the Bean definition in the Configuration file contains a 'destroy-method' attribute, then the corresponding method definition in the Bean class will be called.

Q. **What is auto wiring and difference mode of auto** wiring?(http://howtodoinjava.com/2013/05/08/spring-bean-autowire-bytype)

Ans :

* no
* byName
* byType
* constructor
* autodirect

**Q. What are Bean scopes in Spring Framework?**

|  |  |
| --- | --- |
| singleton | Single object instance per Spring IoC container. |
| prototype | Scopes a single bean definition to any number of object instances. |
| request | Each and every HTTP request will have its own instance of a bean created off the back of a single bean definition. |
| session | Scopes a single bean definition to the lifecycle of a HTTP Session. Only valid in the context of a web-aware Spring ApplicationContext. |
| global session | Scopes a single bean definition to the lifecycle of a global HTTP Session. Typically only valid when used in a portlet context. Only valid in the context of a web-aware Spring ApplicationContext. |

**Q. What are the types of the transaction management Spring supports ?**

Ans :

* Programmatic transaction management.
* Declarative transaction management.

**Q. What is the difference b/w <Context-component-scan/> and <Context-annotation-config/>?**

Ans :

* <Context-annotation-config/> activate applied annotation in already registered bean in application context.
* <Context-component-scan/> does what <context-annotation-config> does ,additionally it scan package and registered the bean in application context.

**Q. Bean life cycle**

1. BeanNameAware's setBeanName  
2. BeanClassLoaderAware's setBeanClassLoader  
3. BeanFactoryAware's setBeanFactory  
4. ResourceLoaderAware's setResourceLoader (only applicable when running in an application context)  
5. ApplicationEventPublisherAware's setApplicationEventPublisher (only applicable when running in an application context)  
6. MessageSourceAware's setMessageSource (only applicable when running in an application context)  
7. ApplicationContextAware's setApplicationContext (only applicable when running in an application context)  
8. ServletContextAware's setServletContext (only applicable when running in a web application context)  
9. postProcessBeforeInitialization methods of BeanPostProcessors  
10. InitializingBean's afterPropertiesSet  
11. a custom init-method definition  
12. postProcessAfterInitialization methods of BeanPostProcessors

**--------------------------------------AOP-----------------------------------------------------**

* What is aop and advantage of AOP.

Ans :

1.Aspect Oriented Programming helps overcome system level coding i.e. Logging, Transaction or Security management problem by centralizing these cross-cutting concerns.

2. Aspect Oriented Programming addresses each aspect separately in a modular fashion with minimal coupling and duplication of code. This modular approach also promotes code reuse by using a business logic concern with a separate logger aspect
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