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# Pure backtracking

Let’s look at a simple map coloring problem and explore the behavior of constraint propagation, backtracking and forward checking in this context. Here is the relevant problem specification:

**V1**

**V2**

**V3**

**V4**

**{**

**R, G, B**

**}**

**{**

**G, B**

**}**

**{**

**R, G**

**}**

**{**

**G**

**}**

Assume we use pure backtracking to search for a solution to this problem. We use a fixed variable ordering in the search (V1, V2, V3 then V4) and the values are considered in the order shown in the picture above. Then, show the order in which individual variable assignments are considered by backtracking (this is analogous to the order in which nodes are expanded by depth-first search).

Show all assignments even if it is immediately found to be inconsistent upon testing.

Write each variable assignment per line as a number from 1 to 4 (indicating the variable) followed by a letter, drawn from R, G, B. The first four assignments are given below, complete the rest.

V1 R

V2 G

V3 R (inconsistent assignment with V1, go to other possible value)

V3 G

V4 G (inconsistent assignment with V3, backtrack to V1 as no other possible values for V3)

V1 G

V2 G (inconsistent assignment with V1, go to other possible value)

V2 B

V3 R

V4 G

Solution: V1 G, V2 B, V3 R, V4 G

# Backtracking with forward checking

Repeat the previous question but using backtracking with forward checking (BT-FC) to search for a solution to this problem. We use the same variable ordering and value ordering as before. Show the order in which assignments are considered by BT-FC. Whenever propagating after an assignment causes a domain to become empty, that causes the search to backtrack. Write all assignments as before.

**V1**

**V2**

**V3**

**V4**

**{**

**R, G, B**

**}**

**{**

**G, B**

**}**

**{**

**R, G**

**}**

**{**

**G**

**}**

V1 R (delete inconsistent values R from neighbours. Current domain: V2 {G,B}, V3 {G})

V2 G (delete inconsistent values G from neighbours. Current domain: V1 {R,B}, V4 becomes empty, backtrack to V2)

V2 B (delete inconsistent values B from neighbours. Current domain: V1 {R}, V4 {G})

V3 G (delete inconsistent values G from neighbours. Current domain: V1 {R}, V4 becomes empty, backtrack to V1 as no other values of V2)

V1 G (delete inconsistent values G from neighbours. Current domain: V2 {B}, V3 {R})

V2 B (delete inconsistent values B from neighbours. Current domain: V1 {R,G}, V4 {G})

V3 R (delete inconsistent values R from neighbours. Current domain: V1 {G}, V4 {G})

V4 G (delete inconsistent values G from neighbours. Current domain: V2 {B}, V3 {R})

Solution: V1 G, V2 B, V3 R, V4 G

# Arc consistency

Apply the AC-3 algorithm on the same constraint graph. Write the values in each of the indicated variable domains after any changes required to achieve arc consistency for just that arc. Then, assume that the following arcs are done sequentially, with the effects on the domains propagating. Write domains as a sequence of letters, for example, R B. If there are no values left in a domain, write None.

X → Y is consistent iff for every value x of X there is some allowed y, need to check all edges in all directions

Queue: V1-2-4-3-1-3-4-2-1 (clockwise, then anti-clockwise)

V1 --> V2: D1=RGB, D2=GB (don’t delete as there is allowance for all R, G, B in V1)

V2 🡪 V4: D2=GB , D4=G (delete G from V2, add incoming edges to V2)

V4 🡪 V3: D4=G , D3=RG (OK)

V3 🡪 V1: D3=RG , D1=RGB (OK)

V1 🡪 V3: D1=RGB, D3=RG (OK)

V3 🡪 V4: D3=RG , D4=G (delete G from V3, add incoming edges to V3)

V4 🡪 V2: D4=G , D2=B (OK)

V2 🡪 V1: D2=B , D1=RGB (OK)

Original queue done, now do the additional edges we added

- Incoming edges to V2, ignore repeated V4 🡪 V2 (completed above)

V1 🡪 V2: D1=RGB, D2=B (delete B from V1, add incoming edges to V1)

- Incoming edges to V3

V1 --> V3: D1=RG, D3=R (delete R from V1, add incoming edges to V1)

V4 🡪 V3: D4=G , D3=R (OK)

- Incoming edges to V1

V2 🡪 V1: D2=B , D1=G (OK)

V3 -> V1: D3=R , D1=G (OK)

Solution:

D1=G, D2=B, D3=R, D4=G