Variables in Java:

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. Following is the basic form of a variable declaration −

data type variable [ = value][, variable [ = value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java −

Example

int a, b, c; // Declares three ints, a, b, and c.

int a = 10, b = 10; // Example of initialization

byte B = 22; // initializes a byte type variable B.

double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java −

* Local variables
* Instance variables
* Class/Static variables

Local Variables

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor, or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor, or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables, so local variables should be declared and an initial value should be assigned before the first use.

Example

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to only this method.

[Live Demo](http://tpcg.io/07heJ9)

public class Test {

public void pupAge() {

int age = 0;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following result −

Output

Puppy age is: 7

Example

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

[Live Demo](http://tpcg.io/kv9gf6)

public class Test {

public void pupAge() {

int age;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following error while compiling it −

Output

Test.java:4:variable number might not have been initialized

age = age + 7;

^

1 error

Instance Variables

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However, visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers, the default value is 0, for Booleans it is false, and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However, within static methods (when instance variables are given accessibility), they should be called using the fully qualified name. *ObjectReference.VariableName*.

Example

[Live Demo](http://tpcg.io/mULkxL)

import java.io.\*;

public class Employee {

// this instance variable is visible for any child class.

public String name;

// salary variable is visible in Employee class only.

private double salary;

// The name variable is assigned in the constructor.

public Employee (String empName) {

name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal) {

salary = empSal;

}

// This method prints the employee details.

public void printEmp() {

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]) {

Employee empOne = new Employee("Ransika");

empOne.setSalary(1000);

empOne.printEmp();

}

}

This will produce the following result −

Output

name : Ransika

salary :1000.0

Class/Static Variables

* Class variables also known as static variables are declared with the static keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final, and static. Constant variables never change from their initial value.
* Static variables are stored in the static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally, values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name *ClassName.VariableName*.
* When declaring class variables as public static final, then variable names (constants) are all in upper case. If the static variables are not public and final, the naming syntax is the same as instance and local variables.

Example

[Live Demo](http://tpcg.io/NHe4EU)

import java.io.\*;

public class Employee {

// salary variable is a private static variable

private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development ";

public static void main(String args[]) {

salary = 1000;

System.out.println(DEPARTMENT + "average salary:" + salary);

}

}

This will produce the following result −

Output

Development average salary:1000

**Note** − If the variables are accessed from an outside class, the constant should be accessed as Employee.DEPARTMENT

Data Types in Java:

There are two data types available in Java −

* Primitive Data Types
* Reference/Object Data Types

Primitive Data Types

There are eight primitive datatypes supported by Java. Primitive datatypes are predefined by the language and named by a keyword. Let us now look into the eight primitive data types in detail.

byte

* Byte data type is an 8-bit signed two's complement integer
* Minimum value is -128 (-2^7)
* Maximum value is 127 (inclusive)(2^7 -1)
* Default value is 0
* Byte data type is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an integer.
* Example: byte a = 100, byte b = -50

short

* Short data type is a 16-bit signed two's complement integer
* Minimum value is -32,768 (-2^15)
* Maximum value is 32,767 (inclusive) (2^15 -1)
* Short data type can also be used to save memory as byte data type. A short is 2 times smaller than an integer
* Default value is 0.
* Example: short s = 10000, short r = -20000

int

* Int data type is a 32-bit signed two's complement integer.
* Minimum value is - 2,147,483,648 (-2^31)
* Maximum value is 2,147,483,647(inclusive) (2^31 -1)
* Integer is generally used as the default data type for integral values unless there is a concern about memory.
* The default value is 0
* Example: int a = 100000, int b = -200000

long

* Long data type is a 64-bit signed two's complement integer
* Minimum value is -9,223,372,036,854,775,808(-2^63)
* Maximum value is 9,223,372,036,854,775,807 (inclusive)(2^63 -1)
* This type is used when a wider range than int is needed
* Default value is 0L
* Example: long a = 100000L, long b = -200000L

float

* Float data type is a single-precision 32-bit IEEE 754 floating point
* Float is mainly used to save memory in large arrays of floating point numbers
* Default value is 0.0f
* Float data type is never used for precise values such as currency
* Example: float f1 = 234.5f

double

* double data type is a double-precision 64-bit IEEE 754 floating point
* This data type is generally used as the default data type for decimal values, generally the default choice
* Double data type should never be used for precise values such as currency
* Default value is 0.0d
* Example: double d1 = 123.4

boolean

* boolean data type represents one bit of information
* There are only two possible values: true and false
* This data type is used for simple flags that track true/false conditions
* Default value is false
* Example: boolean one = true

char

* char data type is a single 16-bit Unicode character
* Minimum value is '\u0000' (or 0)
* Maximum value is '\uffff' (or 65,535 inclusive)
* Char data type is used to store any character
* Example: char letterA = 'A'

Reference Datatypes

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy, etc.
* Class objects and various type of array variables come under reference datatype.
* Default value of any reference variable is null.
* A reference variable can be used to refer any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

Java Literals

A literal is a source code representation of a fixed value. They are represented directly in the code without any computation.

Literals can be assigned to any primitive type variable. For example −

byte a = 68;

char a = 'A';

byte, int, long, and short can be expressed in decimal(base 10), hexadecimal(base 16) or octal(base 8) number systems as well.

Prefix 0 is used to indicate octal, and prefix 0x indicates hexadecimal when using these number systems for literals. For example −

int decimal = 100;

int octal = 0144;

int hexa = 0x64;

String literals in Java are specified like they are in most other languages by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are −

Example

"Hello World"

"two\nlines"

"\"This is in quotes\""

String and char types of literals can contain any Unicode characters. For example −

char a = '\u0001';

String a = "\u0001";

Java language supports few special escape sequences for String and char literals as well. They are −

|  |  |
| --- | --- |
| **Notation** | **Character represented** |
| \n | Newline (0x0a) |
| \r | Carriage return (0x0d) |
| \f | Formfeed (0x0c) |
| \b | Backspace (0x08) |
| \s | Space (0x20) |
| \t | tab |
| \" | Double quote |
| \' | Single quote |
| \\ | backslash |
| \ddd | Octal character (ddd) |
| \uxxxx | Hexadecimal UNICODE character (xxxx) |

Conditional Constructs:

Decision making structures have one or more conditions to be evaluated or tested by the program, along with a statement or statements that are to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages −

![Decision Making](data:image/jpeg;base64,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)

Java programming language provides following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Statement & Description** |
| 1 | [if statement](https://www.tutorialspoint.com/java/if_statement_in_java.htm)  An **if statement** consists of a boolean expression followed by one or more statements. |
| 2 | [if...else statement](https://www.tutorialspoint.com/java/if_else_statement_in_java.htm)  An **if statement** can be followed by an optional **else statement**, which executes when the boolean expression is false. |
| 3 | [nested if statement](https://www.tutorialspoint.com/java/nested_if_statements_in_java.htm)  You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |
| 4 | [switch statement](https://www.tutorialspoint.com/java/switch_statement_in_java.htm)  A **switch** statement allows a variable to be tested for equality against a list of values. |

The ? : Operator

We have covered **conditional operator ? :** in the previous chapter which can be used to replace **if...else** statements. It has the following general form −

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

To determine the value of the whole expression, initially exp1 is evaluated.

* If the value of exp1 is true, then the value of Exp2 will be the value of the whole expression.
* If the value of exp1 is false, then Exp3 is evaluated and its value becomes the value of the entire expression.

Looping Constructs:

There may be a situation when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A **loop** statement allows us to execute a statement or group of statements multiple times and following is the general form of a loop statement in most of the programming languages −
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Java programming language provides the following types of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Loop & Description** |
| 1 | [while loop](https://www.tutorialspoint.com/java/java_while_loop.htm)  Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| 2 | [for loop](https://www.tutorialspoint.com/java/java_for_loop.htm)  Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| 3 | [do...while loop](https://www.tutorialspoint.com/java/java_do_while_loop.htm)  Like a while statement, except that it tests the condition at the end of the loop body. |

Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Java supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Control Statement & Description** |
| 1 | [break statement](https://www.tutorialspoint.com/java/java_break_statement.htm)  Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| 2 | [continue statement](https://www.tutorialspoint.com/java/java_continue_statement.htm)  Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |

Enhanced for loop in Java

As of Java 5, the enhanced for loop was introduced. This is mainly used to traverse collection of elements including arrays.

Syntax

Following is the syntax of enhanced for loop −

for(declaration : expression) {

// Statements

}

* **Declaration** − The newly declared block variable, is of a type compatible with the elements of the array you are accessing. The variable will be available within the for block and its value would be the same as the current array element.
* **Expression** − This evaluates to the array you need to loop through. The expression can be an array variable or method call that returns an array.

Example

[Live Demo](http://tpcg.io/4R5ayk)

public class Test {

public static void main(String args[]) {

int [] numbers = {10, 20, 30, 40, 50};

for(int x : numbers ) {

System.out.print( x );

System.out.print(",");

}

System.out.print("\n");

String [] names = {"James", "Larry", "Tom", "Lacy"};

for( String name : names ) {

System.out.print( name );

System.out.print(",");

}

}

}

This will produce the following result −

Output

10, 20, 30, 40, 50,

James, Larry, Tom, Lacy,

Arrays in Java:

Java provides a data structure, the **array**, which stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables.

This tutorial introduces how to declare array variables, create arrays, and process arrays using indexed variables.

Declaring Array Variables

To use an array in a program, you must declare a variable to reference the array, and you must specify the type of array the variable can reference. Here is the syntax for declaring an array variable −

Syntax

dataType[] arrayRefVar; // preferred way.

or

dataType arrayRefVar[]; // works but not preferred way.

**Note** − The style **dataType[] arrayRefVar** is preferred. The style **dataType arrayRefVar[]** comes from the C/C++ language and was adopted in Java to accommodate C/C++ programmers.

Example

The following code snippets are examples of this syntax −

double[] myList; // preferred way.

or

double myList[]; // works but not preferred way.

Creating Arrays

You can create an array by using the new operator with the following syntax −

Syntax

arrayRefVar = new dataType[arraySize];

The above statement does two things −

* It creates an array using new dataType[arraySize].
* It assigns the reference of the newly created array to the variable arrayRefVar.

Declaring an array variable, creating an array, and assigning the reference of the array to the variable can be combined in one statement, as shown below −

dataType[] arrayRefVar = new dataType[arraySize];

Alternatively you can create arrays as follows −

dataType[] arrayRefVar = {value0, value1, ..., valuek};

The array elements are accessed through the **index**. Array indices are 0-based; that is, they start from 0 to **arrayRefVar.length-1**.

Example

Following statement declares an array variable, myList, creates an array of 10 elements of double type and assigns its reference to myList −

double[] myList = new double[10];

Following picture represents array myList. Here, myList holds ten double values and the indices are from 0 to 9.
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Processing Arrays

When processing array elements, we often use either **for** loop or **foreach** loop because all of the elements in an array are of the same type and the size of the array is known.

Example

Here is a complete example showing how to create, initialize, and process arrays −

[Live Demo](http://tpcg.io/aXdX5u)

public class TestArray {

public static void main(String[] args) {

double[] myList = {1.9, 2.9, 3.4, 3.5};

// Print all the array elements

for (int i = 0; i < myList.length; i++) {

System.out.println(myList[i] + " ");

}

// Summing all elements

double total = 0;

for (int i = 0; i < myList.length; i++) {

total += myList[i];

}

System.out.println("Total is " + total);

// Finding the largest element

double max = myList[0];

for (int i = 1; i < myList.length; i++) {

if (myList[i] > max) max = myList[i];

}

System.out.println("Max is " + max);

}

}

This will produce the following result −

Output

1.9

2.9

3.4

3.5

Total is 11.7

Max is 3.5