**RSA:**

The RSA algorithm was publicly described in 1977 by [Ron Rivest](http://en.wikipedia.org/wiki/Ron_Rivest), [Adi Shamir](http://en.wikipedia.org/wiki/Adi_Shamir), and [Leonard Adleman](http://en.wikipedia.org/wiki/Leonard_Adleman)

The RSA algorithm involves three steps:

[key](http://en.wikipedia.org/wiki/Key_%28cryptography%29) generation, encryption and decryption.

### Key generation

RSA involves a **public key** and a [**private key**](http://en.wikipedia.org/wiki/Private_key)**.**

The public key can be known to everyone and is used for encrypting messages.

Messages encrypted with the public key can only be decrypted using the private key.

The keys for the RSA algorithm are generated the following way:

1. Choose two distinct [prime numbers](http://en.wikipedia.org/wiki/Prime_number) *p* and *q*.
   * For security purposes, the integers *p* and *q* should be chosen at random, and should be of similar bit-length.
2. Compute *n* = *pq*.
   * *n* is used as the [modulus](http://en.wikipedia.org/wiki/Modular_arithmetic) for both the public and private keys. Its length, usually expressed in bits, is the [key length](http://en.wikipedia.org/wiki/Key_length).
3. Compute φ(*n*) = (*p* – 1)(*q* – 1), where φ is [Euler's totient function](http://en.wikipedia.org/wiki/Euler%27s_totient_function).
4. Choose an integer *e* such that 1 < *e* < φ(*n*) and [greatest common divisor](http://en.wikipedia.org/wiki/Greatest_common_divisor) gcd(*e*, φ(*n*)) = 1; i.e., *e* and φ(*n*) are [coprime](http://en.wikipedia.org/wiki/Coprime).
   * *e* is released as the public key exponent.
   * *e* having a short [bit-length](http://en.wikipedia.org/wiki/Bit-length) and small [Hamming weight](http://en.wikipedia.org/wiki/Hamming_weight) results in more efficient encryption – most commonly 216 + 1 = 65,537. However, much smaller values of *e* (such as 3) have been shown to be less secure in some settings.[[4]](http://en.wikipedia.org/wiki/RSA_%28algorithm%29#cite_note-Boneh-4)
5. Determine *d* as *d* ≡ *e*−1 (mod φ(*n*)), i.e., *d* is the [multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of *e* (modulo φ(*n*)).

* This is more clearly stated as solve for *d* given *de* ≡ 1 (mod φ(*n*))
* This is often computed using the [extended Euclidean algorithm](http://en.wikipedia.org/wiki/Extended_Euclidean_algorithm).
* *d* is kept as the private key exponent.

By construction, *d*⋅*e* ≡ 1 (mod φ(*n*)).

The **public key** consists of the modulus *n* and the public (or encryption) exponent *e*.

The **private key** consists of the modulus *n* and the private (or decryption) exponent *d*, which must be kept secret. *p*, *q*, and φ(*n*) must also be kept secret because they can be used to calculate *d*.

* An alternative, used by [PKCS#1](http://en.wikipedia.org/wiki/PKCS1), is to choose *d* matching *de* ≡ 1 (mod λ) with λ = lcm(*p* − 1, *q* − 1), where lcm is the [least common multiple](http://en.wikipedia.org/wiki/Least_common_multiple). Using λ instead of φ(*n*) allows more choices for *d*. λ can also be defined using the [Carmichael function](http://en.wikipedia.org/wiki/Carmichael_function), λ(*n*).
* The [ANSI X9.31](http://en.wikipedia.org/w/index.php?title=ANSI_X9.31&action=edit&redlink=1) standard prescribes, [IEEE 1363](http://en.wikipedia.org/wiki/P1363) describes, and [PKCS#1](http://en.wikipedia.org/wiki/PKCS1) allows, that *p* and *q* match additional requirements: being [strong primes](http://en.wikipedia.org/wiki/Strong_prime), and being different enough that [Fermat factorization](http://en.wikipedia.org/wiki/Fermat_factorization) fails.

### Encryption

[Alice](http://en.wikipedia.org/wiki/Alice_and_Bob) transmits her public key (*n*, *e*) to [Bob](http://en.wikipedia.org/wiki/Alice_and_Bob) and keeps the private key secret. Bob then wishes to send message *M* to Alice.

He first turns *M* into an integer *m*, such that 0 ≤ *m* < *n* by using an agreed-upon reversible protocol known as a [padding scheme](http://en.wikipedia.org/wiki/RSA_%28algorithm%29#Padding_schemes). He then computes the ciphertext *c* corresponding to

![ c \equiv m^e \pmod{n} .](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAAAVBAMAAABMN+opAAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAAjJJREFUOBG9VD1oFEEYfZds5vZ+du6aFHIQF0EUtBBsrOSQI4UoCFai4FYGwcZSRNmAohgwaVTsIqRJ5YFRi5y6VgpRcoWFegEH7BQSSSExhfh9s8ndN+xxSeWDm33vfW++nfvmOOB/odVy3vTeUST8S8J5IXg/GjQDaQ+FUjEPrgnHM0L0oWuLr6V7S4qUnxOWXxeiD513vXFXspLdcDJbl84kSlLOSJFyp9tcti6d8pKce6kta326VaynVxbpGTy2iIgerh96tvrhhC32luEQ6tG+1vGphRD++ecGtC89G+UXDFCY5fC8uRPxs4vkRuR1MNHVKSlEQP4zGqH6i8vGH8NkrPfYUpPyZwCvSUr/xu00v7UW769juIqnjkmdDJCrY9nQhhpwGg+AL5yxeeo2Qh94M2xB37VgWvyFfBNnmQrwWHIJ3gGbagN4qde375TzIVBuU6KS0EKdGxYx0yNYi/nVDirGdntL3Yao25sfm9vdKD9NRdttetbZRKKQ4AA07XCQj7vd+GzLvbNRnq8jSGihYygKClQifEKpek9YRHNRtxuuAw2Mbs0NlK+VaWQhpejmr9AjOGoRE6X51xC0eagCfGU0N/6meGLUGCaMf9XWKb/xk1+na9CdVsTmKsMwewXchDoVM++Bfr3q2+jI3vG5P4la+Wjgd5YuPuQ65S8k1A2azrxL6OoOwf071N3yV1dm1LGMM8j4PqgIKP657R7FZGDWG1jNFg9mLeHYf9Z/3TyVBh6afIoAAAAASUVORK5CYII=)

This can be done quickly using the method of [exponentiation by squaring](http://en.wikipedia.org/wiki/Exponentiation_by_squaring). Bob then transmits *c* to Alice.

### Decryption

Alice can recover *m* from *c* by using her private key exponent *d* via computing

![ m \equiv c^d \pmod{n} .](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAAXBAMAAADuPSAcAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAldJREFUOBGVVEFo02AYfevSplmTVAUFD4WqJ4dgFRwICmHzoCCsgkfFDtF5UFYvio5BRUFEGIHtoAfpUC96kIAHD0EIIogoc4ow0BUCHgUdqIWCiN+XJvYLLal90H7vfe/7X5L/DwESYLYSzMEtpTT4moQVRjXBHNhqvPflGsOSirlyttPJVTq8J1NX6rY0vkkRcPWaaL0WvBedtKdkW/GkavNtonVU8F70Cz7Itl6Rqs1lnF7u9mXnBPY5Qg8JHlEZl/aibu+ququ+cJ4JHlEZh3Xummum++jems/84kbGFqbanMtF4AkwNf/106K7DIy7O4ORII4T+Bw287CRvYRXTqbGXOCYfbgiJFG+yk1LX8aMndmKCRsTlraHR3KU8ILqGxbH6z4eIB3cKes2tCbGIx7WW1QPwGihXhl2oFexiR6HPU64T3U7C5wCbiO1xHTxEMMipm9gHQNf8CCMGvLlGQu5mvYHaO8dJcyTuRqMj0L7iaEi811vGS+J5VdYx8CfA4orUdx3imulf0Vxo1DYbMcVYNZQt2JLMVmOa1I36BfG0d0Z6527KyDFDzMXLGlC9fBUia+n+IwV2P/+xoiFcVnaOw97w71DE8MOPQ2dOPgQaGcvp5hffcx4SGzExwXuCPDBhXHp/Tht45ytXGefEvJHHGAMCw5yVWRtnP/IhnaXEbDZ5xWuAvQaT/8o7vh95l0B040r9D2Z/byb3x5KSDWolnCHQv8XC30GzWKfgbitxnc3bpIasbpaSQ1tKcmlnUi2u9yTXZ1Yw4up/sK0kmZyNrt/ASIJjHqQS8odAAAAAElFTkSuQmCC)

Given *m*, she can recover the original message *M* by reversing the padding scheme.

(In practice, there are more efficient methods of calculating *cd* using the precomputed values below.)

### Using the Chinese remainder algorithm

For efficiency many popular crypto libraries (like OpenSSL, Java and .NET) use the following optimization for decryption and signing based on the [Chinese remainder theorem](http://en.wikipedia.org/wiki/Chinese_remainder_theorem). The following values are precomputed and stored as part of the private key:

* ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAACN24kIAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAFVJREFUCB1jYHh7YO9qBgaGCe0JrAkMbA7RDMwXGBjYPjHwT2Bg4DVgyH/AwMAjwDAVqIR1A4MtkMqfwHkASF1+eRdIMhwEEQxgCaC2b2DOjj8OQBoA4+sTexM9h3sAAAAASUVORK5CYII=)and ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANBAMAAACJLlk1AAAALVBMVEX///8wMDAMDAwWFhbm5ua2trYEBAQiIiJAQEDMzMxiYmJ0dHRQUFCenp4AAADhN1cWAAAAAXRSTlMAQObYZgAAAFBJREFUCB1jYOA9vbKBgWE7w7QFDKxPGPwCGNgLGO4xMPBtYDjOwBAXwGDDwDDPgeUtAwNTAOMDBgbW7hUGDEDAfABE8l0AkXEOQIJDT5QBAPIoEC7gruuEAAAAAElFTkSuQmCC): the primes from the key generation,
* ![d_P = d\text{ (mod }p-1\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAAVBAMAAAA++IifAAAAMFBMVEX///+KioowMDAMDAzm5ua2trbMzMwiIiJiYmJ0dHSenp4WFhZQUFAEBARAQEAAAAA30ffnAAAAAXRSTlMAQObYZgAAAlFJREFUOBGFlU9oE1EQxr8mm212m2x77S16UUTqHxAKXp72rgEJgkhZUIrgYSOIUE85CC1SRPBgg0UD3m0uotKCRb2IRdqLCIJ6EGmoaNRasIfqvHmb/fu2Hdh9M79v5svbtwsBdg+xe0vYYYTpDlnJTYpmLUnC2qpy7nwKUTTz+c0o47z0IYUUOEXLF5W+yWhhblbSasaA+YRaT6r2xfQUE+b9blrVexoj0tNpcf9WeirklzWi3hPYR72Fuhywu5qxgM9oxJ08sUKOnZm2ZizgV4Czq8NTE81J4PzsK8Bca7KnPXVi7nZ8Uu4T14G78JYCZX1BRl3WPf6O8o+uMwlP2G2MCZwRWJANxYGrkGIk2HMNhU0MtiK4lwZ8g8hRFLvUVh6CU8EowPusUfm0165W9lxGfx3z9Jvb09/jsuLEunSNorhCnvMurK5Jb5Q9hSfwnsQJGRd5mj1vYbAhO8wu8vGzUTz0PEyeDwSsTfuP74k7MH/S6F4Z+6OeXhWLBqw6ytIzPE/FCclnp31KT95nobdPjNCu2Sq4+c/uCWPLQq6BF4HCieKUHqPL95TnWZfnuc4tqxhocBLc2LODfLW0UUP59WwrUDhRnNI9dPmefW1ccPEQxnHZYv6lbyMe7PkYhc6N5Qa8uEaV4pTcB8Z/L73cPnfoGR5Nf5VK88c1Eqwjcw1aIvH23zcB+c1z3PNXzTKmYYxyn7WK3cMHtTJDp5qh5Ye0Qs5V+NKvrEHAqGhHgdP+cEIeT9TaclhL0ff8gFaoaGkC+v8GCZpVFgX+A2jXoKw2Hhf/AAAAAElFTkSuQmCC),
* ![d_Q = d\text{ (mod }q-1\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAAWBAMAAAC4bPoxAAAAMFBMVEX///8wMDCKiooMDAzm5ua2trbMzMwiIiJiYmJ0dHSenp4WFhZQUFAEBARAQEAAAABgpxgcAAAAAXRSTlMAQObYZgAAAmhJREFUOBGdlDFoE2EUx/9J7q5JmiZ1EJ0kOLh00EFFUOgJzhqQToKJIIKCpFMHQQgo4tDGoEgsCEYcHewiCu2QQSzFIuLg0sEI1iZUaIfYIQ763rsv913uu7Tig+Te9/v/3z/ffbkE2LusvS3a8Y/m93rC65ypMNHrVEH67FeNgp3iyUYQcp9ZCxO1Pk/X717/YYjF41dMdciA84asZz37kjklxOMzphqdaR3izGxD/D1zSnNnwVSjM4EDZLWn2Z/eNqc0TzZNdbdMfKLEzmzETjQfycO+ffjJzPV6DfbKrAunPe9lplfutQY/j/eJW0Ad5aavbC5yye77fKwEjP3ARs3p4iWs47joYlEG6rhZ8Selkcw27B3kGoOKrHyec4HEOB4APXwGvuEUIPu0u7hQGJyUzFWMTOMVYN1/qp6rvsnjtMrRK1HBHGWmd4BnDn2jktl3XOO6KnOSWUWuwo5LJUz007yrx6lXmXcoM9WlzBu/VGauhmXSnX1cB2VKZZYLWLKcL3RmDcL6PIWzUe69As6Ufdr9fRZpkg2BUvdedq1earRJmfmACAhnkqAzo3vnTD7PDT7PTRbYwddASWaHRjLdqXIJ4fMWzvZYXmdOwDmJF7BOE6fJ2DZfAyWZr2F37q5WjhJ/FNCoFc4o1YK9dSYzuf78dy3drpZImd/i36vdqS6wQdfHPz9d8DPPVaTXCenMN+uYyRThIzMq3fLQ6JGHsYahKrA+TIh+sGMl5V+uvjs3bFT9eUXIRTcCXvZZPF/z+1ATH6ZkJ/eHrLwc91n8bdPvw83jMNhtnXR91VrTvQ//s/kLuVWnml3tNEgAAAAASUVORK5CYII=)and
* ![q_\text{inv} = q^{-1}\text{ (mod }p\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ0AAAAXBAMAAADjI1BbAAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAAAnBJREFUOBG1UktoE1EUPRlmJpM0n6Loot3EbETMopsKfhZBcVPEjt3oRjJWEIQKWWipKDp0U92YQMAPUsi20uIgSBciDSJVaAoBQUFdzEKzUptF/BEI3je/vJlJNRvv4r577jn3zMvNAwaL8cFkg6pWdg2qHFD3v/xkNXiBM7rXee1V/yzc+z0KKfeUvZZoeOW2RSKbzeYAx0/Kh4TJnl8fNiR3Go6fqIcEnB9OhtjtGo5fLMzzfp/CdP9Os12ziBdhmvdLE536uNEIq+zO1/pzP3UIuD2yfP5pfQI4W/8APJnZtPb3Jb/8HoiZwBIWNH5IeMCiwlrxsjLLU8B9gjtUcQIlQ3mI04Z0BauWn1ZRIyrEGqTvWNP9Qx4qqEO/PGAVo5QvQ+7QTLQGMRNrQGB+kj4CaiQbEMewhSP+KRcdQ6rl1vbJ4CzkYaTNkorE8FoV9v6kDtIa5AzLb/DZP+WiH0iOubV9duggvyL5PSa/zpbp+CWKKJjMj/Kib6a3P6kL+j2+YM/G8aP7yS3vfmIG5wBBA+2oqxxQFuuH4ztRMfhptlqTbwBzPb8I7S8fdfaHSBXXAbGKqCm2cAkXkcNLaP7pG5j0N3CCsHO/1DUsGMooThWZpqDJeSCqQ8pNl8lvGm8ReVZjVC+m1vf1gFXRe57/2XjXvjN5F/MX9gNT65u/daJeNeuUo0xEO7L9hBkGfeFfLbDqYzlw1KpXWE6bjp+0mxPYZTfQEcxAw4W0PIpxlkqGdPDWvW9XdRxnkA+FvQ8+hgLvx+Xor6NQMpSEmyEbxlmxt626pXM2A9iBS22dKrE/+bduPPgBXrwB/AGthqDlCQWPFQAAAABJRU5ErkJggg==).

These values allow the recipient to compute the exponentiation *m* = *cd* (mod *pq*) more efficiently as follows:

* ![m_1 = c^{d_P}\text{ (mod }p\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAAXBAMAAAAFCpsfAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAnNJREFUOBGVVEtoE1EUPUlmJpNOZxrdSF1INy7ED1m5kZJZ2IVKNaJ2IYJdKlHIStxYHkGlm5IhC1diA65qoSQiXRiLI4p0o1ZFkbaBWQpFCEpLa7F433wyM5mkoRfm3XPPuTm57w1vgB7x2ujRsBe5uJfmXr3fgw27TZkKNnbEscb5AB9jgcKGD3ItRvFhiwuDPLZw+cMqc9ivYZGqA7pP3fRhRyQ3RR19Oc20VdlJwc6Y7lePfdgRKRV1EEkopq32sUhT0EzKROQQoZnCKRQhMJu9b6+hJWgmVkJStMg3DuFF/YcjfI7qQTMUoK1qCzNTr6xoIx6uVDmb96Q54OrE2vJkfRa4uDAIaqjpXEwsP6lR61MoyUXcqopN9xfSaR5n7ZYz4h+eR1wJdwncYdIsSkZCR9kQj0DQuagKM1y8jZ8DFt6hZcY1N0pMThNU/3nEFoFjUJsYyCQtSGZ8Cc42r1A5CuyDkQWOQtWBRYTjWbgE+PTHoRbILMugNEsZ18woGbgH0GU5iNQmhDR+8V0EIrUdKGzomg2RGV1/ZTObc83wHPKObTYKrYBpZthHAv/MxPV2M75Nmoyb2ZNd9ybDe5qTbxPrkEx8kS3HzDegeTHpl4QO0+OaJenMKnRmkk4cMAFhib/2RBPxKt6oaDfDHETqCMRHwq6ZpqPIEkMo61yXt/GS0gi/KkkD175FzR6ttF3seWDsd3r/xqVP53CycYOq+vxfRi7KiRr/2wI9XrS9AI/2c9mHYdQ/zuvEOC1e9DSTcl5rW45bnOhnfHVieMPyYJecMrsI04wLY13ULvRaZ1678JYLZme1G7vrl1k18B8dVJmYtaB0cQAAAABJRU5ErkJggg==)
* ![m_2 = c^{d_Q}\text{ (mod }q\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAAXBAMAAAAFCpsfAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAotJREFUOBGVVE1oE1EQ/rKbTXaT7iYFD2pAFDxYRFrEmxYj1IOCEgQ9KQ1oRZvG5uBZggWrqHRREAShAQ9WD7IXD7aWRFDwuFaM0ljcg4onCdRCg4c6b1+Sfenmhw4k88033/uYN+wu0COKZg/BVto3tyLupS2LAk0sNuFuPS4NrJwWz2wXC4bVs00mmmrCDiCDGoxKot7VhzbLAtc95qoH2yK1qiRxDSGHd+/5Rds86okH26JoQd8RTUMu8O6cXySYhXxzt8qNUvBwON8wU5OtXVYJZkqBEV0is7JrGgjEXYnOU4tcMEMOxjdj8fn9N06LhBe3KhaBB4BkukTEgfLsz+Lc3XkLSuKjCTW7wM3kxNc08BTR8AdMWEqVn0dohMVJVsknlFVKwanXF3mTLozwFYxbag2HoA3gjIkRtzWPaRvI4nfMwTs0zfgx938mr8YJaJeX73A2RgNKJXwHVnEDmMCB+s6UGmZTQD/Mo8B+6EkML1MtxotGERzmKEZJsvGFzOR1oKjS4O41IwWQC+hl2QltHcG4ZpO/GNq/RhUZ4KhutkRmUdIWp9bqZjGLXFyzUzBymM0/rNLwEHamkLQ13GvaYGbuZGyl7mSjKRwjaT+whlAJS6qTogHFYOVtkYBEe6BrMjO2s3G2s0tMMWNqbJAM5CokC291eprSrOHFSyi2VxHqczyzH1D34SC0vUwhpfqqlI4jWkLYxPnPwC/GC/Go8kmoCNKLpUzuCQyOHflrydlyHkpmYZK9YkqmnKSUo189ZLvXF0nb3dD6cjBOz2Xaoy88/ukV7dFYe5rY2BBtId9sqxsb7N5do/NHZtQEznU962salo/iRGjwPVDq0OxEv+rUIF438R9vJZuTtd0svAAAAABJRU5ErkJggg==)
* ![h = q_\text{inv}*(m_1-m_2)\text{ (mod }p\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPcAAAAVBAMAAABoLmXpAAAAMFBMVEX///+enp4WFhYwMDAEBARQUFB0dHQMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAABC09tzAAAAAXRSTlMAQObYZgAAA7JJREFUSA3VlV+IVFUcx78zd/6emb0zIWRI6C1a8kWYWBCxNXwSFnuYBxFBFoZqVy3DIUiwh7y0lT0s7n3qD6h7S0HxxUHMgkBuFJtE1OqDtiA6oQhGtLP2tCpr39+9d+6f2bnqqz/YPef7+37O+Z1zzzkM8LTE4Sdb6NtdbDn/t931IJR+wwn0Yzql1mMA39Ysr9OH/9kIpnCpyhNOCdwMBj66o9c8vw+fNYKhLnXGX2eQTexsTHR6jFc83YePFIdQh3pGJksj2Yo7KzzZh48WF+pafGCyyjnJXtypuDLnxLOiosWFuv/Ojh4otX1PPZYqN0QO8HJ8Xzv/7lefvRpzRZQmSuNzX06QkEhX5T959dIPu+duv9mCvn3MAo58OmaI82zt/E6XUg9QYR7lFyXWiXcWJ01pu2FlW0X20zZgvm5rMzjRdYK2kPkVww212UtoDWmFz/yOoZZaxDeWfgD6h/jCEMdc1860oTVQWMR0m4kw9CVM26EEfrn99RbqjIXUnfsYaGJN1HX7q6dbuIpUxzOydWnJI1/DlFW8h/3AMNJ1lA0aur0V+QZIDTg4J2gY2ixnvxJqqE3DbUo5I06faWCU31Qy+FfijvS4ni3IzuLUhA0UHEkJnzfxMbCgloC3wAVmDXH0RVRMofjMf5JEGMyPYnWogTcuiZLT4fT8ToMobWszow9JbBBzFMUlbq1oqpGguOzclNe0UGLxfdaaql8818R8VYrzmW+V0eGZMz8omSC+G3/+AwoeE9ImvxPLuCIA2FmL0mauS3WwwLlMsYT3i8vOp8Kda458D1KHoDqfCxvEfLu4oP5Ug+Nz52bTc0xfKLRWscnb3L3N75Rr/rWs+D2Ua9ilV21ZmdaSyYT3i/NIMIS8f+bItOQSkLqGnLFH2CDyVa2DT/ARZnK1gpv1nprWcI92P8pOvbc47wKv0G9Z7qfuleXk5LvFV1rqAHgit5pgzJuFmku9gOKVqmSC0GcmDRafxA6MeN9EWWLmHGAvMAK1od1bnB4v93H+jJFAnn8ur/54P3tw44q7pro4yTn+2T1216az67lx/vcoduLBN+EVv9iIGMVmRMiB9ouUWQS+dZ0YH2OHXeVRMUNEpeoXv2WK7MaP3Q7bpOKnjvF3+roHRvnIUMiBM3wq5lCcsfTLp19+5j1ba0eto6FITa0PRaSnP3zYgXK8TISPIHyhvJMIqJjFO3PwtZ6MJ1Nm3/SypOZnkviz/9kkutSy4QmJCwn5nnTweB7Jk/ofwyX02s2PkAEAAAAASUVORK5CYII=)(if ![m_1 < m_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEwAAAAQBAMAAABO9YSUAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAP5JREFUKBVjYMAGOBuwiaKLcaQEoAth4XOcMsAQ5bvDt3dl754HCAnWNRCzUGS42U8w5Gxg/QBXxrymAcJGkXnB/4DhCANCGZ/bBKgOFJkJ9gwM2gy8DgwMJ8DS4RegqhjgMra3gK6QYuD8wcAiwPC2AiJ/ZQNMHVSG8wLrTwYGXwa+Aob5DRMYoMoYttyEqoPKTP7A8JmB4SsD2wGGSxwP4MoYnkhC1MFkAoDWMX9gYNrAcJCXAaGMwSoDpA4hw5jAwH2AgX0CQ8xVZGUMUQ+AyhAyz0C6YADmNhgfTjNf4ISzUUxDEgUyY2c+RQjYfnuA4CCzOP7//4DMx8MGAKvdUcBrynYjAAAAAElFTkSuQmCC)then some libraries compute *h* as ![q_\text{inv} \times (m_1+p-m_2)\text{ (mod }p\text{)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAAVBAMAAACd0O5ZAAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAAA5JJREFUSA3NVEtoE1EUPU1n0kmaJlJ0YzcRpBurdKPgZxGKitaCoygW/GSsWhAVu1CpWHR0o93YSkEtUo0LBaXgoKgLlYYqdmELsYKCH8jGrkSz8IMWWu9983szJf5WXsibe+85953cue8N8P/ann/7awnTqYvq4Q1aXQjwWGGOE8dzZYDfpdc5hJsziPN6/ZTL8jMBb1Mg+ovAKVQzM2pqJPXfbL9mRvEfJpSiICqmeMiLrO6wZFj2pf/ppSs97xdOMiPA2EyKrO6wgqQ8hTs4lUjzGrI/UkdJVA2HaimU1ZmVfPusEGC1AdolzlTmgOuZwccP2pt9gqP+ITP42k+SFyReFtgyoHvu4K67o1S/ffQNcHv/mHifySfxsRxArBs4bQiuu9Sk0W1xEDMBo9ZUGnDSxegv2a7Rp1fofjZMbBHQRVprdaUZPRb1s8VSD+O+UI/GFmMO0AL1C4ZMeRtg3G4dFRaSW3+gsgOffIKtrppzUZX3s2HiOwHV0XoI0UlSILKSjhUQEeqtFTl0Ae+gNNLeK6R9aDZrRetIUTZZQkUeL6hnp1Ond3USKQNQN7Mx3SVq7XxTaHpkJfodQXQWUsUeHYlZQzl37lkLX5lFe7zAe0F2F2227aVo15pGDOkYQPw5q0f6+8/19/eRl+hAtghsWslmUMIl3sNJKrPVJylP6h2kfovUJz8VXfURqFPMoj0GiCRb96O0CHmwMQNXUf0FcKfs9K6ksVOu8Yg9JAXUC4xG66pT79GS33sTvxFiZfXqKW2JNjC6/GpjbDkX0dTHRXGVCaRMzKdGd4TV7cEJmr24RI3fFexL0kmQ0zuNT8lUuXOHfWqaUVVUSjiAvWhIZKJiIzrwdOzJlDz4vHUhki6E1bNGNMMczzwiFlKOdflMe+rJYzhtaXXY0MGA+hW76dEJtaGtl9Tb8BJ1DxkBv4C37PDXZhiog7ZaD6uPTIwyxTePKL5RQoOLT30rvPp8dv15nGpfAGx8OvbdpJrE8f15ejCL7oGtXs8ZyartPexMaO5NEi/oTsBCvCBy94OIH9GpIRMsOiW2+gaDc5ItknxXXbFzXRIUcLV920z3ekaKAcgP7E+FuMQ9lrr0zIWPR01F93Hh3fHj5EEeomf0jSpj2elpet82WN1YjiSUmBU5saoMB0mjHHLjs1kO4nzGASecZ+gRv8JfJI8VQr3wmuf9lZOwHHpc9Fimllg/AQ8p71PIbz+3AAAAAElFTkSuQmCC))
* ![m = m_2 + (h*q)\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAAVBAMAAABf4KrdAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAiBJREFUOBGVlDFo1GAUx/9ezN2luSTtJroIjkW81UE84ToKoYNTxQgVbKtwg6NINhelASeh0E9EsTp4SxepcEILHY8Di6hDFsV2CojS4lDf+77EfNek7fmG997/9/75ku+7XID/DavsglJYZtTZKV1kve1n3ejVaaL+Nij45wrkWPCIHF5csC0VyKEgSievqN7IRO6uNvP+mE6oeb1FdaB6PZtCV0f2qdMZJ9fL1Kk/WgfuV/f9yuO1OB2mpUiFmozFVP98uSnVlMzGmU8B8Bx2bRN3umbCcLbNIajTKU8AITNqIWD+hkfFAp8Z8A4P+8Bd/KAfYh1qJTmQqUiFGnq0I6cjV2qszE3TEuYeln1gAtFlYBJOSxmz/I9e+kwuDiEzPCpjAegiYOfZBish1RZwGtYuTo7zSIuUWn26JbDebt9T2+aVaBfzbHXvh6y6tARAK12F28FyGJGapVNSF2T0SYKfNKAQMoN3R6/TA/qjGedvvw5J+bhCswngF6o9DOoxKS0y6tMDyxCqVGizAxiJTcflb9oxsBhZfLMFgqh08cFRxizn9ESgmFClEfPr5Ihtli84VfxGQmUKdg+1CDMfGeaR0+8pFKraAXAO1psmy4uczIWtFpUO90eF0acT4RAywzqrqp755zICnZT1159+U7iXTm8VXR49YCMs8iFS399PhgBKPh/8abg27BpFud2DruqFDaB3kI6gV8s8ToS/QLSNMJ7kiyAAAAAASUVORK5CYII=)

This is more efficient than computing *m* ≡ *cd* (mod *pq*) even though two modular exponentiations have to be computed. The reason is that these two modular exponentiations both use a smaller exponent and a smaller modulus.

### A working example

Here is an example of RSA encryption and decryption. The parameters used here are artificially small, but one can also [use OpenSSL to generate and examine a real keypair](http://en.wikibooks.org/wiki/Transwiki:Generate_a_keypair_using_OpenSSL).

1. Choose two distinct prime numbers, such as

![p = 61](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAASBAMAAAD8nwB9AAAAMFBMVEX///9AQEAwMDAMDAy2trbMzMwEBAQWFhZQUFB0dHSKiorm5uYiIiJiYmKenp4AAABab3oFAAAAAXRSTlMAQObYZgAAANJJREFUKBVjYMACAnsvMDBwC2CRYWDgq2Y4xcAQfgCr5DYH7l8Mm8SxSzaDtTBhlzRESL49vbITzIMR3H9XXtzAwADWeaFmA1sAAwNjOQjUAFWw/glgyYZIsjhkMbADXY4ArH8YGCwgktysvxnYUCV/MDAchhrLacAQvwChD8gCSh6DSjIJMMwHiiDsZChE6GRbwFCLopHhOgNDLlRn/ATOA6iSzA5cBlDJySt7UeUYuBUFNzBwyH/sZmBQRJNC4Vqh8FA53F9R+Si85Z8eoPCROQAmQzfRZjpmhQAAAABJRU5ErkJggg==)and ![q = 53](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAASBAMAAAANlFvwAAAAMFBMVEX///+KioowMDAMDAwWFhbm5ua2trYEBAQiIiJAQEDMzMxiYmJ0dHRQUFCenp4AAAAAmQDQAAAAAXRSTlMAQObYZgAAAO9JREFUKBVjYMAEfgyPGBje7tTClAGK/P9vxcB2gGE6VkntiwwMnKUM8gLYZC8ABRkdGOQf4JIEioOM5buzawKqktmnpwIFuMqAxAmG5RuA1BQXEGgAshgUGESAerYArWT7yhCfABJCBvwHgLwmBgaOBob3yOJgNrsCkFq/gQGo6AaqJNMBBmYHtgAGfgOG/AQGX5Akwk7+CQzsCusbGPgLGNYHsP5D1cnLwBD/IFyAIV6BgTmB6QOqJN8BBiUG7gcM0wMY2ObsdECVZHh5Cei3k5dUQcIsF9Akkbn8D5B5aOz8ADQBJC6nvRoSD4UJABV5NjQpG5QnAAAAAElFTkSuQmCC).

1. Compute *n* = *pq* giving

![n = 61 \times 53 = 3233](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAAPBAMAAABzd8JcAAAAMFBMVEX///8MDAy2trYWFhaenp5QUFBAQEDMzMwEBATm5uYiIiJ0dHQwMDBiYmKKiooAAADb8Dx7AAAAAXRSTlMAQObYZgAAAgZJREFUOBGdVL9rFEEU/nbv9naTeDfBxlZIk/JAmwiBA0kqQasr5NCFcBIL/4YN6cRmK1EQ7lIFIcVWdoGtEhSVBdHKyIhFihQRsUm1ee/NZH9a+Yo33/u+b96+mV0W+Ef40xNiXzaU27gHbHw7btDCbG49tVrbYP1340UN/05jd57fgJtgu04L42bYM1rbYO0Lu5jphaNm00+PgN5znOtaV2F6QJQZ1DJYt7cs4ENtM/CA6sEQ56MaL4wKoeaC2gbrdkIBpmmfsDuiJE1paRxfGCdFML/SyDD4Pjh8S3UlZj8O6dphmnohsBKz+kxYf5dxNQwT0UEEcVoKjjFlz9YtjjmhaB+r1MYefwx3jXWk+AV0v2jGpfmKeRwbJIZTpXHEvjKiORx6rm3qhWZQ0lVC6aA0WsSM/5cL0SjF94EXVrULnWRxuWiKiRmUxCClFGXWVizMdDSXonF6CP+i0AUoarpTNl1Nhb2WwBm6MRQ9rxKW+UyvkzVbrsMbxuQqr6kTVid118bSQ4U0Kd2M2qmZDdPXuCnIGv7ASWjgSvSHCIixd7oS8wcAeMBs9EpjlnJVhGHOgEyQKbu/oV4nhUfAdfyk1TTlVy+jdhN8RH+EbT5WGcK46ydfM0HGsJSix7+Parx5Qt/pOJ/y9g4lTx66OcmAd5P3VSdhZoI8z7XR2oaG/3/LS6UmsBsojZUYAAAAAElFTkSuQmCC).

1. Compute the [totient](http://en.wikipedia.org/wiki/Totient) of the product as φ(*n*) = (*p* − 1)(*q* − 1) giving

![\varphi(3233) = (61 - 1)(53 - 1) = 3120](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASgAAAAVBAMAAAAHum7tAAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAABCpJREFUSA2FVk2IFFcQ/mZn2p6Znd5ZvBg1h4EkJAcPoiyuYKA96CmRBVGIbGADElBWmJMRf9j2oK6wwhyCR20QQxAPG0gIEcQBsyFkjTbrRVBwDkouCWQjQja6GavqvZ73+s8t6Hr189VXNe+9aRqIxYsNe80J5oQGFToXDQJZ4225LHpHNgSM+JloLk6jFLzczhSZwDNjrm05Iepjv7ZRvzcd4drkBSj1e7qScDg9NgF43VTqCfkCPwQcxbeawAZxSSO9VdJV2KS1u7DflJwA9qExjz0otSo9LEIUHhmEsghXP4aNwPHRZMr9gnyGuwHQ73+oCWwQl3iUTYh0FTZujaWoZog3AItRbQVduC8bt3G1IwqNMMEAEO6x763g0S+mliHeHA/F8FIbOLeTbGbhVCyq5LfY1at0lRS3xjhwK0a4U8Bl1P7Da2C5NoWroShUkq3BuG1SVE1lcJbCDD9O61Z6FIFgtZKS3XaEbOkKTnFrfAC8GyMcpuHj+wj4jqxFdlnNs2GEcVvEzR2K4XwnhE2zmGIpGTa+tqirDCWtV4DzwF/Ag1sodRhxyiflvqDnezZYbaLHEsJ5L69MRorGSkB2iuF037DwnK+8EFgYGaoUWhExuav6ie4Ll4ZahNdB9Y9vMNym/PUjDCqvon6QZhSFBYo0vmThO8M4d7lduR3TcEwLHx/Df6QloFPRBDrLi3RuTJBlMaquaqjyqhrKAb5GOWrSb6c7GpCaCUm9Q4+o7WwYIZy7DLxXNBTBVwXd7NEiLKZYOpe3moCyuKsaaiYcDNXDCJqSp9sPyHbN8O9hNSmJgSIcH+/6mOYrljOSlp0i+N/iDQe0MIErkIiD0tnpsmkLd1VDHUE8VL0NR4b6FPiH0h1UIjRbovKGAg21WdO4syznpIU1VLWHoSlNcEIgNF3BULrrKOc7wP980cu0TbgBfSyvgM9QmRlFc14UwMdn3QA+5mlrp7iXFhlKHV+zi+FAE8RpWs3xGUa+DNRVUtSaXwnTqPpl1LsY8uH9BO9f1HpwHnfwNBAF3LdIySQcDgI/aBqKDESGIvj79F8BnoaaYJDXJY2eFaGXrnSVobi1enl6W56fnCM87dwhfgnvPXBgzAnp7S4KOJygENyQX2sVDUXwi/S/62EWmsCql+1Y51sRMqWrDMWtsdSujQIP7yyH9DnQpefubIQ7/f4K/hy/BKXSL0/GeXP3IpQfvP6YKI3s6t+lo52nOordHJ+ICQxClaRfntJVUtLavb+fK1qsPNFsJYVONiFFOA1i+FKiIOPczERyAm5Lgj/npChUbafiBTiNYnjDT5UkXfooWlucQDD80ZEjn6RjBTgNY7gXpGtsv9K1vSK71JMMXf08CdLBApyGCfxKusb2q7azpv0sD+FEmWguTqMUfMTPFJnA58YstN4ArNg3ey/AoYQAAAAASUVORK5CYII=).

1. Choose any number 1 < *e* < 3120 that is [coprime](http://en.wikipedia.org/wiki/Coprime) to 3120. Choosing a prime number for *e* leaves us only to check that *e* is not a divisor of 3120.

Let ![e = 17](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAPBAMAAACy3Eq1AAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAALFJREFUGBljYMAETA0MDLuElJQwZYAiog4MDOfevXtngEVWsxUo2VxebolFjoGBEyi5gIGhCaekAgNzAVCS9/QqNCUgnQwMMiBiJQMHiGoNBQEHEBMiOQnIYk9guAMSQQJgScYJQBFW793oTgZLciwASvKhS0GNZQO5R+8CkAACdDvvgcT5Chh4BcDScAJs7D6QINDsargwhAGWXAfW0bULZAAS4Ol7cYiBwUwBSQgbEwDbgSOjuAXLUwAAAABJRU5ErkJggg==).

1. Compute *d*, the [modular multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of *e* (mod φ(*n*)) yielding

![d = 2753](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEsAAAAOBAMAAACV9fwGAAAAMFBMVEX///+KioowMDAMDAzm5ua2trbMzMwiIiJiYmJ0dHSenp4WFhZQUFAEBARAQEAAAAA30ffnAAAAAXRSTlMAQObYZgAAAU1JREFUKBVVkT1PwlAUhh+EYkH6sYoD1Rjj6OTcgdXA4h/wD7TRP9DBGBOJ6aaTqY7GIJtGGZBVEx1wcdGBAWJINFEGlnpaDNA3ueeevOe595zeAujvEmZU/+ySOyiXbe64gKvjtXHxcYYBxWOPQhiG34ThJorPYFxvJjAdHE8vXp5brD9Irw4lMwZGCcz4wHBVqdu0pJBqUAoiIP8VxYnSFpqbgSIxJn7UNN+vNSbIf+K0ICurd9pFslcJJ0Qm+n2kG8lEzzbMybJYknuOZDRliBGQVDYadif2DF+2XZh3uU5CsCDH6cWuZsnmeBgeyWcTezki3qSvT7qh2BgbOFWa8lmzs6kmVZRfkKfRLMfFeMGxM6NcdHqqRfDIDaEAlWDLpGKRrhZ+tqeIZMrtYc1DFSzvs4IaMLBR+vtPXgLT5HeapDpi1ttSOmuv8gdZMlq1fgvKSQAAAABJRU5ErkJggg==).

The **public key** is (*n* = 3233, *e* = 17). For a padded [plaintext](http://en.wikipedia.org/wiki/Plaintext) message *m*, the encryption function is *m*17 (mod 3233).

The **private key** is (*n* = 3233, *d* = 2753). For an encrypted [ciphertext](http://en.wikipedia.org/wiki/Ciphertext) *c*, the decryption function is *c*2753 (mod 3233).

For instance, in order to encrypt *m* = 65, we calculate

![c \equiv 65^{17} \equiv 2790 \pmod{3233} .](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQEAAAAXBAMAAAD5Ouf8AAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAA/FJREFUSA21VV1oHFUYPfs3O5vsziyUQq1YB7EgFiRQxOqDDBKKKMKCxiK2OD5oKRZbH4T4V1eoWJCYvFhRVKLWB4sPq7WKNOooFH8a6WIpWJviLSIVwQRrWkz8Wc/3zezu7EbCLjTfw5nz3e/MnTPfvXcGWC42IdVo+MspVri2fhS5fWNmhZ+y7PSjmMXBZRUrXRzlAyr9PeSrbrn9YPdIK/+wxbrIz0dDFK5L+wAd5IKu6gMnKhi8+4VZg7GREPhtqsNi2uuSo/SYjlhbtxlY264HIiZp1nSLo9x6HTfBbSxU1UG+S2SFuBG5RqNx3h7FJ8AaXJ1U7E0mEb9HLztRKmMnMhMEZQTbX6qWkZTnPI7s1CQpe3A/L8koAbtqpfcPvukXfLim6CMfJOqbEzymkYMtSC+iDusvKFPAbUvVMvKeQE5AHHyspA35Cly/CJSMGyJVKVRQCNtVTCR4TCMHb4mDR4F5KFPAgaVqGblCQB28O1/r7DELhTrcIQe4FuPcLb5bQzbx1MG63NwZkQMguxuvAX+wSBaBq0pn5givpZc1AtILGw4blI4d1moMp7S6P8r4aDhsBXswMefJqrYi48F66aqpm5//wIN9L+fh7E0H2wPK7L8JygQKk8zwjnmOvB32fDBQRhaDiVdrV4VtMewRd7KPud3jdCBvFEchAPLfY9iz/sUOY6/DM1Xnsqj29lq55vYAyhSyNQ45F/FsJInRZp+eFH6+Y7idWBfJ9/LO/ThUpgPtaVzOG+5kH8cNp70cuAMvAqfiWqZOsisgKBPIVZjFq+js0+CAcwE8b4ynBOL4RatVzbR1M6SDR84OcRUy5VjEiyxsKsSXwKL1J/CRw9doroIlC/CKaJUJFMUUV1MiN6xRJaWDG/AdsErG47hLq7dqdovgE0rdCndiZkJ5NGDUwed0kKaDz35dbDp4GFjg+3qAsihVB+OTemsCuGE3io1kDxLloocAFmeGwVy16zTmqy0H0oPjrR4488DvwBewlMVpKeQ0c1VYvC0RX8s+qMCWh/xPbJBfRZp7gWfgThSH4AZtVYqcqyA9kDYNY3VzH6yF/Q/SNR5zZQraEmQ8fiY53UaNKmlqksfgoWi7MNU4odVN5Nar00dDFPmCuZDfb2cNDsUaucjmbjp4w1jrsN3Yj2j9G5T2YMf09FYoU0AqOFuDc3oqEMmshBGGkyeBgZHblcfgaFmSPH8JHtI8VBg5Y4Cxjj8Tv0jWj6tzV24+sBBaM98a2KeP3aefkfQZqp/m7wTKFJDCOVq+pOGU+5pufV/q3sQ/9CaLVbKslzp+6mdCq96PukftQNijUGTZPrS9S6/pXYpPRfsfT/80nGgvAbUAAAAASUVORK5CYII=)

To decrypt *c* = 2790, we calculate

![m \equiv 2790^{2753} \equiv 65 \pmod{3233}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARMAAAAXBAMAAADaYbYpAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAABCpJREFUSA21VW1oHGUQfrK72b29XPai+PWjlfVX/GhMGsiPKuiCBQWFHNZCkYqbKlLB4NWvWEPwVCgEf7hqBSNITiNI/XVWaC2neIKmikEObama1CyiULBoqqa2trrOzN5ddjcit2IGbvaZeZ95Z3hn3veAtmV0wVWDoNZ/xu/8cbbtqLUgmnV9Utl8s/e1h4y7bS0ytL2nvoTlKWxFHdBwd9tha0J0zd8AG/MHXWC8nQxHkiTtvqSnZR9ooSTQe18H9t87NQXtoT7AHP+CGIYNxYVvlrDj00SA2Uesy72TUbflRy3GxlPi0ft6PUiGELGZ85Lkpj2KbA/6gyDwb3G6ilAdqwYcBDJM2ANsS0SOeNkCguCiZjx/b4saIb5CPqMwBiAZGohMrbaaHXqK0M9h/IetJ7EOOIsFzt9ZN3EP9BL2nEC+Eo+8AS8X8NnRmPMfbllYypWwliEZBInCx7HYiPE0cJ4HdDf+BAZxIbAeo3sP4G2Ytj6wA9NuhAx0DbBpx3zoiZtshaXcyaVIBkGisH01O/RcCvwBD1ZBo1LW4RzwoRYES6BhuOuYZ81/Hg9Ui2zbMSf1dZWEpQC5EiSDoFDlAWvBqu57dcGnMOMCEVd24BrwAvhUNpp/AQ+LN6Z2Cf0S8uWvrV4FTFTtyHrWh37ZT+/vu/U9H9o1+z2YE9VmKTtdIkoGQaw6CujOPIbDFZqAhCiT5KD952Ce0aiUxxPrMXN4FluAGvVvRTpcmvJHMOfrZzHiaZtwk2NuDJdvH+IvZxAkKlfBHdM+ZtC5FJJW9IMu1V0Dnne7ZriUT1aWVqPhMjJ1cuf9lbWMB6g1LHrmaVwPHOaB29VYznLzOAMEsVJs8MP5LJQyuc3NIoRILqafwdtXD13HDZphZ1z2Ct0h57TNl59OgVM0hJoPtY6vgGWd3sZ3eZNmg3TuPmeAIFbdFHo16BXtsMmtzIk4BJHzSWUqDPELj+1rAmNqg9A/Il+eSikZPtQyGQ3Je1LKl1SKRaV88NJys5T7gVNhBkGhyaWsh1XCtNPcofH9FjodYYGOiiuVy5xgRM2OIrJlqid6KhmnVQqfymLrVMzzwK8AZRDUMLkDp2HU8I5GWSNiVaAAP7t8c6h53zDtX6S7h2aFAoYju6gUTA3iU6EJoPEfbM7KELTfIRkEieI20MCqFYzRPjDeEnEIjhw/Tn8qiwT7aPzxotNVJm9CnhD6G+wdosujV/BmhEFXolXKFk/fhJ2e9oysH4UxGWYQJAqqC3qJaNYfOMKkKRaP0XNBQFN2grDSu5uukvwd8kJUTOGLx+i16WZuoOwtoY31JweVG2e3n6rrE8c82mS+nx8hWGNjXphBkCiorcD/H5gDqfb8LhU7JfnRVHzpc6qIFORXUnChF9Ow03I76ykicim4/4H6fYqYQ8DfXIpGpdPijUQAAAAASUVORK5CYII=).

Both of these calculations can be computed efficiently using the [square-and-multiply algorithm](http://en.wikipedia.org/wiki/Square-and-multiply_algorithm) for [modular exponentiation](http://en.wikipedia.org/wiki/Modular_exponentiation). In real life situations the primes selected would be much larger; in our example it would be relatively trivial to factor *n*, 3233, obtained from the freely available public key back to the primes *p* and *q*. Given *e*, also from the public key, we could then compute *d* and so acquire the private key.

Practical implementations use the [Chinese remainder theorem](http://en.wikipedia.org/wiki/Chinese_remainder_theorem) to speed up the calculation using modulus of factors (mod *pq* using mod *p* and mod *q*).

The values *dp*, *dq* and *q*inv, which are part of the private key are computed as follows:

* ![d_p = d\text{ (mod }(p-1)\text{)} = 2753 \text{ (mod } (61-1)\text{)} = 53](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAagAAAAWBAMAAABnKxVCAAAAMFBMVEX///8iIiJAQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABMw5L0AAAAAXRSTlMAQObYZgAABRJJREFUWAnlVmtoHFUU/rK7s7OZ3Z1ZFUGwwhhbarDWVCyIkbrYIAa0ThUFKZixxKCl1kVt/bmDxAdYcKgFKdV08fFDadMVRbSFuhXEt4RqwRc4aCxWmrQqSdomdD3nzmx2dnZmsn/FA+fOvec75zv33Ncu8L+Ul4NVy297ljbEtacqAGtn0kayFL2gXTqH+kto/qkzbM5YQTDxs2tpR8h+N+lDnrpuXjt+pYPUn9vvNfCZ8SwwPrZCAO0kfvoHxmxA0luIonPknsmYUE7+agj/U4Eod6jW+LvDHfhbzz0EgbLGCwmCio1lUOv1+lnU65+ChlcJyqAfGZv0yie4HHi94E+O6BxafaGEt5DoE/7ftEZ5o5zDnS3eyPfxsoYg0raj5JeuuuoLQQI4WEzcfvgDE8N7AXUCL5LXEvRJS/oJ951qLSo6R3qQKKeQmReJ3dY/B+5rImstaF5cyhAEeJDcs6ar/si8A83sBhIGHHYpeEXV/E5u31szQtYLQ7q1qOgcKru/4xWVPSOCg81HbEjpQXOjqDDETQjmC3DmdGgFCXgBoihyeJSJw0jcohi5nl0QWlRYDlEU+U/QET05VhPBrc34HkHeZUH5+vnBS5+8zYI8ucGA1DvgZiUE75mjf7SG8U7hS09bobJNl94BegeogfIjo/H0F0YpYURRITkSuzcw54EKsBNlh/skia9Y+FogU5Mv8DdXAfIrMWIpM9hvyGvxREm6mQGB2EdL+ZIYNRpR1DCNWLFKEBZccIomqJKauIPO329VtsbSy7OVbF9UUSE50kjVgCP9gDznXR43c6MtlyBuWp5mkTSxz5DO4wZgM+hRWSWcCJEr3yNZFKNGI4qaphFriyjnaeg+dppF3YsZjaf/C/ghqqjQHDhLnF060jWIy4NW2Qr3pmlkTtp4FZhX5oA7JQpzjx8j8gw0mz5PsVD53p3aRR3WFslVadgrTHmdPgcpELH0Ep2VZY2iRIrtIlwsXGgOHCMH5RxPyp2k8F9szsH9mdJoqlTUS1RUhoq6axPtn1cUIak+lGmuO0ZYeJLi9RMFtRX1MMPf0Rm3kCwoBrQajePpqagrvKJkkeIR5ojMcTWwBm8CCzwpOlGuNO+UPI+cw0a+Ml5RvFP7mjvFSFrnPfSLWEXeD7EnvjvVbaEChZZEc5DXh0xofeQVT/8xcFFjp3xJonLQGhyTZoF/MFSS5lP3X3ZrxRdFr9QchqpFMiXJ7hXFyzyCdY07xUje4ovmF5GQN0VsjA8Z5bc8Q/dKBS1ksoqyTmg8/SsxdyokhwPai37IfyNZVWcOWTcqNd8EqNuP05sq9E0Xm0W9ayhrccCQvyW7i5TtblMMFput3LvJ00UrHfTP99D/uG7abKVIb0R3FdcaBMfTJ6v8nKVJWyQqxxvo0rEXieOQl9vTRUzw2+mXxwfVSR6ndCjXrVNv2fL+gq307qIXb/nu0194CNZ/OOAPAk7Ut9FcmSvAl6e/fRYyxwk5cqIIPN2zgiPj6bF6Ne3sY7O/s+uiRObITg/Tb1FPD82AJVtQddFpa6TA5JoOjGxuDn29jEPcpB1IPH0MQQc5VOcer7w2nmvaLA0DIYEL5SFdJfqxIO1EYuljCDrI0TW5MopgYxSAjfzDHSavkZG1E4mjj4vvIEc+Oj5rR2FZe+dsJQw0ycjaicTRx8WbBLLGyP4Y7LlILAJJ0Ulm7UwiSCg4GnH5l8ghXVLtbAb/Ea9/AWtkpTmefzEYAAAAAElFTkSuQmCC)
* ![d_q = d\text{ (mod }(q-1)\text{)} = 2753 \text{ (mod } (53-1)\text{)} = 49](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAacAAAAWBAMAAACWIE7PAAAAMFBMVEX///8iIiJAQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABMw5L0AAAAAXRSTlMAQObYZgAABR5JREFUWAnlVl1oHFUU/ro/sz/ZP3zRBx/G2KjFFOKDv31wLSkakTAafx53H4oGRbooVhB0l7b+gMWuJSChEJZGH6TarC/FH2jHB6ktIkuxVHxxtVZQ0hAsSWsSjN+5Mzs7m50bx0fxsOfOuec75zv3zNy5s8D/UVKVjV2/0nA8/Yjjf5gX0VDST9Khf2+z/H+ukfsxKN/1vtWHbbcdVz8CxE3AsBztSTx+Uxux3196wsLX1hvA8ZkhHYlLn6wh83qyjPRvP5PPL9oawK3ACwt1J3jen+PZypsoe/OOkbOVFYAAswVAgI1guo4bkVtfX7+G9fXT4PRmHYlLvxfIr69V8CEiIyrUG3Q1gPQKEhew04n81kvwG8prNPwuZbtVAxA8Oc+m8JyrvswIMFeMPPTFp2XsPgLkWjjUFDiAxKV/luAYYy4jueojgr4GEFlBpoy8peJ7szoUypvpzLpXt2oAwnVIUydc7aYg20a+nGJZC226BwpuUwEkLr3N1oXgk41NaWvwTV5Bvo5oW/IGFmXcKI7XfZZ+0K0agLhN5Rkt6pOMiXwhDrwN1RSR5xUaQOLQx0y3KXK2fEQ01Y0LqIH4gyuo1uVh8U2csXuzZNbx3gB89P2Bd58anQReG70EPDY17oQTwcAvu9q8dEUVzDQB0V5hOcTbwLZRDkj/oFAt/ZYaH+vUuAR93JCxK9oaqYTzpGzgIKptN2P4G5GCzDres7TPVYxJzFnpr/CilbgbE7YEQJCDmOVSfaIKGkXeTioiiu9LB79s8d5Ty3iEd+NiU3m19JkGORCzgZM7nHxv7K0xrGoUBD3GpowySi0kriLvFPCyaHje85zchdQSSo1oEYaZaSNiq0gijCo11KQzqIK5NpdP7RGeTACPNEq+xuE6saClz7J9yjXqFpODT7Q16mwqfhYPjMCwccqX4Zqed5GOe5FqsfO5CmKtUg3OpgcR0ktu4mURtQpVMGUCoj2i9uM25cqavMzVxdbSu+/kOcak/+QQokbMYlOIjU4U5LiYF/pe8bxL9LOpETZ1iE0tnWp2miLCqJ+I731aRC1S39SkFPiOW7KGaCFtIW+LQ0sv5/JtwB34AFhjYIgaj0Oa4qraqDbhfaa6+9PzXmCU2xSfVGqx+6SIeFHCpUQ1FWF/ov53KlVDA2l+JVgya5bKyI9IgpY+WwH+4uscXwauKGpv6K3RXfO+wVuWh2ChVOEvvhrD9FTTSxLD8dK4j+o2leU7VeZHwH2niFSZK9FdUQWNGncm1S8H5CxP8k7y41NtRpuomgJr6aMNSUisYgcSf0hkV7Q15B8F/35w80SbuaXPI3X3M9xJVV6Z7Ka6TQ3ciVkrfR6vqnssSLRpLHYynKth8yoLEvVJ+sz0TB2pq3xDijwjUk1stwTW0htF4H1sMXEEETlNfGLYnATU4Jm6glydhzQSW+sLxao168uiqbzi2gkcvdK+uHxszxkcnR7iH8ax8bWGiyS2HrbF9CS3Z/kSC3Iu6pMs//bVkJTlnfy1COwbJBVFSx8zucYF9pwcHFTtq3AZtDWA4TUTC174fhz2knqNid6pb6YQnvD98g5doiFESx93toOWIkSNE7hHkx5pagAoJOATB1zPFNEQoqe/ffPsEDUiY9ztgRIvBLrpVMhc79ZQsWmTbw41jOjpH900PVSNREvH8ZkOAJHI/c/0wwZdoqFESz9Q3yw/VI1YWUeRrPxbZBcTREOJnv7NzfJD1dh/ejOK/xr2N6b8r7ZFkG6DAAAAAElFTkSuQmCC)
* ![q_\text{inv} = q^{-1} \text{ (mod } p\text{)} = 53^{-1} \text{ (mod } 61\text{)} = 38](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAAAXBAMAAAAo3eOMAAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAABB1JREFUSA2tlk2IHEUUx/8zdk/3pmd2vESNiowL2SDZmFGJEFZ0DAnkIDqiIIJhOwsigaxZvIUY0p42HmQnBvGLSCvmkJCQBj2qGUGMkhUHEpSYBPuwxouaoBtRQ3Z9VdO99dFT03PYB9P16n386j/V1XQDg9mmwcpyqlaGkrNIN31y9UBlOUUrQ8lZJE2viGKsDCXV1H9M13pRL7MPisg3wu3tDUThrbmo3gtI0WStVaEU425xjYhYkfC59170MfDG1Po0nEv5fMoHvBqQQXHKjqmLKco8lkdGRsaQ3s9ns4UXRMhuCJ97S0tvwfWxDgNS3PfxKDBTB3QUp3gdPKOtYJ4mu7M9WyEpxpNa+omXgcqtOBUn8TyKE3r34NMLpFhHcUopQCVFJUTzkKzVylbIiue1dIfmw/WMYiPlDO+3mGINxSlFf3DFVxbaDFausatqsuKqmgJTTPZ4d0Au5RVeyBXrKEYp/41PqGL40tkEnHDFkEndEsI9dPzr8Re+CmFf+i6CNzrXVfxb48RPwFAsmpk3OsfQ7h1q1Ey5eYKY4Ip1FKc89sFaQh3DjC8Ti+8yO8xCegpDAVBYi62hewOvR/Y+PNf09vJm/3Cz0ITVpsl9HFBn4Qa+pS35MWa+MCPFXgiGpxPFOopTrKU2PZTXcToQNNnLpgq0A04DeyLvH7wKbMEREsha7OBOOG1UOnI/86shXR5knjAz5S/gtkRxFkWU3TN/8vRVPCJwkkd356o0JZcdLsfHTmDRvQ586f0HdE+FfQNVH6WaWk93hEVmfboIM1K8m8DmRHEWNeuX2tjos3XO4ReBkzyekuakmO2xj5dI8SpS/P0Xi6ni8jQmYl1xMYRTdyNUWwNSSPEDvRVzigOUWmwdurWSiXOcSYGOaqqY7fEescdWje180SeQOMfVDgq10w1UpyU+7buR8ibwUKJYQ3HK84ShnWl6i+7D7pG58Q/rQ+MKmaWUAJxgWTHuBrZif3KOUQjZwbZCpb4C2hAnxkRNCZspu8Q51lCcUqAHpgYntq5hCrswVm6UFHA3pYTYA5ycCvwaufvwWmTfzism/FKDcgGfpBe3TQ9dKca9URrho5nixOUW/W/66ShOKTfY94Y9NtkixZP4AXd9poC7KSVEbxB34/7Kge3z//ru6CTr3v3zO6zkzJU5utJBU+z3823go5HlL6Fu0kzBhg30Wn9qgb53dBSnzF/mX0JDnUTxKOFVo5Ri3rQylSZbuH9SiphdM0Xq6Yeqxonip32pg7uUUu1+dSpmdIjJNolAP89IkZr6oWYje/PBt//YG1hNqYO7s5EWYa/1XkYvGzK31iuXjZkoUmU/VPHANqlScbOpYV8pWJ4cWwjIt5bn/R0TReoaFCW1GNyjhjgPn+2XlHN9KTmo/wG7/E66+tK6xAAAAABJRU5ErkJggg==)(Hence: ![q_\text{inv} \times q \text{ (mod } p\text{)} = 38 \times 53 \text{ (mod } 61\text{)} = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVsAAAAVBAMAAAAaxFB2AAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAABQdJREFUSA3dVl1oHFUU/nYzszu7s7sJwR9sRNaCATXViFSoEVlqhbQ2ZitC+6Bmjf+Q2mBVLLHJJg+mQTFRQSuluj74YK04+ENfjF1LSAtNaIwlUproolWftEHT1Bibes6Zmd2Z2Uk2zx6Ye8/5vnPvfPfec2cX+P9ZKO1d045sEYmV3CJW2XnCm6Lu8yAnPPHqw0NlqdcPlaD7Sq542tSkAXVqxnDhkY+jKQjFcDTnIikIXmMiwzszgJ4EFPd4Yj8zMyq1aqosI+6Q+6CHfQXBTgxDbXTh1ZcX0hCKYe8Ygs5IunYAdwP9NLbsrdpuyajYKNmyFKdcpeCmv0V0CU8DP7hgZZTShGK42cVJYMoN5/Tr8MUZXur97hy95S03sFwUKSecchMpN/8zy633yo1zklDsOA6HQzZT7nHxFZZ7TlxHc4/DL7ox8tRCMSTnmDMwfadczHp5pQanMjq/Enl6HmFH5FJF1nAQS3LrNlPucwKK3Go3D4jcxPTJCScRSgIDBiM2cycBaw4/9uXYFuDhsbNU8x3jQ5IwEh3PAe+x77TeLKoWfkoz1A5QOZIFO8a5I4qsKgftjUOjTQ+N5KBOjxvQ68dMuZcOUwSRGylwqsNE7kfozzgwYNJ6AWxmP9G1aWULBg169XZDfQFHRG4osh5XAluJD77LZlbX790EtP4rk8aT1toVxGiMUEAkCwRuwKactki02oXtaX0P56tz2USnJVfJE3CjzNvInOyuegFHsxLZTTxpbm6RqSPmeYQWKTGch5KMTCAocncEcngZmLFH2n1VEqETPUkJJ83NZf8feogiCxhAOIVdhv43T7ARB0kYE+pfwFWW3PgEIw7j3aV9P4+7HCBwWk7PZJiYpedFhGpQXRhMI1ZzNAerdtsMzMuBu8ZDm0cHgsSQxTeTNNNqqSOKjMsynMGjwJJ2AfhGp5VIMeiXgA2WXK5Kl7Hc6gy+wy8uuDcloTDsLdJDcjtJ7qckd/F8wZZ7HOpSmdxXgQV0As/ILNoV0uEmYDeEorialkBynyK5UZJ76muaxapd4LaV5LYV+CScph2YlLDIUHnacml3Q7Ol3d3Ie84fLUft6nPARXWI9MgsA8NJ6WnbaoXiKJAuyuXd3VXcXbwJ3G7JDWYo01u7bWl9SbtDOzjW9EFjpInnGjDofpAxwz1eosfa3UAeSips1y7WgIoZ9MFwWjfUP0GreIBBqlxz8RN8EEIRGs4W5eJaYBP2WrXLR2LXrpKjTKdxMYQLyix2UlpDLBVikq+GvEEYRrbSY8lNdKHf0OqwrZMJdR6PU8fLcdizCNZhBJD/EnRrzcW/xrdMKErlS28VA34ztC70GurVMkW4wB8QhR5Zk2B2s5kctaF9iOS2Ywp1XzFRZdD9yNsMI8eAvosT38+93vo2+p68mfZtdHwhS0SsuyNPnUin3rLo2rUGEi3mXxw+r2kmEjO0aqEooJ8J7da98Z7mcwsZrb6d/hE1dPy4n9Owbh29vnXuLMmVuNScvtxC0kDfJVNufb7EiUcM2xFpfRolyWDUzPLhl4V0zwp9Ez/xRem+W3K3ZTwJxLAFzU58V8OFS8eRdoGrCm5ZRdZ6/5xBQ92w750/9mQV73sHDRlh/vr7DG6TAX0+TCXo80oJdIeSvjnBnnt9cdpVm/nVPyH6fjMTKX92RTSRWZFmUqmYsVxC1LvtzsSYeQROaBX+hxVzTvpl/AcHiWGkGeANHgAAAABJRU5ErkJggg==))

Here is how *dp*, *dq* and *q*inv are used for efficient decryption. (Encryption is efficient by choice of public exponent *e*)

* ![m_1 = c^{d_p} \text{ (mod } p\text{)} = 2790^{53} \text{ (mod } 61\text{)} = 4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWAAAAAXBAMAAADHH4iyAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAABMhJREFUSA2tVm1oHEUYfu5j93azt3cXKKIG9QQLLaIGLQXRxvtRfxiIHIoVRPCKaUmbhB6oUBHKUaEIKrc/pFqs3KE/TP0hixCUJiEnSAkVZFtt/Yiniy0ihkqgVlotxndmLztzdzu5NDhws8+8H888N/POzgI92rzTI+AG3PrKKxiaHbyBjA2EHt5AjirFfge4nFhWuf8f+3lBYwrYjdazETalFVcFr8nG+HsGdIsAYs3HhflmAQNkPCUs0wIqkb24B9C9wL8mGwuxikoitWMc10KnPRjCFoi9KCx65xJvH90H67tjxxzs6s8BR5o5ZPA2tB+CQCWbsbtJrEfpt0+wr6KxVaB4GstaIXS9EaIQbAoRzIbADGke3kdsZWXlX+1lzMLcit/Jmhp0aMiakm2b0+fDGKaQ4zxQ7rQr8igCW3X7FvvLmcAz1R0gCcbz7W4dqHr6hQeGGskSssVYg8Q+h9TQMv7hgSo28yXUfPMUE6x3baneS3CmkXzowXycz2AU+KOtkwU/0+ZBlmTW6ZTpTs1DPBf30Fd6D4e1nMknVbLF8pznNPVanbq2Nt1LMMabt2uNQLBNhdjZZMGpdmeclrROB/0CLTSShayPdCExM4ZLsz4LVLLFS8wNJhhl1knN/IwEZ37MzJ14M2CRfAweWXSpt9w5bqfK0j78Y27q9ZMutIEzDozJmUDwjhNLA0Bf1wZW6S8aOWRphfNVH7o8v5Kt9tMcO2xc8Ad8YtHZBgm2UguYcLXlllnfydowGyUe0y7TIz1A81JLVeg3hv2ucQ3b2CF6wsFO7vGGHXLy15WUDtzhULaDdAO1cqdgJVt1Ck9THhc8yehHuaI6g08ywb/RZn2BUDCzt1q1QssDBAUBZImG9vlnuqxwCJjAPQBfYa14CEkPMRYsN4P9XXoZmJtxskuwkq1ap4pvCe6X6Qh7TLDzCHA37AKw0OH+KBh/WgyeWXrQ0fmW3a5XgXmmhws2aclTHuxSEBf2SZ8gWyRr5q1C5wor2aiO+vItwdItSzSwHCYYt8K8imQOlw4yo2hm8PoJDa0pzpJgi26T+VcpOahhKw/S0yX4K5b6As+Pl7IuHTqOg07JliXB5WjB74ILHkGmjFrFARcsirDzJc030QMTzFeYFXggOF3CPN3irCREOmwfRTAS00FtkPaG3seiKdkoKlxhXhKihn/dO3GdDuQV6A2cNfxAsKCkdcdrYog4lQZNywSzGt7PaniU+1M+RkirKwUTXKKag0Uk6TK+Ab84pAAlm11g9RUcunEpgUP2/xPLiLv43EanYHzMrlfR0r4QfBHGFtwP8y7urrpWHUjSH5KaNtI8Q4VNgmMeBZtb+NUcBqjZNuMXijrNIh8Nw1uACbYaSDl49ly34KOLX8sJVgnagTtj9+15+E83MXm+Am185sAUi/hk6TbqOy6OFH1G+MjQh4PZP+HQS30utz6243tp229a2U05ZTmD4U1/yyQHO93tYzPfPhajUxxuF4Z1IDWbSE6UBI5CPQSDvmWj273cvBDtVFmVbCIhXRE4Au34y4+wSqbur73AyU4nfamUgtF6exWblL9LwhuBGTc66+L1QXKko51Kq4pNSmhIeENweq2s79dyRvnWZGMJthOV9h/dK2tVii6oxAAAAABJRU5ErkJggg==)
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* ![m = m_2 + h \times q = 12 + 1 \times 53 = 65](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATIAAAASBAMAAAAqM090AAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAA2JJREFUSA21VktoU0EUPW3y0vfSfIqLgp+iorhxYVZupFghKBUqWRREVEyhKGrBLtwIWrIQuxIfCIogOLhQRNCsRSFCLeKPtH4Qq5CFitJNtFi1tY137syb5L02BsVeyJ0759wzc3vnzVDg78y+nW0suEApm/sP+xOdgDCcChUQ6hjI+dNwpqMI5gJ4w2my1DDF3glYRVz1J54W/nmy8jWHvYgM+uFQN26BOT9ef+Zq6oAX1E11RqmyCHCuyCmOSrzcL/yK2FgJOOQm5v3wxYwzD+b8eP2Z0NR4/RTDPAKSWSSVJKrhmJqapCYZvUdiyiAcLJOeOT9efyY0dU2NcRqslMaCA1XWXECLYDxQmRHq3YOnuUGKmEu8Tdy7cfZuiVcxbiEqNDc70SejpizQywcbWvmaYp9RZWTn2ngIVGaEkYlXUj+c4SzPOXOTBDPX2vIQA3mrLKn+tDRBUS0qGUCwhzWNZE6G7bC6GbqD4SIFVS2gKlstNwYClRlhDIkuoHMXJxm1PZOzToC5T3TZRqAq4yR2C1GhyPigrqwpq1pm/cQV/5+tK7P1BxSszBPSerP0ixbUwtrbM8BaGc/C3QpsRLxLM3owaOcbva1QTDQLEkhbpVoWFR6gYOm5Z+GSAoKVeUJiT9LPnlNp2ttfoJ4b4lbA+YFwm483qFOkngAj6fRxdczU4SMqdXeBx2SeVggYV/ZMgrF0ekc6vZNDIT2ZFj4G1mMP8FWhnqfKroM59CAxiCs5+VGY04aHni9DH4pQUnrOhhwZWt3tjBzIYJsMarTcs3gJqttRTqMihQo84TT1TJ7ddwlX1dtlzyQHfEOkgHG7RHyNeWiGGsom1DCOULlVhr2uvGV0A10n8CKp05wEipJfcAM8YRucKWcIzi/OMu4FcAqSo43QnMd9+czUWBVV+5u7eQ1x8ZkS5cXkpjVnYuUaIYd0mlbPu7FFKzPCLYgV8ByRE351cyaxBsy10pPoYt9LP19FP2pCqHEdnJspCsMuvWl5Cqyjr7oUZXx7pc9tqVQqJUb0aTYdm14u50YY6ntKr1PfE1qo1pzRgy6Yq0UXiUNF/qpMzxZJCbctAlYh7zurIv8n2n/pg1qoUHe9ZKouJYnYH9l/Ju1KpdxI3Pi/j0YrLBEf2fRgSVb+DbG59+SeiknUAAAAAElFTkSuQmCC)(same as above but computed more efficiently)

**ECC:**

**Elliptic curve cryptography (ECC)** is an approach to [public-key cryptography](http://en.wikipedia.org/wiki/Public-key_cryptography) based on the algebraic structure of [elliptic curves](http://en.wikipedia.org/wiki/Elliptic_curve) over [finite fields](http://en.wikipedia.org/wiki/Finite_field).

Ell[iptic Curve Cryptography](http://www.certicom.com/index.php/ecc) (ECC) was discovered in 1985 by Victor Miller (IBM) and Neil Koblitz (University of Washington) as an alternative mechanism for implementing [public-key cryptography](https://www.rsa.com/rsalabs/node.asp?id=2165).

I  assume that those who are going through this article will have a basic understanding of [cryptography](https://en.wikipedia.org/wiki/Cryptography) ( terms like encryption and decryption ) .

The equation of an elliptic curve is given as,

[![http://bithin.files.wordpress.com/2012/02/eccequation.png?w=500](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAAWCAYAAAAWyKQmAAAABmJLR0QA/wD/AP+gvaeTAAACsklEQVRo3u2a0Y3CQAxE+eCTbwqgAkqgBGqgBqqgCMqgCuqgjT0ep0GOtXDEyYaNbj8sRETCeD0ZzzpZpJQWfeJ8PqfD4fCIzWaTLpdL6nuNqQPMp9MpHY/HtN1uE99rx1x79Prx7XZ7EEbfIc3ifgmOV53kHaPIwufikXYr/mTEyS26LUqtYVWxEecLxPFFQGkowvV6nU0hdrtdRzVbTEQcG/v9PlGIOSQK4eXLam+tNQRiwFohDLkahy+M2ZwLaSxRINByuWzk6eEPqfUoxNHOKleY2oKkc76MHdYQAs4porjfbX7Cks/FCApT85YcbLRU78simJHuORInips6r1arNNjj0PdYdB+1LxzkZhE0x8lJbyNO/rxXduRJiFfDMY7VugtBNcANPhLUnEm51FIA2+LBKcyEVcNSOUVxIwrCqf9X23pKknZJHtwrc9R3C7xerz+OTxIV2e3i6DyOlxgTDCEOmOz5Um+bQ6mcIrjlbyyxLXkfd4HAULS5TIa9CoLdJlnCd0WJo3X0RffHSuUUwZ3zN3Z4+nTcugMsSd6Zo9p2ClNMsId4BX9uboJdKqcI7py/kep1zDHMhuGfmqPaHmKOadKR41wLZf4Taa3yCn54+u68SE5j4uYcb1G4voSkI4s+uTH8TSmP44vgSV+ivUbuXCm5bzN2vXNYx8ypL26NLPz/QSa1zs5BK4u1P/m2hfBeAMyRAV9J4th19LMkYS2VU5Q4fqRhJ+6dO8Cqi5WlWqfBFIUAp1XLUuODqMcBnyUFhBCZOE6UzCmCGz7IuIMTPFZYOncwZNEMgRNr9TckJKwEiVnspVRyyK7Kzm/AB3kIEaJkTlGlFGY+fav96OWnFv9zcvznaxW+n8Iyb8xa/LbvhtsRR1Kk/jqnl7NafOlFLj0E1LOT9q5Ki7/iB4tuAZRwIDckAAAAAElFTkSuQmCC)](http://bithin.files.wordpress.com/2012/02/eccequation.png)

Few terms that will be used,

**E -> Elliptic Curve**

**P -> Point on the curve**

**n -> Maximum limit ( This should be a prime number )**
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Fig 3

The fig 3 show are simple elliptic curve.

### ****Key Generation****

Key generation is an important part where we have to generate both public key and private key. The sender will be encrypting the message with receiver’s public key and the receiver will decrypt its private key.

Now, we have to select a number **‘d’** within the range of **‘n’**.

Using the following equation we can generate the public key

### ****Q = d \* P****

**d** = The random number that we have selected within the range of ( **1 to n-1** ). **P** is the point on the curve.

**‘Q’ is the public key** and **‘d’ is the private key.**

### Encryption

Let ‘m’ be the message that we are sending. We have to represent this message on the curve. This have in-depth implementation details. All the advance research on ECC is done by a company called [certicom](http://www.certicom.com/index.php/ecc).

Conside ‘m’ has the point ‘M’ on the curve ‘E’. Randomly select ‘k’ from [1 - (n-1)].

Two cipher texts will be generated let it be **C1** and **C2**.

### ****C1 = k\*P****

### C2 = M + k\*Q

C1 and C2 will be send.

### ****Decryption****

We have to get back the message ‘m’ that was send to us,

### M = C2 – d \* C1

M is the original message that we have send.

### ****Proof****

How does we get back the message,

M = C2 – d \* C1

‘M’ can be represented as ‘C2 – d \* C1′

C2 – d \* C1 = (M + k \* Q) – d \* ( k \* P )          ( C2 = M + k \* Q and C1 = k \* P )

=  M + k  \* d \* P – d \* k \*P          ( canceling out k \* d \* P )

= M  ( Original Message )