**Three optimizations to improve cache performances based on SimpleScalar simulator**

**Abstract:**

During the last two decades, the CPU’s performance has been developed quickly, however, the speed it increase is much faster than that of memory. And the gap between the CPU and the memory became one of the bottleneck in computer architecture. Cache has been used to decrease the gap by providing the processor with data more quickly. In the other hand, many factors exists to influence the cache performance. There are multiple caching optimization strategies to improve the cache performance. The goal of this project is evaluating cache performance with various caching strategies and show its benefits using special benchmarks.

**Introduction:**

The performance of the CPU has been increasing exponentially during the last few decades; while on the other hand, the memory speed grows much slower than the development of CPU. People has been focusing on improving the performance of the cache, which is a key factor of decreasing the gap, aiming to narrow the gap between the CPU and the memory. As a result, we choose to evaluate the performance of the cache using several cache strategies and finally come up with our own caching managing optimizations.

**SimpleScalar tool set**

To accomplish our goal, we choose to use the SimpleScalar tool set to evaluate the performance. The SimpleScalar simulator is a superscalar RISC architecture simulator, offering various simulation programs from simple functional simulation to out-of-order launch of superscalar[1]. This tool sets have implemented the execution and interpretation functionally and providing a GCC centered compiler and some other parts, capable of generating object code based on the SimpleScalar architecture and running on SimpleScalar simulator.

The tool mainly used in our project is the sim-cache tool. We choose this tool because it can be used to evaluate the different cache designs.

**Benchmarks**

As for the benchmark, we use the LINPACK and the Spec2006. The LINPACK benchmark is short for the linear system package and it has been widely used for solving various mathematical and engineering problems like solving a dense system of linear equations and testing the floating-point calculations of the high-performance computer[2]. To be specific, we often choose the maximum number of floating-point calculations that the computer can complete in a second as the important indicator.

For the Spec2006, we run the bzip2 and the bwaves to test the performance. The bzip2 is to test the data compression ability of the computer and it consists of 6 parts[3]: Two small JPEG images; a program binary; several source files code in a tar; An HTML file and a "combined" file, which is representative of an archive that contains both highly compressible and not very compressible files. Then for the input, each set is compressed and decompressed at three different blocking factors and every result of the procedure will be compared to the original data after every depression step. Then the output sizes for every compression and decompression are shown to facilitate validation and the decomposition results will be compared with the input data.

The other benchmark, bwaves, numerically simulates blast waves in three dimensional transonic transient laminar viscous flow[3]. For the input, the file describes the grid size, flow parameters, initial boundary condition and number of time steps. The three data sets, test, train and ref, differ only in grid size and number of time steps. Since the transient nature of the flow and iterative solver makes bwaves a difficult problem to accomplish, the Spec2006 solves the problem by comparing 3 different outputs: The L2 norm of dq(l.i.j.k) vector after final time step; The residual for convergence after each time step and The cumulative sum of iterations for convergence for every time step.

**Optimization Methods:**

L3 cache

The traditional focus to improve cache performance is reducing the miss rate by using a larger cache, however, a larger cache has lower miss rate and higher latency []. Decreasing miss penalty becomes a new methods to improve the performance of caches for the tradeoff between miss rate and latency. Multiple levels of cache with small fast caches backed up by larger, slower caches [4] is a good way to address this tradeoff. For example, the IBM POWER4 had off chip L3 of 32MB per professor.

We extended SimpleScalar to support an iL3 cache and a dL3 cache in order to understand the benefits using L3 cache. To achieve this, we re-implemented sim-cache.c file, which include up to 2 levels of caches (instruction and data, or unified) and up to one level of TLB (instruction and data). We add L3 cache based on cache.c file between L2 cache and Memory. In this way, when a miss happened in L2 cache, the L2 cache checks L3 cache first instead of retrieving data from memory.

In the experiment, we will change different parameters of L3 cache and run some benchmarks to discuss how the different parameters influence the behavior of L3 cache.

Victim cache

The victim cache was introduced by Norman Jouppi from 1990 [4]. It is a fully associated cache whose size typically 4~16 cache lines between a direct-mapped L1 cache and L2 cache, and it is used to reduce the conflict miss. With victim cache, the evicted block can have a second chance and thus a victim cache decrease the miss caching.

On a miss in L1 cache, we check the victim cache before retrieving the next level cache directly. If a hit happened in the victim cache, the matching line is replaced to the L1 cache, at the same time, the data contends in conflict L1 cache line is thrown out to the victim cache. If there is a miss in victim cache, the data is accessed to the next level of cache, the L2 cache, and moving the current block to the victim cache[5]. Figure 1 is the position of a victim cache.
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**Figure 1: The position of a victim cache**

We extended the SimpleScalar to support the victim cache between L1 and L2 cache by re-implementing the sim-cache.c file. The algorithm is as follows:

/\* il1 / dl1 cache block miss handler function \*/

If (victim cache) {

Find a line to replace in L1 cache

If (hit in victim cache) {

Swap the ‘hit’ to L1 cache

Move the conflicted line to victim cache

}

Else {

Add replaced block to victim cache

Continue

}

}

If (L2 cache) {

…

}

For the victim cache is fully associated, we assume the 16 associativity as fully associated. In the experiment part, we will discuss the effect of different parameters on victim cache performances.

Stream Buffer

Stream buffer, in a broad sense, is kind of cache whose main function is to avoid cache pollution caused by pre-reading[5]. When using this mechanism, the processor will put pre-read data sequence into the Stream buffer instead of into the cache. If the data used by the processor did not hit in the cache, the processor will first look in the stream buffer. It can eliminate the pollution of the read-ahead Cache by using this method, but also thereby increasing the complexity of the system design.

A stream buffer is composed of a plurality of entries, an entry can be stored in one or more cache block, also contains a number of status bits. Each entry of stream buffer consists of cache block, valid bit and with the corresponding address tag. Valid bit which indicates the current data in cache block is valid, and the address tag used for c address comparison. The stream buffer is similar to FIFO, started from the front pointer, the new data will fill the position of rear pointer[6].

When cache miss occurs, the micro-architecture will first start looking for data in the front of the stream buffer, if hit, the data would pre-read into the cache, so as not to cause cache pollution, at the same time the pre-reading data would be removed from the front of stream buffer cache. Then the micro-architecture obtain cache block from the next lower cache based on pre-fetch address, and fill in the tag information of entry corresponding rear pointer, when data returns, the processor will fill in the corresponding cache block , and valid bit is valid. If the data in the Stream buffer Miss, but the system has only one stream buffer, the stream buffer will be refreshed, and trying to establish a new pre-reading sequence.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhUAAADLCAIAAABWLfZfAAAAAXNSR0IArs4c6QAAM81JREFUeF7tnW/oXcXV7+ulFUGhikpFNBgVGqmCUhttaqIJbWKhokIeNPGFf7BpYr1qwEZtw2N8DPUxCGqVRFKu2jfRYgoWCyYRo0ZJJdWrNPI0oElslJjSikItTVuh96NfXczd+/zO2WefffbZZ5/vfnGYM3v+rPWdmbVmrZk9c8i///3vL/gxAkbACBgBI9AnAv+rz/RObgSMgBEwAkbgEwSsP9wPjIARMAJGoAwC1h9lUHMeI2AEjIARsP5wHzACRsAIGIEyCFh/lEHNeYyAETACRsD6w33ACBgBI2AEyiBg/VEGNecxAkbACBgB6w/3ASNgBIyAESiDgPVHGdScxwgYASNgBKw/3AcKIXDqqacekjwXXnhhoWwNS/T888+/8sorDSPK5BiBcUXA+mNcW65mut966y2Oulm2bNljjz1GYNOmTTUT4OqMgBFoGgLWH01rkbGh57rrrpNBQiAl+qWXXiJG9gq/ekUAk4WYPXv2kCAsmcgYMbxVesWQnr+PP/64/q5Zs4a/KireEqm/YRWRXeRR2gcffPDwww+PDawmtH8E6B6ZTqg+k4/sv+xsDvU0Ch+8qBaUYP3RgkYcAQuMHyQ7hgjPli1bMsNp3bp1RPIKOa5Xu3fvvuqqq4g5+eSTZ8+ezV/Cd999tyQ+45ywSjvvvPP4++ijjxImmUTAypUrlWXFihVSMEpMafxdv369/hIvBcNz0kknEXPOOef87Gc/GwFArrJSBOhs+ZlKpTUUKozOjAlOv7r88ssLZWhjojvuuCPYsv5oYwsPn6dt27ahD1TPkiVL9u3bl9a5YMECJDsxpCGlXmnIIe7j7cKFC3GLEYmyIRwl8Bcdg7w45ZRTNm/eTPz8+fMJKwEKhsiYWm7fvh0C9Irq3n77bYVV4E9/+lN+33nnHTq9+v3ZZ589fHhcQ8UIbNy4EcHNvKTicvssjn7OvKTPTG1Obv3R5tYdX95kbYRVsXbtWsLhvyI8Z86c8F91YfPHP/4xb0888cTbP30uuOCC8cVkkinHxLz55puZeaSWbnhQY44CRPlIpiyYufKIyh2acZamMUoQ7lMZu3owbW/59CG7KlJdsqHDiaq3PKo39bWq3rxXjbzhoQ2XL5EqXzGRIO32aaQqzXuVI0amedAZZESCqFquP1GrYlObI+2H1h+fobFq1apJHp/98s4sDBeTcjG2Z82alZaAfaBxSBoEffrq+OOPj7dMKjEseEvHJRzJMn8j/sUXX9y6dav+Ys0wId2xY8e0adMgQJH56r70pS/dcMMN/XLn9I1CQEIcixb7MnodMk4+UnlQRXDHSOLpcvKIUgi9K2YnmLm8RaSG+5QEFEK3DG9qQIHvlGRKqUgRwF4SsoQTlQQhiKlXbls0Hwa06sWK0uhIn0WLFqlG8oYPlpTEYKODQCRgA4tscQqJyHDeym2rv3IyB0rQTyT6TwmYk4n3cETDdawgUrWoJc1UyuMT+mOWN+EBQ1GkA8T+Kw0JDYAYeyoBKa/RwisC0ZujfAaAMpLmvffeI56eGmOJ7DE+o4T0bZpdZUKVEsg3zRNjtQhTTtNwBGjW6GO0suRaGkmXUNN3jFSHFI9pT1OfIYYEaTdWmuhLKTihP1SX9iJmwuq9MRCUIM0IMerk8aRvKVPUppFpOLp3cB3lxJBMByZjgSeTJv0bxMC4UqYlM7HOPCnlve0PT8xDeDnAnCVWDpl2qSdpXhMP6xO80n7f2OarQaWHEpTxjTfemDt37ocffsikLzol2TX89KiE9G1k19oJj7xbPJpS8fBKCzB+WoAAc2F5jeROSU3VctylEpB+QpdT/9SGPfVGOUjHbp9VqLQYmIwFTJDwm2nYppsVu2OI11cJ5AGOv4o8JB3YHQuipu5pYsUynx3RwDMVfaUz/vGPf5yqzNI1QkxPKMp1VueaCoH77rtv+fLl9EjPUdxJpkIAgY4LKOYKCHQ24/E3AmTE54PvhdlDx0hKWL16dUxlSMzfjhuocPqjNuKV/Ejp9CiNSROn9ZIGLyvVpfWmGfERwYLmSXq0siL5w9t58+ZRaZqFonC1KUHUlUZGOao6D2YGBHxWIAaMQS1ZtCIiGFlSitkYkbiwMpqjD/1BztQFdtxxxx122GEd25t43k7VFbpn/MpXvlIuY+ka04w91aRHeLUIHDx4cPr06QcOHDjyyCP37t3Lb7Xlu7R2IIBQw6efCnGGKi4X5C+iVtvzmHSHvMtH5kVn7OUjgAylCu3s0l9Jc6GXmVNOpT8kfNNCiOlLfzB/VXZ8UFIAGe3Vkap8ZLBPCfLLaY1Hf1l9DN4BTZoyskTVef0xVV+qwP5oRze1/qi5HWV8qFKbIDWD7+oahUDe0GkUeV2I6b3+MS6cmM4xQgDjgyXBIPj+++/v4uccI75MqhGYKASsPyaquZvC7EMPPYTnKqhBeWCONIU402EEKkKg4MIe3rnMJpSK6h96MfZffQax/VdD72ufVxArH2mNXgWpDX9XVBsCrZcq1h/WH7WNps8q2rVrV2yLTPd1XHLJJWeeeWbd1Lg+IzA0BKw/PtkTPQkbWyeEzaGNlJIFG/aSwDnbOCDQ+u7t9Y9x6Iam0QgYASPQPASsP5rXJqbICBgBIzAOCFh/jEMrmUYjYASMQPMQsP5oXpuYIiNgBIzAOCBg/TEOrWQajYARMALNQ8D6o3ltYoqMgBEwAuOAgPXHOLSSaTQCRsAINA+BHvqDQya6nG7bPHZMkREwAkbACNSEQA/9wVETUx3VXhOBrsYIGAEjYAQaiYD9V41sFhNlBIyAEWg8AtYfjW8iE2gEjIARaCQC1h+NbBYTZQSMgBFoPALWH41vIhNoBIyAEWgkAtYfjWwWE2UEjIARaDwCPc5m51b3uXPn7t27t/GMlCHw9ddff/LJJ5UzvYiCC+XPPffcMiU6T58ItP6A6z7xcPJWIdD67j16/QHEreoyZsYIGIGqERjTK4harz8a4b+ic4zquf322zNd/aabbhoVMbXVC8u11dW9ouZQktLZTKr6bbJ2cDGmmqNqBdrQ8hqhP0aIDdqCm7eDAD6WvOWWW0ZIz6RVndffk4aA+TUC44vApOsPlMeNN94Y7bd06VKf11Jnb161alWd1bkuI2AEKkRg0vUHUIYJYuOjwo7looyAEWg9AtYfXwgTxMZH67u7GTQCRqBCBBqx/2rkS2Qffvjhaaed9tprr02I86r120IGHCHtwKcdXNCU48XIRH0VYP3xmajZtWvXjBkzBpQ745J9vAZk/ai2A592cDF2+oPJ6PTp0/lN+y2+cb6ia9/0tIf/iu8HTzrppPoHcP01To7yqB9b12gEJgeBzJYcMd5W37jXPyanY5tTI2AE6kBgcr4KsP6orD+tWbPmuuuuyxT30ksvnXrqqZXV4YKMgBFoPAKT81VAq/TH448/js8XOR4dDNmNBC/e38jL4VdTpeeVT1spDibIVwXXnj17KIrf4rWjy/PqvHj2GlLSndK+mq+xX5ZroHkSqpAY0UO4HMsT8lVAq/THvn37TjnllCF9QI7w2rx584IFC0p3qXIdsXsujn0cRrGZMhHEMaL6EuIlaEvrGjvTjb6RoVmarzsOsNxYTjUJyDzd1V6JRm9OFlhbtGhRHBWzcuXKch1+Qr4KaJX+oBcyDhHxHfu3rAceTUs1y1DHldlBPLoHJZExYpRmx44dy5Ytu+qqqx599NG0u8fQSiOjru3btytecoSKggCFeVLZEaXJbAphOsKpNLxAvEbU7t2758+fP+zRDs6qDmRGyHgJNi+//HIgSk3ejRs3wk73otauXfvWW28Vr66eSYPoOe+889QWd999NyNL4RUrVhSnNk1ZJ+XlKEQCvPjii5GXdjn55JMlIjIjXSM6jBUCaZgsmCD8fvWrX1XG1LFBx87YN8SoCkmD1AYqx0g9udqmP0CNKQOdIDNrkBhS79+yZQvNw1BnPBBPStIzhnlikORHCGpjzpw5M2fORMFE4WSXsENqhN1D4XQ71bV+/fq0Ibdu3UokFZGG9EqDRBZ5/EKAIhm3iCFI1V+yRDl1DkJogN9NmzapdsaSJJ0Gj55AI+aqqUbMDCqVE3m7G3Pz5s3rOAxi+KXaJXRtZvYgqsrNIksMQvrDhg0bIiMdgG6jxk2nL2nJqdc05FTD5/gxQwo6M5ZKo8z0gu0oxc/Qy6SHF9ox9GjavRELxD/22GNYLRFGBFGCDta75557lJGBI0zoCUqJoiJX1CWBQDLIIB6Rwl8EQhePuvLWKRAyyLRQf9D8jGGaLWUVQaxG5VmyZMm2bdsIIJTXrVuH+KaRNMuY6pHzCpVDMrQOk0qlJPvixYsJEE8hiqRzUEWE0zJDDUBApKcEyCMZW6VRMJH++OOPpw9lBF/NfQX7CX7zsABaDCcJceicPXs2Q4J42A/xAacxwFQOw09qEu4YJ10kewjflACGE+WrdnCT/OI3dG2qs4Oq7u3bpen7fRWtKUzgkW4DGjSuaKbPTLUmp6mMBAdb59Oqa2737lyDNoa4WjDmatH6dBjaF65VSKMo79maOMDzaRjRq1evVjwzy3RUakQzreQ3wiSIQsJdkYodqSgGuDqJEqOEFGDQIcHUYxcuXIjk6UL2aOFtof4A65tvvplRmgomWpT+rQlgGAq0EO3Eq572OAojxCiT4lRCqRNknmnTpnXvqZIUogfComsSCFMX8uhSdOiYPkdfIaCnhvNrO0re8LfAqcL494BIAwM8Q3xoUOkvXEukCnApYzJmsKLthAwpNTLjkSKP9mJUS+PyGyM89QWBHiotP6Ps3jqDvKWucGGF8wr2g2ZIevfddztWoW4mwEdlcRbhPdpXpO7fv19jTTgzQEL5VSXduMUubNbKAxSOOhTjqegPKOhRJ5xwQvylBWG55wDPywShFLZ7R11FAtCLITBVGhWeCoQiDVd5mnbqDymG1LkhOaIJYLiDmAbSTvJidUcWhaF1EamfvFnQb8PIXgl6QuThKSKS0jStRu5o8q5Vh9AWBPT0W2+J9B3tg/BKhQHO5oUic3wNvBABHedWsf4h9ZnSTPY0hlEt6DIjXFloXH47KvgSOBTPEi4suo3MU57wuXWUUFF4HsORTBp6MhstqJQiW3YVulwfHVdI+XPPPReDpfIAhctKkP7LW4e0XaryacESnSoGCGOZji3rrSPOoBdDQMxO1RypQOjZZMNI0E79AVJM35BN0UK0WeqVFpRMOmhIebEkJWM2nWJNf6IceRX0IMLkwkL3yFFGmjBrmH+Fryxsi0zj4RPPLI0UbN16dEYQM2vWrLyIB6vwz4bRDXRF1hg08FIREJZKHgG9SsezfHqRklEtZ3RmhCsBgxAlXcOCf4ZydIZ6FKRKJDFBCY9f9xllHoSRTBq690ZciDH7SVPKxCdGxlYDKe85yugz6ZjV5pF0RDOxCxuxZ2kSMkqGfNBKGL1C1ky4wTPlMOg09Sny1CwQMiS1Vn/AZywwEEZJpEu+TJ9jgi9TQCaI9s8wBtLVy9QdKfhwlUj6Yy7I0pQq0lsGT0w2070cKfRUhD80JnGqPXIxm6aQWErV0lxkr7PHIP6Qd5mtI7IhNOUMwrSzQLJee1E69n5yUWDBxdX8eqayR+ugpzU+0xGeUqu26GlfFhmoxdMINO2tUC76nqbkmotMVZQEh9RwykWdLV6ETfqnPLTRjvAVu7NitwUJmkZ5T+60iSYGJr2LLkcvQv0rkoGfMtizwBjmdAbNhxAUUrQYah0nE/Qf0gQNPdfPRwlyd2MQy+6CCy6o3GBMCwTQoZbvwvMI9It5uoQuOywkIwHGgKoIDaoY6c6onXDYcOmoSw27tGSlkddRMjefPfUBBpGKhLBwAmjQFu8J/eKTL1lzl3CZpjoDqkSM1pkJpFtjY9Ij310GnOIsyOnRV/ruiVMiY1YEhXAhNtNtyhn3y4BkVMvIgMT0lT3tA31lHJfEPc7fff7553FiokV6qtnSCVCz6ut+akPAmHeHuh341MkFhgi2YCzjUXWF2xaCkfvuu+/+++9nX6wejrP92te+duanzxFHHFHb8CleUbU4FK+3tpRt9l/VBqIrMgITjgCLw/FVhPxvJVaYe2KIN4m57BNPPIHHhmunv/Wtb2Gf/ehHPzr22GPPOOOM5cuXv/LKKz0LqTMBM+M69/7VyZrq6jH3x9OHwn/66aeHR1mds6ThcTFeJRtz2x+V91j0R7jpcL512RbRb9U9u+vHH3/MrU2//vWvMYO++MUvXnHFFddee237LtvoF7ca0vewPw4cOOBmqKEZXIURGHcE4swFJt0VKo8isKAzzj777DvvvPPNN99Edf3tb38766yzsEsylzgVKcpp+kLA/qu+4HJiI2AEGo0AayF33XXXzp07MUq4lHrVqlUEGk3xOBPXCP1R+QelLrA7AuPcY027EeiNwDHHHHPvvfeyhv/qq69+5zvfwY/SO49T9I/A6PVHQ3aqsSLXEEpqIKP/fuIcRmD8EGBJ5qmnnjr//PNxZ7388svjx0DjKe6xfs7XYS+88MIjjzzSeEYGJbDnGt2gFTQpvz4S9mMExgWBAbf4/+Y3v/n+97+PLmGZZFxYHgs6R29/jAVM7SOyBitnfKuguceX+PSDzRZwMaDm0Mj93ve+9/Of//zSSy+d6uTK9g3wejiy/qgHZ9diBIzAKBFAhfzkJz+56KKLDh48OEo62lW39Ue72tPcGAEjMAUCS5cuZXfWQw89ZISqQsD6oyokXY4RMAJNR4Cv1vkg2jt6q2on64+qkHQ5RsAINB0BHZZV8PjnpjPTAPqsPxrQCCbBCBiBuhC4+OKLn3322bpqa3k91h8tb2CzZwSMQIrA6aef/sYbbxCTfmNbM0R8mJK/5XAQGvjKgi8lBymhXF7rj3K4OZcRMAJjicCMGTN27dol0tO9ziWYQQ0UuXMzXzJnhU11Li93o6WX1xWkSowUTFxhMuuPCsF0UUbACDQdAW4K+etf/5qnkvsieeLu0bgMVIslmAu8VaQuBNR5w7poMkrTxaaybOLeQPKGraOUvJL9ocsx9Za/5OWaWx79jStT42z8SE/2Dz74YORfdlt/NL27mz4jYASGhIAEd3pzCbN4bqtFpnPvLGE0BLdHy8jgamHO4yAS6wHxza8uiOTK25Q8pL+sASXjFbfV6h5J7nDMXEZLPBcb84obG1EeVE0a3UpJRi7NVVFcmB1GidKfc845DzzwwEhsjpTZHvqDA5C552tIjedi242Apl2V8KiJWF++Ak0nK6l9SIUgSrp7KvpleUh0trjYEPTikfupFNiyZcvChQsJcPk5F/Tu37+fMAE5nRDrXb5jj3t80UDbt2/XzfCUQ0bKjCsaA1V0BuE5c+a8/fbbKdT0drSLNBw6jMvS9VaEccYwxL/zzjv/9elDmpEczdJbf3z5y19ucQcya0UQCBO7BomW1hUTwyJENiEN7osMzdJ83WmTY6QJ9OdpSH0v4YQp4aBvJncNpwr7JlZouMovpfbWW2/l74knnvifnz6cETkSXuy/Ggns41Qp02SEoPoxEyImX8OmnhmcqpO3d9jVVVg+9yYBUbq1ZuPGjTEhnaoiHCD5aWkXqu64444Kae5eFDNutQVOFebRCmvKXOKpk/IS5EUWOh4Nx196/ubNm/u6gxY3l8pZv379rFmzuMeXEmQ6U2bx4YPJkulLKUeHHnroDTfcMAiPleS1/qgExtYWgiik98fchz4tSRcre6lFEnPVdDbNlFzz1vSjrZjJdv+Sa968eR2RjbXNVLuE4ZKZHYuqvnxfgzQn2mLDhg1RAkIE1wR/g7y8RoTgcIvH6mvD5/gQrEYMOjOWylh/o0eH1yI2FgCXiEzVH/BQZdbPSUkHEDKoChQPQ4YrEUlGDJ0hs1iSLxn3VKyfUzVrJxmcI8tRRx11zTXXDNJXK8gb9lHHALdiTMjFGEDZHYo2vS3ObDrrTBEIyzoS6O5rerzmqowZDTwZE/yNSsmrFUJl0dJiPKQP+4OUZMykZBas7DxRFDFBkgIqJ6WqeAsWxydfJlwHJapd7AfNgVIwksFQgMhqCXC4Ry/qSsNdmBqEi3yxaU9Q+2baJc+XCilBeab2ahkp3g1KpASW6L0lso9dFtsfFejgdhehpb/ME/6WadOmKbxjx45YYMS/ETdga8KlvxgBWhWUA0SLk2TMFI4HQHMuUs6cOTN9K39C+E/Yl6J1RX4JK2XqC9L8sS//w4CtSV3hdgjnFewHzZA01eor6WOtNZ2oNs3tE+2rvsHyssw74YzVGEvBTaN8wMbtmZ2G7mlh9CxkjBJYf4xRY42G1I6en/BKsTNEZO3bt6+jpskQra0s4b9CGeS5ihmcDP80AdnTmBNOOEHagl/CeT1EDA7omoELFxb+isWLF6v28LnJKJnqyWMYIpiAHlwCNXOUry5aUK9EthZ+0OXsMSXQTMpHDl2bCLD+aFNrVs8LC4B5EY9GQW3ItSLHFA+GSJE1Bknz1E4PSyVPvV6ly9FkT+UvE3mttfCbn9Qjx/G0FF+xrAo+dAYmlCwtTclZ84i9/BmN2LPS0BZyJjdBebD4kbrjggU56/krY6uBlPdE2wn6QsD6oy+4Ji4x4g95l370hKSWDaEpJ19UCRQcTWgayXqsk6mWT8lFgQUXV1Va6n1S9lizXblypfbs4zMhLEpSahFk9W/iEmjojNh5hS7RlByOutgfaGspngwXTdAZadfH2mO6oIZWvL5y0LQg3WnaNMonbgAPmWHrjyEDPP7Fy0EU/go+rUI+xiaT8Ldon4lmoIjyLlYFBWK+RIF5qyXWPygtv/uF7NqgwsMGGFUkPaHIzK4txBkFFtRYVTUXhKFNw3mFT1w0w1GX7bwAq40ApEQvppZKowQxkwa1IA2N2pCOpwNEm6Z7zBpFeVXt63KEwCHMF7pgwd4J3uq33Q9dvzsUbWJ/opgt0XDtwKdOLlDP6JLYuUDVFW5bqJOREr1lkrPY/pjk1jfvRqAaBNg9kZ4iRaH1b1uohhOX0g8C1h/9oOW0RsAIdEIA/yHGh/xX+mqnyGY8YznuCEy0/+r1119/8skn1YTptkgWYM8999xxb9ou9Nsh0L1x24FPO7igpVrDSPtEykTrD04Xnj59Or9pux522GF79+497rjj2tfYwZEHpPXHGHVvd9fGNtZE+684mv7GG2/MtM3SpUvbrTwa2xdNmBEwAuOFQA/98ac//andwvSmm25KLzjB+GCf5Xg1oak1AkbACIwEgR764+DBg4jUkVBWT6UZE8TGRz2wuxYjYARagECP9Y+rr76am0niWq5qGdZRB366IzCMr1KMvHvdeCFQ+SjwEBikA0RzjHj9oyHnFesTWXxZDaEnyBikjXuqpaYx2xx6gK45xJSmpB1cVK45YlyUBnbCM6aCZcT6Y3jysa+S0Rws83jloy/QnNgIGIEJR2DE/qvhTS76bdddu3bNmDGj31zDTj+knYtDKnbYaNRWfjvwaQcX7LDnNhGdPsnDcixTPc7qP+aYY44++mgCPKeffnq/23zaAU5tIyKtKIXO+mMkTVC00iH18iEVW5SrxqdrBz7t4ALlgQrhkyz1Gnb0HDhwgLP6+X3//ff55bt3no8++oj5H2eofP3rXz/70+eII47o0tHaAc5IRpL1x0hgL1PpkHr5kIotw2Ej87QDn3ZwQQcpwgj6Q4rk1Vdf5TB5jpZAl3z729++7LLL0CX5XlakzEb2zdET1Yf+OOuss/jCbnj7r5rjvxp9s3SiYEi9fEjFNhPDElS1A592cFFQf2RaGTPl5ZdffvbZZ3VuP4f8//CHP0x9XK0Bp0T3HjBLCp3XzwcE09mNgBFoHAIsk1xwwQV33nnnm2+++cQTT3z88cdMhZcvX46/q3G0jjNBHfTHpF15P87NZ9qNgBHogcCZZ55511137dy5k3Tf+MY3sEsMWVUIZPWHlUdVyLocI2AEmoMA+7XuvffeRx555NJLL7UKqapd/r/9V3nlweaHoX5/7vWP7g05JC/tkIqtqlOOvJx24NMOLsqtf3TpQqyI/PKXv+TihpYJH/jiUmEY5+ZHLu/S5cdch8zVLNUOqCnXP+KmYgJ6qq24wtK4omPNmjUVFlh5Uc2nsHKWXaARaD4Cl1xyyTnnnNOTTsQxgpIn7lUkJsI9s1eSQATo6SnuuJSea7tQitxFv3HjxmXLlhGuXHlk+Mr6r5qsMyppkoYUYj9hQxrCZEwaAiyt33rrrd253rNnD3P53bt3I4JXr16tTVwjeTAmoAFKOB2DfcldaGDvMp9SKkH6xWUJsotLpw7r5+OlQsCUSQHKWVo6WpoeEKpbCEqH84tlwN/Iks4veHXdddcpIyWkYRVCdVEsCRSTJ4CYzZs30+Qk7t7qJVrXWVIEivf1duDWDn4bzsX+/fvpLbqCl72/PIgLaRRGNGKB+Bj1EiB5yZAKGckcxZCdvxIjxKThqboolMgfFSUoHCYRRUHb7NmzIYYC161bJ+GDjMoTJtkoASheSj899u8OqMdKk9VXRoCDTrQ05ps8gDy6hFmRYfqtX7+emE2bNoE7+OoctPnz5weICH1OSiAS648SInzPPfdQJrjTQpoRUCwZVVeeAOYCCxYswPkoc1LJGj5m+sLciY1AixFgzDL8U28VjiCGPJGM6LVr14p3yRAGe0fJgOCWXFKamNoi3PmijkhEBBI8wl08VBSFkAlJkkee0qAN0URFyDfEl4QPKTuKLOK3bt2a8lJOOrXk+w+1KNMESXngBk395TecgLgIBf22bdvAV+HFixdv2bJFYXIp8Zw5c9KwTI0dO3bQ5GpFiqVFFc+TISDfwOWap8VDdBDWJg3MdvA7XlwgiNEfyPcuax5oFHXjjpIBQRGahkL27dunxMgQiaZ58+alYZRNflAg/aGBX1KWGDI9RZbKLN00LdEfGWQ5Hqf7ShdyX/ad2qZnw9CZSEMPwEDJuMV65k2bh3bSM15OwiI85tPITJb7TjY7gTSSCVc0U/ge08iO9Zbu6+W4KJerIzsRqbVZlSw3CIE0Un7UAcd2OcrTXO3gojQOTOSZocsj1L2QqSRD+KaQGz3JiMlomlLeDlkSJXxNRURWDKgS0qmd+oN1JEn8qR78ibLvwrrs2bokmDZtGrOAyEVAHtKezxhtbOvJy2gTDNLXR0t5udrbwe9Yc7Fy5cruwmQqyaBpgcRFOesh7TO4ucJNUrwvFRFZA0mnVBrmw5wB8Nxzz3VPU/ptgFuihFhdQD+n5RDWrgkCWv8gQbgCQ5mHKzOtOo3sGKbkKD8yTkUALkhtoYtn1apV/XI6CERd6hpSsf1yVy49MJZAsq+6GoVPaX7bwYXGcl/NVyRx9zKRGDG/ZBRr1pgZ6bHCyquOkiEkgN6qQH5jDjpVOOgnV4isKE1OM6UhoCUZHq1/KBzrHx0J6xhZfEyl0LXT/hDurKXLPZXfBI3/ccmSJeGJKmgYYm1QLO2kjN1dZCyrsFCW7r+aBJ9V8ZlR6ZSTBmM7+B0vLpAY7LXRMGfWjyOL7qpF9Y57ljpKBhY/JAHIhUAv1+G1/iEyYpFVC+88sQAzVeHFRVa5Bupx/8fcuXMpFyukHPPdc8G/VKifqRAYEkRDKrY17dgOfNrBBZ1qGIwMo8zW9P/icru19seEtKXZNAJGwAiMCgHrj1Eh73qNgBEwAuONgPXHeLefqTcCRsAIjAoB649RIe96jYARMALjjYD1x3i3n6k3AkbACIwKAeuPUSHveo2AERglArF934G+EEjbzPt3R9mDe9Y9pF2GFNuzaicwAs1BwBv9m9MWKSW2P5rZLkOnqsg3uhObBvRbwHs7uLDmGLosGKCCHvrj4MGDXLcyQPk9svZlN01g4uEh75KNgBEwAgMi0MN/NX36dM6/4hqMAatx9kYhMCS3WKN4HISYduDTDi5ox9YwMkifbGZe+68+axeOD2tmC5kqI2AEjEAzEbD++KxdxuJWiWb2IVNlBIzAZCJg/TGZ7W6ujYARMAKDImD9MSiCzm8EjIARmEwErD8ms93NtREwAkZgUASsPwZF0PmNgBEwApOJgPXHZLa7uTYCRsAIDIqA9cegCDr/VAi89NJLVR2UsmfPHoritzja3Elc8Fri4mVWm/LCCy9cs2ZNlzL7Zbla8lyaEeiJgPVHT4ic4AsI4vj4vy8hXgK7tK7uN8yXKHzYWR5//PEMzdJ83euF5cZyqklA5umu9oYNsstvDgLWH81pi4ZSwjQZIajzoHbv3j1//vxhE7ps2TJVh1RtuA2RgeLyyy8HImRuxG/cuBF2uiO2du3at956qziqdX6rdN5556kt7r777gULFii8YsWK4tSmKeukvByFztUXAtYffcE1cYkRhZs3b960aZM4P/nkkyXpNK3WExZJzFXT2TRTciUjEPBF3jQyD+68efM6Ik75KiHVLmG4ZGbHomrYZlPQibbYsGFD/F2/fv2cOXP4G+TlNSIEo6SVhbBYa/gcH4IzdGYsle4tO3EDqaUMW3+0tGErYmv79u3MOvOFYYXEtFQCEQE9e/bsF198kfglS5aE+Ni2bRsxjz322KJFi1QO0p/JrKwZIrtI9hC+KQFILspX7Vu2bJGc5ZewIskV6YMqNF9FkPQoZvHixVCiRNQOjxgloMEhciJv3bp1qYGSFkf6W265hSwke/vtt9NXjZq5g/ZVV12lFoRgtWC0Ph2G9oVr0d8oyuvpA5NTi/XH5LR1SU47St7wt0ybNk3hHTt2IDhwdxDGvxHiA+cMMfqLoJFIlQOEkslCxgxlSFjNbUk5c+bMjITFHgr/yerVq7du3UoCfgkrZeoLOuWUU1Bpoqqeh7rChRXOK9gPmiHp3Xff7UgM6QFEgAu3ZorgaF+Run//fqkQ4YzVGMqvQuVx7LHH/uUvf6mnEV1LQQSsPwoCNbnJOtoH4ZUKq2Lfvn1F5vjIGqAM/xXKII9srH9gtSBt0wRkT2NOOOEEaQt+Cef1EDHHH398zY0XLiwsIcwR1R4+N7RLF3ryGIYIJqDn9ttvr5mjfHXRgnolsmVXoct1Yne1lJ999tmvvPLKyBk3ASkCPfTHjTfeeOSRRxqyiUVg1qxZeRGPRkFtyM2CiBc4GCJF1hgkzeXJ0ROWSh5kvUq9PWRP5S8Tea218Juf1CPHcaTUsOCfoRydgQklS0tTclx84fHLaMSeXSu0BQE9PbMMOwEuRHkgedK6cGGhV4iRsVUt5aeffvobb7wxbNZcfl8IdNMfc+fOXb58+VFHHZXdvteu/7D5fx5+pC/UJicx4g95F6u7ktSyITTlfPTRR4UGjiY0jWQ91slUy6fkosCCi6sqLfU+KXusLa9cuRJHPGnwmRAWJSm1CLL6N3EJNHRG7LxCl2hKDkdd7A+0tRRPhosm6Iy0z2PtMV1QQysevmJ3Vuy2SFXI4EPm4osv/sUvfvHxxx8PXpRLqAyBdCY4yWEAnRz2+2U2XUKX2RGSkQCyUtCFLaIYFh7Siggrb2bSGpF6ldntqgV5ydx89pgFkyaIVCTlhB+MvNBWvH37xSdfMjRQiIgP+jVooUrEaJ2ZQLo1VhlFMDBmwCnOgkDuK333xCmRalkeKIQLsZk2XCBfCQHBCDMD9GslZbqQShDocf9gZWqq8QVhU2XkWuNJLk/gRDFbAqZ24FMnFxgi2H+xc4GqK9y2EIy8/vrr3/3ud//whz/YqV6iVw8ji9fPh4GqyzQCk4UAuyfiox/534axbeHMM8/EXXnRRRd99NFHk4VvU7mdoEl39yaoc7I28s4wUcyWQLsd+NTMBfojlnZwvnXZFtFvi2QYYVGWjVhPP/30EUcc0W9RTl8tAtYfn+FZ82CrthX7LW2imO0XHNK3A592cNGxOVAhL7/8MlpKuxL8jAoB+69GhbzrNQJGoCQC99577xVXXPHNb37zwQcfLFmEs1WBgO0P2x9V9KM+yzhw4MBxxx3XZ6b6krdj5t4OLrqYg3zlfvXVV5MAdcLSSH39wzV9joDtD/eFuhE4ePAg39x8+OGHdVfs+tqFAM6r55577rLLLmNFnR6VfndSjtH4sK2e4/TZjlzwQ6ji7DzzzDM7d+4snn7AlNYfAwLo7H0j8NBDD+3ateu+++7rO6czGIEcAkuXLt27d++VV1552223nXXWWXi0+joMP1OevorgsIAazj9G4U21ywC9Mh43F1TyFcmYFvLaa6+lZ0JE+Le//e2YclSQbEshIzBeCBTs2E899dS1116LaxQD4uabb2Yy/sEHHxTMm35xycq8PoGMHWXxkWwcPxMJ+IJSkVER377ou1oiI2N67kB8hKsvSUkT343yKr7DJbtSRmOpCmrU15rKzrGSHAOhV5z9/Pvf/744ywOmrPIL1QFJqT87fSv/IdJhhx323nvv1U/MhNSIqzoGAwp7Qrg2mzUjwBSQ7xk5cpHhjJvrkksu4e8TTzyBvwtjhefvf/97nqTQAQjokOxKxt/0sAMJfYS7tEIcNKDE+j5foj8tSsl0sgCBOImAv9JGVKFAKDCVoKKklhQTX/j/4x//WLVq1aj0x0T7r1AeHBCZmYhhDjd5aXe8po0Zaln5iHkWr+6//36vgox1gzaW+HPPPffOO+/83e9+h57gSxG8W4cffvivfvUrjgTm6E8WS0488URWO5C8GRa0BMJxaniWdAKmYsilmwLigq/UNMlfEBDn8PPBI1fgpOfb65LKTL1YS8RwAFr+EFKOlUPBQAPHU8bVMnGu81133UVGthLobGbYPOOMM2prl4nWH6B80003pSYIsxXuw6kN/UmriJUPdl4F1ygPr4JMWh+on98ZM2Zgf9x6661M6rE/ME2wP/785z8zkc/rDyJ1KZboDO8T8SxX6IIvGRn9nqM8CONhKuWXdlj1oWRsLLnf0UCDVNRv3knXHxkTxMZHvx2oePqM8aGMNkGKA+iU9SDAGc94h7AzCMRVYFG11IZMky70YDTIksCzxAXGaVGsjXe803Oq0rqfV33ooYdef/319SCTr2XS9Udqgtj4GGovxMT+wQ9+EDdYKID/MHNR61BpcOFGoAgCeJNkgrDkoEtNeKRR2JpFGJne3f5AQyglhWiTVRSFK6znVmOy6BZOlBA+K7KIho6bso4++mgcdEX4qjyNvx/8BFLMWFyH+LLS1d3KsXaBgUBrPm1zmxqBPALchsJtyj2VRAugs/74pBFxxJ922mls5/XKeT192vqjHpxdixEYKgLWH5/ByxdtrLMNFWsXbvvDfcAItAkB6482tebY8GL7Y2yayoQagakR8Pq5e4cRMAJGwAiUQcD6owxqzmMEjIARMALWH+4DRsAIGAEjUAYB648yqDmPETACRsAIWH+4DxgBI2AEjEAZBJqlP/q9v4WTAJSlL9Y52zl/SFlaAgk6fufJZ0Fc+ZKpq2dpfdH2wgsvvPrqq31lcWIjYASMwEgQaJb+AAKdFFbw/hYOttSRyHnsOGyg3A0wKAlq5/CAkbSH2B9J1a7UCBgBI9AXAo3TH6KeE8d0LJJMASwMxDpGg6wN3S5JPFKe02lkKxCptyRDc3B8DY9ME/KGZaPy77nnnkicwWvDhg2cjczxNeTSq8jOq0is6sIcIY3oFG1xyHPosJTyKFCUcw3JI4880lezObERMAJGYOQINFR/cGglJxILHQJMyTlhH7NA03POlkEur127FimP/UEAQawbVDgUk/CKFSu4Z0L3vVACR/DHBS+BuG5rQZFk2gCdRF1kCW2BisrcAkYVS5YsoQQupYljOMlImAOWUQ8oP5HKnQHSZyJGxy9Dv+iB8n/9618PPPCAbY6RjwQTYASMQL8INE5/aJ7OOZfoADGzcOFCfjve5RLcckSljsnkUExOTk5RSG9uifipbmtB9OtiSJ1/qXopE3oIx50tROqcfTRNHMMZN8Zs375dZ2fyQMyOHTtIjDHEao0I4HYaqBVhXP+C8njnnXf+69OHLFya1m8rOr0RMAJGoH4EGqc/NG1nYp7HInOXSyaBTIQB1w+wOUL0U35I/H4bJr3qElWEmoEwVmvk3UI1ao0HO4ZrbYjhNrT//PQ5//zz+63L6Y2AETACI0GgcfpjKhQ63uUSiZHLGzdu7Ji3e8ZMFpRHKCFuK0PiK7tsBfxOSk8kRoYUTP4amWnTpq1fvz5PjJRibP3CZuLh+pcbbrhhJG3vSo2AETACgyDQGP3BwsDrr3/GCYHPw6f94x+H/s//KP7/Pvzw//78LpdHb7opTb/pv/9bq+VnHXLID7/1LRLj9Xrsllv4SxhNQEbCWk5Pyzzlr3+NcjL3gs2cOVMuLN13T14WRUQJmkDVoWDyV4lhcOjqmFii19I6D/HoHq29U6YU0lFHHXXNNdcM0orOawSMgBGoH4HGnL+Lwvjud7/wxBOfQPAf//HJb83h886rH/2JrRH16S0DE9v6Zrw1CHgYt6Ypx4kRLnzkGSeKTasRMAI5BKw/3CmMgBEwAkagDAKNWf8oQ7zzGAEjYASMwMgQsP4YGfSu2AgYASMw1ghYf4x18/VHfGwJ0z60hjxsaNZnMSN/SpyZ9swzz+zcuXPklJsAIzASBKw/RgL7yCod/BPLwUlvlPYanB2XYAQmFgHrj4lt+k8OoNSHKTrkMQ6g1Ff3OhFSkQTiRMgUrzQ+vtXPnB1JCTqJkrMmdd4+4ag0g358KKOTJfkNYsJGoRx9g5memKnEKTsqmcSyuqAqTvvnb3zFGTaZiOTgskivEvJHYb7//vu/+MUvJrffmHMj8DkC1h+T1RckHEMWI0axSDhPJU6E5HP6RYsWSbzy+aROpSSgEyE5HCxzKj5f2hPPcZAcJSmtkzk7khL47lLSmS8r9dmHKs1Aj3wXPTx8mc9fjmHmC02S8bV/3LPCGZR8g5k5MVNFBTv6K92jAqlOtfPwQajOzaSQOGmGM2bEMgkAge9DO7Lzz3/+88EHH5ysTmNujcAUCFh/TFbXkADVMcA88UU98lrnVCKa+aJ+//79hAlIqvKpvE6cjHP1AzV9Qk8yneOSPzuSV4h+zovseKZZij6qIujheON9+/bFKZboJF5xEiUqgW/4ydXxxMzIrmLTAhUj9YmC1N/gOshAnQgEWEYb5dnhvEsSQM8dnz6HH374GWecMVl9yNwagc8RsP5wX6gYgczZkVG6dFK/jy5iQZRznAz6gAcdpkL6PTEzrA3sj+JkZNi57bbbyMudArd/+ugYZj9GYDIRsP6YzHbPch0HUCKpOXNeZkeJJ392JBYD03kcXBnjIF84Qhlnl+Jxi0k0c9Y9Jg6/FAJtWAwYJcR3OTEzSk4LVCTk8SufWJFC8uxw3uX1119fAhlnMQLtQ8D6o31tWoajTZs26URI/DbI+jJFfJonf3YkziJ8X/Jiae2ERZSO6+daEZGLCf+VdBheNfRZTPNj5SYIJnH+UnrRT4F46mI9HDIghr8oISWIczCJjOsmU97z7PD26KOPvvLKK0tD5IxGoDUI+PyS1jSlGTECRsAI1IqA7Y9a4XZlRsAIGIHWIGD90ZqmNCNGwAgYgVoRsP6oFW5XZgSMgBFoDQLWH61pSjNiBIyAEagVAeuPWuF2ZUbACBiB1iBg/dGapjQjRsAIGIFaEbD+qBVuV2YEjIARaA0C1h+taUozYgSMgBGoFQHrj1rhdmVGwAgYgdYgYP3RmqY0I0bACBiBWhGw/qgVbldmBIyAEWgNAv8PNFLN+FMbvuoAAAAASUVORK5CYII=)

**Figure 2: Stream Buffer**

Then we extend to simplescalar to support the stream buffer between the L1 and L2 cache by implementing the cache.c and sim-cache.c files, the algrithom is shown below:

In cache.c file, we will create a function associated with stream buffer:

Buffer () {

Compare the address tag and the valid bit

If (hit) {

the stream buffer hits will increase by 1, then remove the head and put it back to L1, add a new data to the tail, we consider the cache as FIFO }

if (miss) {

the stream buffer misses will increase by 1, then we will flush this cache and request the next address and fill the stream buffer with the new stream

}

In sim-cache.c file, we will use the function we create in the cache.c:

/\* il1/dl1 cache block miss handler function \*/

if (stream buffer){

We enter into the stream buffer to look for the address

if (hit in the stream buffer){

the instruction L1 cache miss decreases by 1

the instruction L1 cache hit increases by 1

}

}

**Experiment**

Configurations

* **L3 cache:**
* **Origin Configuration:**

Il1:64:32:1:l dl1:64:32:1:l

Il2:128:32:1:l dl2:128:32:1:l

* **Configuration1:**

Add split L3 caches with block size 32B, 64B and 128B

* **Configuration2:**

Add a unified L3 cache with block size 32B, 64B and 128B

* **Victim cache**
* **Configuration3:**

Add victim cache (4 entries) between il1 and il2 cache with block size 32B, 64B and 128B

* **Configuration4:**

Add victim cache (4 entries) between dl1 and dl2 cache with block size 32B, 64B and 128B

* **Configuration5:**

Add victim cache (8 entries) between il1 and il2 cache with block size 32B, 64B and 128B

* **Configuration6:**

Add victim cache (8 entries) between dl1 and dl2 cache with block size 32B, 64B and 128B

* **Configuration7:**

Add victim cache (16 entries) between il1 and il2 cache with block size 32B, 64B and 128B

* **Configuration8:**

Add victim cache (16 entries) between dl1 and dl2 cache with block size 32B, 64B and 128B

* **Stream buffer**
* **Configuration9:**

Add stream buffer between dl1 and dl2 with block size 32B, 64B, and 128B

* **Configuration10:**

Add stream buffer between il1 and il2 with block size 32B, 64B, and 128B

* **Victim cache & Stream Buffer**
* **Configuration11:**

Victim cache between dl1 and dl2, has 16 entries with block size 128B

Stream buffer between il1 and il2, with block size 128B

* **Configuration12:**

Victim cache between il1 and il2, has 16 entries with block size 128B

Stream buffer between dl1 and dl2, with block size 128B

**Result and Analysis**

* L3 cache:

Figure 3: L3 miss rate of bzip2

Figure 4: L3 miss rate of bwaves

Figure 5: L3 miss rate for Linpack

Due to the results we obtained in the experiment, the miss rate of L1 and L2 cache showed nothing changed, therefore we mainly study the performance of the L3 cache. From the three figures shown above, just in terms of the block size, with the increasing block size, the L3 miss rate of all benchmarks are decreasing exactly as what we expected. The reason why is that larger block size indeed takes advantage of spatial locality, leading to the reduction of the compulsory misses. Even though larger block size means that fewer blocks will be in cache which will increases capacity misses and conflict misses. Relatively, the reduction of compulsory misses is more than the increase of capacity misses and conflict misses.

Next we take the factor of split and unified into consideration, from the figures, the miss rate of unified L3 cache is less than the miss rate of the split L3 cache. In my view, for the split cache need to use the half cache only for instruction and the other half only for data, while combined cache does not have to limited by this. The unified cache does not divide the numbers of entries in cache that the split cache have to do. What’s more, if the current program needs more data references than instruction references, the cache will accommodate, vice versa. Thus, the unified cache performs better than split cache on account of miss rate.

* Victim Cache

As for bzip2 benchmark, we first set a victim cache with different block size between il1 cache and il2 cache and increase the number of victim cache entries to show the effect of different parameters of the victim cache. The result is showed in the Figure 6. Then, we change the position of victim cache to data cache and the result is showed in the Figure 7.

Figure 6: il1 miss rate of bzip2

Figure 7: dl1 miss rate of bzip2

In the Figure 6, we can see the il1 cache’s performance benefits obviously with the higher block size. The 4 entries victim cache with 32B block size also did a great job in decreasing the miss rate and the miss rate decrease up to 25% to 50% of the origin miss rate, however, the change is not apparently for those victim caches with 64B, 128B block size for there are no changes between 4 entries to 16 entries with 64B, 128B block size.

From Figure 7, we can see the il1 cache’s performance benefits obviously with the higher block size, however, there are nearly no changes between 4 entries to 16 entries with 64B, 128B block size. On the other hand, the 4 entries victim cache with 32B block size decrease the miss rate clearly and the miss rate decrease up to 67% of the origin miss rate.

Figure 8: il1 miss rate of bwaves

Figure 9: dl1 miss rate of bwaves

For bwaves benchmark, we repeat the above steps to discuss how the parameters influenced the performance of victim cache. The result is showed in Figure 8 and Figure 9.

From Figure 8, we can see the il1 cache’s performance benefits obviously with the higher block size, however, there are nearly no changes between 4 entries to 16 entries with 64B, 128B block size. On the other hand, the 4 entries victim cache with 32B block size decrease the miss rate clearly and the miss rate decrease 42% to 67% of the origin miss rate.

In the Figure 9, we can see the il1 cache’s performance benefits obviously with the higher block size. The 4 entries victim cache with 32B block size also did a great job in decreasing the miss rate and the miss rate decrease up to 69% of the origin miss rate, however, the change is not apparently for those victim caches with 64B, 128B block size.

Figure 10: il1 victim cache misses of Linpack

Figure 11: dl1 miss rate of Linpack

As for Linpack benchmark, we repeat the above steps and show the results in Figure 10 and Figure 11.

In the Figure 10, we use the number of misses of the victim cache instead of the miss rate because of the 0 miss rate we obtained. The number of misses reduce with the larger block size and the higher entries of the victim cache.

From Figure 11, we can see the il1 cache’s performance benefits obviously with the higher block size, however, there are nearly no changes between 4 entries to 16 entries with 64B, 128B block size. On the other hand, the 4 entries victim cache with 32B block size decrease the miss rate clearly and the miss rate decrease up to 4% of the origin miss rate.

* Stream buffer

Figure 12: il1 miss rate of bzip2 Figure 13: dl1 miss rate of bzip2

Figure 14: il1 miss rate of bwaves Figure15: dl1 miss rate of bwaves

Figure 16: il1 miss rate of Linpack Figure 17: dl1 miss rate of Linpack

To analysis the effect of the stream buffer, we set a stream buffer with different block size between L1 and L2 cache, both instruction cache and data cache. The results are showed in Figure 12 to Figure 17.

We can see a better performance with the increasing block size from the above figures. The benefit appears more obviously in instruction cache than the data cache. The stream buffer can decrease the miss rate up to 95% in the instruction cache compared 43% in the data cache.

* Victim cache & Stream Buffer

To measure the position of victim cache and stream buffer, we set the victim cache between the data caches and stream buffer between the instruction caches first and it is the configuration 11. The configuration 12 is that the stream buffer between the data caches and the victim cache between the instruction caches. The result is showed in the Table 1.

From Table 1, we can see the configuration 11 has better benefits though the instruction caches’ miss rate may increase a bit.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | conf11\_il1 | conf11\_dl1 | conf12\_il1 | conf12\_dl1 |
| bzip2 | 0.01 | 33.10 | 0.02 | 33.13 |
| bwaves | 1.57 | 1.68 | 1.23 | 7.67 |
| Linpack | 0.04 | 0.50 | 0 | 1.09 |

Table 1: the miss rate of the configuration 11 and configuration 12

**Conclusion**

In this project, we mainly study three cache optimization method: victim cache, stream buffer and L3 cache. From the results above, all of three cache optimization provide better performance than original settings when running on the SimpleScalar simulator.

The performance judgment in the project based on the value of the cache miss rate and there are two main factor to influence the miss rate: block size and the number of entries. The results of 12 configurations show the relationship between the factors and performance, with the increasing cache block size or the number of entries, the miss rate of cache will decrease correspondently. However, the miss rate would not decrease all the time. When the value comes to the threshold, the performance achieves its limitation. For instance, during the victim cache experiment, the miss rate remains unchanged when the block size reach to 128B.

Based on the limited time, our project is done here. There might be more future work can be done to appreciate the cache optimization. For instance, the stream buffer can be set to multi-way stream buffer, and victim cache could be added after L2 cache and the set associativity of L2 cache could be set to 4, 8 and fully associative.
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