Java与正则表达式

章铁飞

正则表达式是描述和处理字符串的工具，可以对字符串进行查找、替换、分割等操作。很多文本编辑器与编程语言都支持正则表达式，java也不例外。虽然正则表达式并不复杂，但要灵活应用还需要基本知识与案例的操练。首先，来看两个应用正则表达式的简单案例。

案例1：String s=132ffdsaf3242fdsfsadfsadf232,使用正则表达式从中找出1323242232。

案例1主要目的是将字符串s中的英文字符删除，只剩下数字。一般的做法是依次处理String s中的每个字符，如果不是英文字符，则删除，最后剩下的就是数字。相比而言，采用正则表达式的方式就要简单很多，代码如下：

public class Demo1{

static String s="132ffdsaf3242fdsfsadfsadf232";

public static void main(String[] args){

String str = s.replaceAll("[^0-9]", "");

System.out.println(str);

}

}

replaceAll()是一个替换操作，第二个参数表示空，也就把第一个参数表示的字符用空字符替换，即删除。第一个参数"[^0-9]"是一个正则表达式，什么意思呢？符号0-9表示0到9的数字，[]表示出现在括号中的任意字符，[^]表示括号中的任意字符的取反，最终"[^0-9]"表示出现的任意非数字字符。所以，语句replaceAll("[^0-9]", "")表示将任意非数字的字符删除。

案例2：String str="2008-03-23 12:30:01"，使用正则表达式将字符串变成20080323123001。

案例2的目的是将其中任意非数字的字符删除，当然可用案例1中的正则表达式解决。我们尝试使用正则表达式中其他的表达方式来解决该问题，代码如下：

public class Demo2{

public static void main(String[] args){

String str = "2008-03-23 12:30:01";

String str2 = "";

String[] res = str.split("\\D");

for(int i=0; i<res.length; i++){

str2 += res[i];

}

System.out.println(str2);

}

}

语句str.split("\\D")中，表示str按给定的参数符号为界，分割(split)为多个子字符串。以字符串s="2008-03-23"，如果调用s.split("-")，字符串s就以"-"为界，将s分割为三个子字符串"2008","03"和"23"。但代码中的str，很难以具体的字符为界，因为除了"-"间隔，还有空格和":"等。此时就需要使用正则表达式"\\D"，"\D"表示非数字字符，而"\"表示下一个字符，比如已知"\n"表示匹配字符n，而"\\n"表示匹配换行符"\n"；所以"\\D"表示匹配非数字字符。

|  |  |
| --- | --- |
| **Construct** | **Description** |
| [abc] | a, b, or c (simple class) |
| [^abc] | Any character except a, b, or c (negation) |
| [a-zA-Z] | a through z, or A through Z, inclusive (range) |
| [a-d[m-p]] | a through d, or m through p: [a-dm-p] (union) |
| [a-z&&[def]] | d, e, or f (intersection) |
| [a-z&&[^bc]] | a through z, except for b and c: [ad-z] (subtraction) |
| [a-z&&[^m-p]] | a through z, and not m through p: [a-lq-z] (subtraction) |

表1 字符正则符

表1是简单的一类表达式，左侧是正则表达式，右侧是功能描述。

|  |  |
| --- | --- |
| **Construct** | **Description** |
| . | Any character (may or may not match line terminators) |
| \d | A digit: [0-9] |
| \D | A non-digit: [^0-9] |
| \s | A whitespace character: [ \t\n\x0B\f\r] |
| \S | A non-whitespace character: [^\s] |
| \w | A word character: [a-zA-Z\_0-9] |
| \W | A non-word character: [^\w] |

表2 字符正则符

|  |  |  |  |
| --- | --- | --- | --- |
| **Greedy** | **Reluctant** | **Possessive** | **Meaning** |
| X? | X?? | X?+ | *X*, once or not at all |
| X\* | X\*? | X\*+ | *X*, zero or more times |
| X+ | X+? | X++ | *X*, one or more times |
| X{n} | X{n}? | X{n}+ | *X*, exactly *n* times |
| X{n,} | X{n,}? | X{n,}+ | *X*, at least *n* times |
| X{n,m} | X{n,m}? | X{n,m}+ | *X*, at least *n* but not more than *m* times |

表3 数量正则符

|  |  |
| --- | --- |
| **Boundary Construct** | **Description** |
| ^ | The beginning of a line |
| $ | The end of a line |
| \b | A word boundary |
| \B | A non-word boundary |
| \A | The beginning of the input |
| \G | The end of the previous match |
| \Z | The end of the input but for the final terminator, if any |
| \z | The end of the input |

表4 边界正则符

案例3：假设我们要搜索美国的社会安全号，格式是999-99-9999，对应的正则表达式：

[0-9]{3}\-[0-9]{2}\-[0-9]{4}

[0-9]：0到9的数字；

{3}：出现3次；

\-：匹配-；

如果"-"也可以不出现，比如999999999，只需要增加"?"符，表示或者没有：

[0-9]{3}\-?[0-9]{2}\-?[0-9]{4}

案例4：匹配生日格式“June 26, 1951”，对应的正则表达式：

([a-z]+) \s+[0-9]{1,2},\s\*[0-9]{4}

Java关于正则表达式的包java.util.regex，主要包含三个类：Pattern，Matcher和PatternSyntaxException。

Pattern类用于创建一个正则表达式，创建一个匹配模式，它的构造方法私有，不可以直接创建，需要通过Pattern.compile方法创建一个正则表达式。比如案例1为例：

import java.util.regex.\*;

public class T1{

public static void main(String[] args){

Pattern p = Pattern.compile("\\D");

System.out.println(p.pattern()); //输出为"\D"；

}

}

Pattern类中主要的方法有matcher，并且需要搭配Matcher类一起使用，因为matcher方法返回Matcher类。而Matcher类中常用的方法是find()，group(), start()和end()，对应的说明读者可自行查阅Java API文档。下面是官方文档中的例子：

import java.io.Console;

import java.util.regex.Pattern;

import java.util.regex.Matcher;

public class RegexTest{

public static void main(String[] args){

Console console = System.console();

if (console == null) {

System.err.println("No console.");

System.exit(1);

}

while (true) {

Pattern pattern =

Pattern.compile(console.readLine("%nEnter your regex: "));

//System.out.println(pattern.pattern());

Matcher matcher =

pattern.matcher(console.readLine("Enter input string to search: "));

boolean found = false;

while (matcher.find()) {

console.format("I found the text" +

" \"%s\" starting at " +

"index %d and ending at index %d.%n",

matcher.group(),

matcher.start(),

matcher.end());

found = true;

}

if(!found){

console.format("No match found.%n");

}

}

}

}

主要可以划分为两个步骤：

1. 通过终端输入正则表达式：

Pattern pattern = Pattern.compile(console.readLine("%nEnter your regex: "));

2. 基于输入正则表达式的模式，查找输入字符串中是否出现对应的模式，如果出现则输出其对应的起始点和终点位置；如果多个匹配，则输出多次；

Matcher matcher = pattern.matcher(console.readLine("Enter input string to search: "));

matcher.find()用于查找下个匹配的字符串，matcher.group()用于输出匹配的字符串。以案例2为例，输出其中每个数字:
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下面的数量正则表达式：

![](data:image/png;base64,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)

因此上述程序可以作为正则表达式的测试工具。

案例5：编写一java程序，将C语言的常数声明语句修改为对应的java常数声明语句，比如：

C语言：#define PI 3.141592654

转化为：

Java：private static final double PI = 3.141592654

假设cl.c是包含常数的C语言文件，转化为对应的java版本jl.java。

cl.c:

#define PI 3.141592654

#define EPOCH 85

#define EPSILONg 279.611371 /\*solar ecliptic long at EPOCH \*/

#define RHOg 282.680403 /\* solar ecliptic longof perigee at EPOCH \*/

#define ECCEN 0.01671542 /\* solar orbiteccentricity \*/

#define lzero 18.251907 /\* lunar meanlong at EPOCH \*/

#define Pzero 192.917585 /\* lunar mean long ofperigee at EPOCH \*/

#define Nzero 55.204723 /\* lunar meanlong of node at EPOCH \*/

以下是供参考主体代码行，请读者自己想出其他的正则表达式方案；另外，请读者补上打开文件cl.c，逐行处理，并且写文件jl.java的辅助代码。

C2Java.java:

public class C2Java{

public static void main(String[] args){

String str = "#define Pzero 192.917585 /\* lunar mean long ofperigee at EPOCH \*/";

String jstr = "";

String[] s = str.split("[\\s\\t]+");

s[0] = "private static final double "; //overwrite #define;

jstr = s[0] + s[1] +"="+s[2] +"; //";

for(int i=3; i<s.length; i++)

{

jstr = jstr+" "+s[i];

}

System.out.println(jstr);

}

}

练习1：

读取一个文件，输出该文件中所有的11位手机号码。测试文件见附件。

http://www.cnblogs.com/0201zcr/p/4994724.html

练习2：

读取一个文件，输出该文件中所有的电子邮箱地址。测试文件见附件。

练习3：完成案例5的完整代码。