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| 나머지 연산.  나머지 출력하라는 문제.  문제의 정답이 너무 클 때.  씨쁠,자바 오버플로 발생.  알고리즘 문제풀이 능력.  완벽한 답을 구하고 나누라는 의미가 아니라  연산 중간중간 나머지 연산하라는 의미라고?  그래서 매번 나머지 연산을 하면 된다.  (A+\*-B)를 나머지%C 연산한 것은  A%C +\*- B%C 한 것과 같기 때문이다.  나누기의 경에는 성립하지 않는다.  뺄셈의 경우에는 음수의 경우를 고려하기 위해  +를 해줘야 한다.    대부분의 문제가 덧셈 곱셈이 많이 나오므로  두 가지의 경우에는 성립한다고 생각하면 된다.  나누기는 역원을 구해야 한다.  빼기의 나머지 연산.  프로그래밍 언어에 따라 다른 결과가 나온다.    빼기의 나머지 연산에서 더하는 이유.  나누는 수로 한 번 더해주면 된다.  나머지를 출력하라는 문제는 대부분 경우의 수를 구하는 문제.    최대 공약수  .GCD  최대공약수가 필요한 문제. 수학 문제.  말고는 없다.  중요한 알고리즘.  일단 쭉 보고, 문제 풀어보자.  나아중에 필요하면 돌아와서 정리하자.  소수 판단. 빠른 방법.  N이 소수가 되려면, 2보다 크거나 같고, N/2보다 작거나 같은 자연수로  나누어떨어지면 안된다.  소수. 가장 빠른 방법. 판별 방법. N만.  2보다 크거나 같고, 루트N보다 작거나 같은 자연수로 나누어 떨어지면 안된다.    정수로 만들기 위해.  실수는 근삿값이 최대한 안 쓰는게 좋다.  범위 안에 소수가 있는지 판별하는 방법.  루트는 수를 그다지 작게 만들지 않는다.  로그가 탁월하다.  범위 안의 모든 소수를 구하는 좋은 알고리즘.  에라토스테네스의 체.  다 쓰라고 범위내의 수를?  숫자n에 대해, n의 제곱이상의 수부터 확인하면 된다. 1부터 N이하의 n에 대해      다시 전체 bool 배열을 돌며 true/false를 확인해야 하기 때문에 사용하지 않음. |
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