1. Write the programme to open a text file named input 2, and copy its contents to an output text file output 2.

Code:

**package** hellow;

**import** java.io.\*;

**public** **class** FF {

**public** **static** **void** main(String[] args) {

// Specify the input and output file names

String inputFileName ="C:\\Users\\DELL\\OneDrive\\Desktop\\FF\\inputss.txt";

String outputFileName = "C:\\Users\\DELL\\OneDrive\\Desktop\\FF\\outputss.txt";

BufferedReader reader = **null**;

BufferedWriter writer = **null**;

**try** {

// Create the input file if it doesn't exist

File inputFile = **new** File(inputFileName);

**if** (!inputFile.exists()) {

inputFile.createNewFile();

System.***out***.println("Created new input file: " + inputFileName);

}

// Create the output file if it doesn't exist

File outputFile = **new** File(outputFileName);

**if** (!outputFile.exists()) {

outputFile.createNewFile();

System.***out***.println("Created new output file: " + outputFileName);

}

// Initialize BufferedReader to read from the input file

reader = **new** BufferedReader(**new** FileReader(inputFile));

// Initialize BufferedWriter to write to the output file

writer = **new** BufferedWriter(**new** FileWriter(outputFile));

// Variable to hold each line read from the input file

String line;

// Read each line from the input file and write it to the output file

**while** ((line = reader.readLine()) != **null**) {

writer.write(line);

writer.newLine();

}

System.***out***.println("File copied successfully.");

} **catch** (IOException e) {

// Handle any IOExceptions that might occur

e.printStackTrace();

} **finally** {

**try** {

// Close the BufferedReader and BufferedWriter to free resources

**if** (reader != **null**) reader.close();

**if** (writer != **null**) writer.close();

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

}

Output:
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**2.** Write the programme to show multithreading for the string “multi threads”. Show the resulting output.

**package** hellow;

**class** CharPrinter **extends** Thread {

**private** **char** character;

// Constructor to set the character to be printed by this thread

**public** CharPrinter(**char** character) {

**this**.character = character;

}

@Override

**public** **void** run() {

// Print the character and include the thread name for clarity

System.***out***.println("Thread " + Thread.*currentThread*().getName() + ": " + character);

}

}

**public** **class** Multi {

**public** **static** **void** main(String[] args) {

String str = "multi threads";

// Loop through each character in the string

**for** (**int** i = 0; i < str.length(); i++) {

// Create a new CharPrinter thread for each character

CharPrinter charPrinter = **new** CharPrinter(str.charAt(i));

// Start the thread

charPrinter.start();

}

}

}

Output:

![](data:image/png;base64,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)

3. Implement a Java program that creates a thread using the Runnable interface. The thread should print numbers from 1 to 10 with a delay of 1 second between each number.

Code:

**package** hellow;

**class** NumberPrinter **implements** Runnable {

@Override

**public** **void** run() {

**for** (**int** i = 1; i <= 10; i++) {

System.***out***.println(i);

**try** {

// Pause for 1 second (1000 milliseconds)

Thread.*sleep*(1000);

} **catch** (InterruptedException e) {

// Handle any interruption during sleep

e.printStackTrace();

}

}

}

}

**public** **class** Runable {

**public** **static** **void** main(String[] args) {

// Create an instance of the Runnable implementation

NumberPrinter numberPrinter = **new** NumberPrinter();

// Create a thread and pass the Runnable instance to its constructor

Thread thread = **new** Thread(numberPrinter);

// Start the thread

thread.start();

}

}

Output:
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4. Write a Java program that creates and starts three threads. Each thread should print its name and count from 1 to 5 with a delay of 500 milliseconds between each count.

**package** hellow;

**class** CountingThread **implements** Runnable {

**private** String threadName;

// Constructor to set the thread name

**public** CountingThread(String threadName) {

**this**.threadName = threadName;

}

@Override

**public** **void** run() {

**for** (**int** i = 1; i <= 5; i++) {

System.***out***.println(threadName + ": " + i);

**try** {

// Pause for 500 milliseconds

Thread.*sleep*(500);

} **catch** (InterruptedException e) {

// Handle any interruption during sleep

e.printStackTrace();

}

}

}

}

**public** **class** Multithred{

**public** **static** **void** main(String[] args) {

// Create three instances of CountingThread, each with a unique name

CountingThread thread1 = **new** CountingThread("Thread 1");

CountingThread thread2 = **new** CountingThread("Thread 2");

CountingThread thread3 = **new** CountingThread("Thread 3");

// Create and start three threads

**new** Thread(thread1).start();

**new** Thread(thread2).start();

**new** Thread(thread3).start();

}

}

Output:
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5.Create a Java program that demonstrates thread priorities. Create three threads with different priorities and observe the order in which they execute.

Code: **package** hellow;

**class** PriorityThread **extends** Thread {

**public** PriorityThread(String name) {

**super**(name);

}

@Override

**public** **void** run() {

**for** (**int** i = 1; i <= 5; i++) {

System.***out***.println(getName() + " - Count: " + i);

**try** {

// Pause for 500 milliseconds

Thread.*sleep*(500);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

}

System.***out***.println(getName() + " has finished execution.");

}

}

**public** **class** Priority {

**public** **static** **void** main(String[] args) {

// Create three threads with different priorities

PriorityThread thread1 = **new** PriorityThread("Thread 1");

PriorityThread thread2 = **new** PriorityThread("Thread 2");

PriorityThread thread3 = **new** PriorityThread("Thread 3");

// Set thread priorities

thread1.setPriority(Thread.***MIN\_PRIORITY***); // Priority 1

thread2.setPriority(Thread.***NORM\_PRIORITY***); // Priority 5 (default)

thread3.setPriority(Thread.***MAX\_PRIORITY***); // Priority 10

// Start the threads

thread1.start();

thread2.start();

thread3.start();

}

}

Output:
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