Task 2

library(data.table)

## Warning: package 'data.table' was built under R version 3.6.3

library(ggplot2)  
library(tidyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:data.table':  
##   
## between, first, last

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

file\_path = "C:/Users/jerem/Documents/R/Quantium/Task 2/"  
data = fread(paste0(file\_path, "QVI\_data.csv"))  
theme\_set(theme\_bw())  
theme\_update(plot.title = element\_text(hjust = 0.5))  
  
  
data[, YEARMONTH := format(as.Date(data$DATE, "%Y%m"), "%Y%m") ]  
  
##getting data for trial period  
  
  
measure\_over\_time = data %>% group\_by(STORE\_NBR,YEARMONTH) %>%   
 summarise(totSales = sum(TOT\_SALES),  
 nCustomers = uniqueN(LYLTY\_CARD\_NBR),  
 nTxnPerCust = uniqueN(TXN\_ID)/nCustomers,   
 avgPricePerUnit = mean(TOT\_SALES/PROD\_QTY))  
measure\_over\_time = data.table(measure\_over\_time)  
  
storesWithFullObs <- unique(measure\_over\_time[, .N, STORE\_NBR][N == 12, STORE\_NBR])  
preTrialMeasures <- measure\_over\_time[YEARMONTH < 201902 & STORE\_NBR %in% storesWithFullObs, ]  
  
## function for calculating correlation  
calculateCorrelation <- function(inputTable, metricCol, storeComparison) {  
calcCorrTable = data.table(Store1 = numeric(), Store2 = numeric(), corr\_measure =  
numeric())  
storeNumbers <- unique(inputTable[, STORE\_NBR])  
for (i in storeNumbers) {  
calculatedMeasure = data.table("Store1" = storeComparison,  
"Store2" = i,  
"corr\_measure" = cor(inputTable[STORE\_NBR == storeComparison, eval(metricCol)], inputTable[STORE\_NBR == i, eval(metricCol)])  
)  
calcCorrTable <- rbind(calcCorrTable, calculatedMeasure)  
}  
return(calcCorrTable)  
}  
  
#### Create a function to calculate a standardised magnitude distance for a measure,  
calculateMagnitudeDistance <- function(inputTable, metricCol, storeComparison) {  
 calcDistTable = data.table(Store1 = numeric(), Store2 = numeric(), YEARMONTH =  
 numeric(), measure = numeric())  
 storeNumbers <- unique(inputTable[, STORE\_NBR])  
 for (i in storeNumbers) {  
 calculatedMeasure = data.table("Store1" = storeComparison  
 , "Store2" = i  
 , "YEARMONTH" = inputTable[STORE\_NBR ==  
 storeComparison, YEARMONTH]  
 , "measure" = abs(inputTable[STORE\_NBR ==  
 storeComparison, eval(metricCol)]  
 - inputTable[STORE\_NBR == i,  
 eval(metricCol)])  
 )  
 calcDistTable <- rbind(calcDistTable, calculatedMeasure)  
 }  
 #### Standardise the magnitude distance so that the measure ranges from 0 to 1  
 minMaxDist <- calcDistTable[, .(minDist = min(measure), maxDist = max(measure)),  
 by = c("Store1", "YEARMONTH")]  
 distTable <- merge(calcDistTable, minMaxDist, by = c("Store1", "YEARMONTH"))  
 distTable[, magnitudeMeasure := 1 - (measure - minDist)/(maxDist - minDist)]  
 finalDistTable <- distTable[, .(mag\_measure = mean(magnitudeMeasure)), by =  
 .(Store1, Store2)]  
 return(finalDistTable)  
}  
  
### TRIAL STORE 77  
trial\_store <- 77  
corr\_nSales <- calculateCorrelation(preTrialMeasures, quote(totSales),   
 trial\_store)  
corr\_nCustomers <- calculateCorrelation(preTrialMeasures, quote(nCustomers),trial\_store )  
magnitude\_nSales <- calculateMagnitudeDistance(preTrialMeasures, quote(totSales),  
 trial\_store)  
magnitude\_nCustomers <- calculateMagnitudeDistance(preTrialMeasures,  
 quote(nCustomers), trial\_store)  
  
  
corr\_weight <- 0.5  
score\_nSales <- merge(corr\_nSales, magnitude\_nSales, by = intersect(names(corr\_nSales),names(magnitude\_nSales)))[, scoreNSales := corr\_weight\*corr\_nSales$corr\_measure + (1-corr\_weight)\* magnitude\_nSales$mag\_measure]  
score\_nCustomers <- merge(corr\_nCustomers, magnitude\_nCustomers, by = intersect(names(corr\_nCustomers),names(magnitude\_nCustomers)))[, scoreNCust := corr\_weight\*corr\_measure + (1-corr\_weight)\*mag\_measure]  
score\_Control <- merge(score\_nSales,score\_nCustomers , by = c("Store1", "Store2"))  
score\_Control[, finalControlScore := scoreNSales \* 0.5 + scoreNCust \* 0.5]  
  
score\_Control = score\_Control[order(-finalControlScore)]  
control\_store = score\_Control[2,]$Store2  
  
measureOverTimeSales = measure\_over\_time  
measureOverTimeSales$YEARMONTH = as.numeric(measureOverTimeSales$YEARMONTH)  
pastSales <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
"Trial",  
ifelse(STORE\_NBR == control\_store,  
"Control", "Other stores"))  
][, totSales := mean(totSales), by = c("YEARMONTH",  
"Store\_type")  
][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
][YEARMONTH < 201903 , ]  
  
  
ggplot(pastSales, aes(TransactionMonth, totSales, color = Store\_type)) +  
geom\_line() +  
labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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pastCustomers <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
 "Trial",  
 ifelse(STORE\_NBR == control\_store,  
 "Control", "Other stores"))  
 ][, nCustomers := mean(nCustomers), by = c("YEARMONTH",  
 "Store\_type")  
 ][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
 ][YEARMONTH < 201903 , ]

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 1 column 'nCustomers': 70.750000 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 2 column 'nCustomers': 71.352490 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 3 column 'nCustomers': 69.110687 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 4 column 'nCustomers': 70.334601 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 5 column 'nCustomers': 69.534351 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 6 column 'nCustomers': 72.731801 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 7 column 'nCustomers': 70.471264 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 8 column 'nCustomers': 65.492366 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 9 column 'nCustomers': 71.509506 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 10 column 'nCustomers': 68.771863 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 11 column 'nCustomers': 70.865900 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 12 column 'nCustomers': 69.396947 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

ggplot(pastCustomers, aes(TransactionMonth, nCustomers, color = Store\_type)) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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scalingFactorForControlSales <- preTrialMeasures[STORE\_NBR == trial\_store &  
YEARMONTH < 201902, sum(totSales)]/preTrialMeasures[STORE\_NBR == control\_store &  
YEARMONTH < 201902, sum(totSales)]  
  
  
scaledControlSales <- measureOverTimeSales[STORE\_NBR == control\_store, ][ ,  
controlSales := totSales \* scalingFactorForControlSales]  
  
percentageDiff <- merge(scaledControlSales,pastSales[Store\_type == "Trial"], by = "YEARMONTH")[,percentageDiff := abs(controlSales - totSales.y)/controlSales ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff])  
  
degreesOfFreedom <- 7  
percentageDiff[, tValue := abs(totSales.x - mean(totSales.y))/stdDev  
][, TransactionMonth := TransactionMonth.x  
]  
pastSales <- pastSales[Store\_type %in% c("Trial", "Control"), ]  
  
  
pastSales\_Controls95 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence  
interval"]  
#### Control store 5th percentile  
pastSales\_Controls5 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastSales, pastSales\_Controls95, pastSales\_Controls5)  
#### Plotting these in one nice graph  
ggplot(trialAssessment, aes(TransactionMonth, totSales, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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scalingFactorForControlCust <- preTrialMeasures[STORE\_NBR == trial\_store & YEARMONTH < 201902, sum(nCustomers)]/preTrialMeasures[STORE\_NBR == control\_store & YEARMONTH < 201902, sum(nCustomers)]  
measureOverTimeCusts <- measureOverTimeSales  
scaledControlCustomers <- measureOverTimeCusts[STORE\_NBR == control\_store, ][ , controlCustomer := nCustomers \* scalingFactorForControlCust]  
  
percentageDiff <- merge(scaledControlCustomers,pastCustomers[Store\_type == "Trial"],  
 by = "YEARMONTH")[,percentageDiff := abs(controlCustomer - nCustomers.y)/controlCustomer ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff]  
)  
  
degreesOfFreedom <- 7  
#### Trial and control store number of customers  
pastCustomers <- measureOverTimeCusts[, nCusts := mean(nCustomers), by =  
 c("YEARMONTH", "Store\_type")  
 ][Store\_type %in% c("Trial", "Control"), ]  
  
  
pastCustomers\_Controls95 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence"]  
#### Control store 5th percentile  
pastCustomers\_Controls5 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastCustomers, pastCustomers\_Controls95,  
 pastCustomers\_Controls5)  
  
ggplot(trialAssessment, aes(TransactionMonth, nCusts, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "NUmber of Customers", title = "NUmber of Customers by month")
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### TRIAL STORE 86  
trial\_store <- 86  
corr\_nSales <- calculateCorrelation(preTrialMeasures, quote(totSales),   
 trial\_store)  
corr\_nCustomers <- calculateCorrelation(preTrialMeasures, quote(nCustomers),trial\_store )  
magnitude\_nSales <- calculateMagnitudeDistance(preTrialMeasures, quote(totSales),  
 trial\_store)  
magnitude\_nCustomers <- calculateMagnitudeDistance(preTrialMeasures,  
 quote(nCustomers), trial\_store)  
  
  
corr\_weight <- 0.5  
score\_nSales <- merge(corr\_nSales, magnitude\_nSales, by = intersect(names(corr\_nSales),names(magnitude\_nSales)))[, scoreNSales := corr\_weight\*corr\_nSales$corr\_measure + (1-corr\_weight)\* magnitude\_nSales$mag\_measure]  
score\_nCustomers <- merge(corr\_nCustomers, magnitude\_nCustomers, by = intersect(names(corr\_nCustomers),names(magnitude\_nCustomers)))[, scoreNCust := corr\_weight\*corr\_measure + (1-corr\_weight)\*mag\_measure]  
score\_Control <- merge(score\_nSales,score\_nCustomers , by = c("Store1", "Store2"))  
score\_Control[, finalControlScore := scoreNSales \* 0.5 + scoreNCust \* 0.5]  
  
score\_Control = score\_Control[order(-finalControlScore)]  
control\_store = score\_Control[2,]$Store2  
  
measureOverTimeSales = measure\_over\_time  
measureOverTimeSales$YEARMONTH = as.numeric(measureOverTimeSales$YEARMONTH)  
pastSales <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
 "Trial",  
 ifelse(STORE\_NBR == control\_store,  
 "Control", "Other stores"))  
 ][, totSales := mean(totSales), by = c("YEARMONTH",  
 "Store\_type")  
 ][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
 ][YEARMONTH < 201903 , ]  
  
  
ggplot(pastSales, aes(TransactionMonth, totSales, color = Store\_type)) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")

![](data:image/png;base64,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)

pastCustomers <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
 "Trial",  
 ifelse(STORE\_NBR == control\_store,  
 "Control", "Other stores"))  
 ][, nCustomers := mean(nCustomers), by = c("YEARMONTH",  
 "Store\_type")  
 ][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
 ][YEARMONTH < 201903 , ]

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 1 column 'nCustomers': 70.378788 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 2 column 'nCustomers': 71.007663 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 3 column 'nCustomers': 68.645038 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 4 column 'nCustomers': 69.783270 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 5 column 'nCustomers': 69.076336 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 6 column 'nCustomers': 72.340996 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 7 column 'nCustomers': 70.011494 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 8 column 'nCustomers': 65.064885 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 9 column 'nCustomers': 71.057034 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 10 column 'nCustomers': 68.288973 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 11 column 'nCustomers': 70.490421 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 12 column 'nCustomers': 68.973282 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

ggplot(pastCustomers, aes(TransactionMonth, nCustomers, color = Store\_type)) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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scalingFactorForControlSales <- preTrialMeasures[STORE\_NBR == trial\_store &  
 YEARMONTH < 201902, sum(totSales)]/preTrialMeasures[STORE\_NBR == control\_store &  
 YEARMONTH < 201902, sum(totSales)]  
  
  
scaledControlSales <- measureOverTimeSales[STORE\_NBR == control\_store, ][ ,  
 controlSales := totSales \* scalingFactorForControlSales]  
  
percentageDiff <- merge(scaledControlSales,pastSales[Store\_type == "Trial"], by = "YEARMONTH")[,percentageDiff := abs(controlSales - totSales.y)/controlSales ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff])  
  
degreesOfFreedom <- 7  
percentageDiff[, tValue := abs(totSales.x - mean(totSales.y))/stdDev  
 ][, TransactionMonth := TransactionMonth.x  
 ]  
pastSales <- pastSales[Store\_type %in% c("Trial", "Control"), ]  
  
  
pastSales\_Controls95 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence  
interval"]  
#### Control store 5th percentile  
pastSales\_Controls5 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastSales, pastSales\_Controls95, pastSales\_Controls5)  
#### Plotting these in one nice graph  
ggplot(trialAssessment, aes(TransactionMonth, totSales, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")

![](data:image/png;base64,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)

scalingFactorForControlCust <- preTrialMeasures[STORE\_NBR == trial\_store & YEARMONTH < 201902, sum(nCustomers)]/preTrialMeasures[STORE\_NBR == control\_store & YEARMONTH < 201902, sum(nCustomers)]  
measureOverTimeCusts <- measureOverTimeSales  
scaledControlCustomers <- measureOverTimeCusts[STORE\_NBR == control\_store, ][ , controlCustomer := nCustomers \* scalingFactorForControlCust]  
  
percentageDiff <- merge(scaledControlCustomers,pastCustomers[Store\_type == "Trial"],  
 by = "YEARMONTH")[,percentageDiff := abs(controlCustomer - nCustomers.y)/controlCustomer ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff]  
)  
  
degreesOfFreedom <- 7  
#### Trial and control store number of customers  
pastCustomers <- measureOverTimeCusts[, nCusts := mean(nCustomers), by =  
 c("YEARMONTH", "Store\_type")  
 ][Store\_type %in% c("Trial", "Control"), ]  
  
  
pastCustomers\_Controls95 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence"]  
#### Control store 5th percentile  
pastCustomers\_Controls5 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastCustomers, pastCustomers\_Controls95,  
 pastCustomers\_Controls5)  
  
ggplot(trialAssessment, aes(TransactionMonth, nCusts, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "NUmber of Customers", title = "NUmber of Customers by month")
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### TRIAL STORE 88  
trial\_store <- 88  
corr\_nSales <- calculateCorrelation(preTrialMeasures, quote(totSales),   
 trial\_store)  
corr\_nCustomers <- calculateCorrelation(preTrialMeasures, quote(nCustomers),trial\_store )  
magnitude\_nSales <- calculateMagnitudeDistance(preTrialMeasures, quote(totSales),  
 trial\_store)  
magnitude\_nCustomers <- calculateMagnitudeDistance(preTrialMeasures,  
 quote(nCustomers), trial\_store)  
  
  
corr\_weight <- 0.5  
score\_nSales <- merge(corr\_nSales, magnitude\_nSales, by = intersect(names(corr\_nSales),names(magnitude\_nSales)))[, scoreNSales := corr\_weight\*corr\_nSales$corr\_measure + (1-corr\_weight)\* magnitude\_nSales$mag\_measure]  
score\_nCustomers <- merge(corr\_nCustomers, magnitude\_nCustomers, by = intersect(names(corr\_nCustomers),names(magnitude\_nCustomers)))[, scoreNCust := corr\_weight\*corr\_measure + (1-corr\_weight)\*mag\_measure]  
score\_Control <- merge(score\_nSales,score\_nCustomers , by = c("Store1", "Store2"))  
score\_Control[, finalControlScore := scoreNSales \* 0.5 + scoreNCust \* 0.5]  
  
score\_Control = score\_Control[order(-finalControlScore)]  
control\_store = score\_Control[2,]$Store2  
  
measureOverTimeSales = measure\_over\_time  
measureOverTimeSales$YEARMONTH = as.numeric(measureOverTimeSales$YEARMONTH)  
pastSales <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
 "Trial",  
 ifelse(STORE\_NBR == control\_store,  
 "Control", "Other stores"))  
 ][, totSales := mean(totSales), by = c("YEARMONTH",  
 "Store\_type")  
 ][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
 ][YEARMONTH < 201903 , ]  
  
  
ggplot(pastSales, aes(TransactionMonth, totSales, color = Store\_type)) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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pastCustomers <- measureOverTimeSales[, Store\_type := ifelse(STORE\_NBR == trial\_store,  
 "Trial",  
 ifelse(STORE\_NBR == control\_store,  
 "Control", "Other stores"))  
 ][, nCustomers := mean(nCustomers), by = c("YEARMONTH",  
 "Store\_type")  
 ][, TransactionMonth := as.Date(paste(YEARMONTH %/% 100, YEARMONTH %% 100, 1, sep = "-"))  
 ][YEARMONTH < 201903 , ]

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 1 column 'nCustomers': 70.162879 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 2 column 'nCustomers': 70.697318 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 3 column 'nCustomers': 68.477099 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 4 column 'nCustomers': 69.673004 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 5 column 'nCustomers': 68.843511 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 6 column 'nCustomers': 72.130268 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 7 column 'nCustomers': 69.842912 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 8 column 'nCustomers': 64.881679 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 9 column 'nCustomers': 70.889734 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 10 column 'nCustomers': 68.121673 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 11 column 'nCustomers': 70.310345 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

## Warning in `[.data.table`(measureOverTimeSales[, `:=`(Store\_type,  
## ifelse(STORE\_NBR == : Group 12 column 'nCustomers': 68.793893 (type  
## 'double') at RHS position 1 truncated (precision lost) when assigning to  
## type 'integer'

ggplot(pastCustomers, aes(TransactionMonth, nCustomers, color = Store\_type)) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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scalingFactorForControlSales <- preTrialMeasures[STORE\_NBR == trial\_store &  
 YEARMONTH < 201902, sum(totSales)]/preTrialMeasures[STORE\_NBR == control\_store &  
 YEARMONTH < 201902, sum(totSales)]  
  
  
scaledControlSales <- measureOverTimeSales[STORE\_NBR == control\_store, ][ ,  
 controlSales := totSales \* scalingFactorForControlSales]  
  
percentageDiff <- merge(scaledControlSales,pastSales[Store\_type == "Trial"], by = "YEARMONTH")[,percentageDiff := abs(controlSales - totSales.y)/controlSales ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff])  
  
degreesOfFreedom <- 7  
percentageDiff[, tValue := abs(totSales.x - mean(totSales.y))/stdDev  
 ][, TransactionMonth := TransactionMonth.x  
 ]  
pastSales <- pastSales[Store\_type %in% c("Trial", "Control"), ]  
  
  
pastSales\_Controls95 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence  
interval"]  
#### Control store 5th percentile  
pastSales\_Controls5 <- pastSales[Store\_type == "Control",  
 ][, totSales := totSales \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastSales, pastSales\_Controls95, pastSales\_Controls5)  
#### Plotting these in one nice graph  
ggplot(trialAssessment, aes(TransactionMonth, totSales, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "Total sales", title = "Total sales by month")
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scalingFactorForControlCust <- preTrialMeasures[STORE\_NBR == trial\_store & YEARMONTH < 201902, sum(nCustomers)]/preTrialMeasures[STORE\_NBR == control\_store & YEARMONTH < 201902, sum(nCustomers)]  
measureOverTimeCusts <- measureOverTimeSales  
scaledControlCustomers <- measureOverTimeCusts[STORE\_NBR == control\_store, ][ , controlCustomer := nCustomers \* scalingFactorForControlCust]  
  
percentageDiff <- merge(scaledControlCustomers,pastCustomers[Store\_type == "Trial"],  
 by = "YEARMONTH")[,percentageDiff := abs(controlCustomer - nCustomers.y)/controlCustomer ]  
stdDev <- sd(percentageDiff[YEARMONTH < 201902 , percentageDiff]  
)  
  
degreesOfFreedom <- 7  
#### Trial and control store number of customers  
pastCustomers <- measureOverTimeCusts[, nCusts := mean(nCustomers), by =  
 c("YEARMONTH", "Store\_type")  
 ][Store\_type %in% c("Trial", "Control"), ]  
  
  
pastCustomers\_Controls95 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 + stdDev \* 2)  
 ][, Store\_type := "Control 95th % confidence"]  
#### Control store 5th percentile  
pastCustomers\_Controls5 <- pastCustomers[Store\_type == "Control",  
 ][, nCusts := nCusts \* (1 - stdDev \* 2)  
 ][, Store\_type := "Control 5th % confidence  
interval"]  
trialAssessment <- rbind(pastCustomers, pastCustomers\_Controls95,  
 pastCustomers\_Controls5)  
  
ggplot(trialAssessment, aes(TransactionMonth, nCusts, color = Store\_type)) +  
 geom\_rect(data = trialAssessment[ YEARMONTH < 201905 & YEARMONTH > 201901 ,],  
 aes(xmin = min(TransactionMonth), xmax = max(TransactionMonth), ymin = 0 , ymax =  
 Inf, color = NULL), show.legend = FALSE) +  
 geom\_line() +  
 labs(x = "Month of operation", y = "NUmber of Customers", title = "NUmber of Customers by month")
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