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# Introduction

The following provides detailed examples of fitting, selecting, assessing, and interpreting the XGBoost model when using environmental features to predict a polytomous animal behavioral response. This document supports *A review of supervised learning methods for classifying animal behavioral states from environmental features* by Bergen et al.

# Data

For this tutorial we will use in a subset of 10,000 flight points measured by GPS attached to bald eagles in Iowa, USA. The following code reads in the data file, assuming the data file is in the same directory as this R script.

setwd(dirname(rstudioapi::getActiveDocumentContext()$path))  
eagle\_subset <- read.csv('eagle\_subset.csv')  
#Make sure month is ordered chronologically; comes in useful for plotting later:  
eagle\_subset$month\_factor <- factor(eagle\_subset$month\_factor, levels = month.abb)  
head(eagle\_subset)

## OBJECTID Season\_longshort DEM\_IA TPI\_IA Slope\_IA d2water\_IA  
## 1 2725509 Dispersal/migration 229.74 0.010000000 0.05 0.00  
## 2 1403793 Fledgling period 280.34 -0.220000000 0.55 6.91  
## 3 556960 Dispersal/migration 330.52 4.430000000 5.91 1250.93  
## 4 1120710 Local movements 186.57 0.009989499 0.29 291.36  
## 5 1135477 Local movements 208.59 1.020000000 4.40 54.43  
## 6 1514768 Dispersal/migration 228.23 0.120000000 0.46 25.16  
## d2edge\_IA d2Landfills\_IA d2Feedlots\_IA d2streets d2nestsV2\_IA northness  
## 1 237.40 11203.84 3835.18 226.68 753.29 0.9855848  
## 2 7.30 13331.30 1966.93 394.48 583.21 -0.9586981  
## 3 0.00 15543.21 3456.01 509.18 2139.79 -0.9999987  
## 4 22.13 17156.93 5284.26 504.37 1936.59 -0.2786508  
## 5 4.85 5455.17 3655.67 516.63 10526.36 0.2384761  
## 6 876.81 17963.27 5795.95 1148.37 6436.98 0.1699671  
## month\_factor risk\_class risk\_name validation\_set  
## 1 Jun 0 Low Train  
## 2 Aug 2 High Test  
## 3 Aug 0 Low Train  
## 4 Mar 2 High Train  
## 5 Jan 2 High Train  
## 6 Sep 2 High Train

The columns Season\_longshort, DEM\_IA,…,d2nestsV2\_IA, northness, and month\_factor are the features we want to use to predict risk\_class. Accordingly we have 12 features, 2 of which (month\_factor and Season\_longshort) are factor variables and the others (DEM\_IA through northness) are numeric. The response variable to predicted is risk\_class which assumes values 0 (low risk), 1 (moderate risk), or 2 (high risk):

xtabs(~risk\_class + risk\_name, data = eagle\_subset)

## risk\_name  
## risk\_class High Low Moderate  
## 0 0 3197 0  
## 1 0 0 796  
## 2 6007 0 0

Note that risk\_class is numeric; this is important as the xgboost package requires a numeric response even when fitting classification methods:

class(eagle\_subset$risk\_class)

## [1] "integer"

The validation\_set column indicates which GPS points will be used to train and which will be used to test the SL methods. Roughly 2/3 of the data are used to train, the rest to test:

xtabs(~validation\_set, data = eagle\_subset)

## validation\_set  
## Test Train   
## 3370 6630

# Loading libraries

We will now load the libraries we will need for the following SL applications and assessments.

library(dplyr)  
library(xgboost)  
library(tidyr)  
library(ggplot2)

# The XGBoost method

## Data structures

To set up the data for XGBoost we select the predictor features, split the data into training and test sets, and one-hot encode the factor variables:

df <- eagle\_subset %>%   
 dplyr::select(risk\_class, DEM\_IA, TPI\_IA,  
 Slope\_IA, d2water\_IA,d2edge\_IA, d2Landfills\_IA,  
 d2Feedlots\_IA, d2streets, d2nestsV2\_IA, northness,month\_factor, Season\_longshort,validation\_set)   
train <- df %>% filter(validation\_set=='Train') %>% dplyr::select(-validation\_set)   
test <- df %>% filter(validation\_set=='Test') %>% dplyr::select(-validation\_set)   
trainX <- model.matrix(~.-1, data = train %>% dplyr::select(-risk\_class))  
testX <- model.matrix(~.-1, data = test%>% dplyr::select(-risk\_class))  
head(trainX, 3)

## DEM\_IA TPI\_IA Slope\_IA d2water\_IA d2edge\_IA d2Landfills\_IA d2Feedlots\_IA  
## 1 229.74 0.010000000 0.05 0.00 237.40 11203.84 3835.18  
## 2 330.52 4.430000000 5.91 1250.93 0.00 15543.21 3456.01  
## 3 186.57 0.009989499 0.29 291.36 22.13 17156.93 5284.26  
## d2streets d2nestsV2\_IA northness month\_factorJan month\_factorFeb  
## 1 226.68 753.29 0.9855848 0 0  
## 2 509.18 2139.79 -0.9999987 0 0  
## 3 504.37 1936.59 -0.2786508 0 0  
## month\_factorMar month\_factorApr month\_factorMay month\_factorJun  
## 1 0 0 0 1  
## 2 0 0 0 0  
## 3 1 0 0 0  
## month\_factorJul month\_factorAug month\_factorSep month\_factorOct  
## 1 0 0 0 0  
## 2 0 1 0 0  
## 3 0 0 0 0  
## month\_factorNov month\_factorDec Season\_longshortFledgling period  
## 1 0 0 0  
## 2 0 0 0  
## 3 0 0 0  
## Season\_longshortLocal movements  
## 1 0  
## 2 0  
## 3 1

We then create the data structures we will need for the xgboost package functions. Note the creation of the response by way of the label = argument:

dtrain <- xgb.DMatrix(trainX, label = train$risk\_class)  
dtest <- xgb.DMatrix(testX, label = test$risk\_class)

## Model selection

We are now ready to set up the tuning parameter grid.

##########################################################################################  
#Setting up the tuning parameter grid  
#M: the maximum allowed depth of each tree  
#csp: proportion of columns sampled for each tree in the boosting sequence  
#rsp: proportion of training rows sampled for each tree in the boosting sequence  
#eta: shrinkage parameter  
#lambda: penalty parameter on leaf weights  
#gamma: penalty parameter on number of leaves  
#########################################################################################  
  
grid1 <- expand.grid(M = seq(16,20,by=2),  
 csp = seq(.6,1,by=.2),  
 rsp=seq(.6,1,by=.2),  
 eta = c(0.1,0.2,0.3), lambda = c(0,1,2), gamma = c(0,1,2))

Next we set up the list we will use to collect the training results:

grid1\_results <- list()

By default, xgb.train() (the primary XGBoost training function) will return the value of the last eval\_metric provided (which, as we will see below, is the multi-class log-loss). This function parses the training message to also return the value of the misclassification error:

##Function to get the misclassification error from the XGBoost messages  
  
getmerror <- function(msg) {  
 splits <- strsplit(msg,":|\\\ttest", fixed=FALSE)  
 want <- as.numeric(do.call(rbind,splits)[,3])  
 return(want)  
}

Now we’re ready to train! This code will train the first 5 parameter combinations, printing progress notifications along the way, and evaluating training time:

#Train the first 5 parameter combos:  
  
for(i in 1:5) {  
 paramvec <- grid1[i,]  
 p <- with(paramvec, list(max\_depth = M,   
 colsample\_bytree = csp,  
 subsample = rsp,  
 eta = eta, gamma = gamma, lambda = lambda,  
 num\_class = 3))  
 cat("################################\n")  
 print(paste('Training ',i,'of',nrow(grid1)))  
 print(Sys.time())  
 print(unlist(p))  
 set.seed(1122021)  
 time.start <- Sys.time()  
 boostit <- xgb.train(params = p, data=dtrain, nrounds = 20000,  
 objective = "multi:softprob",   
 eval\_metric="merror",   
 eval\_metric="mlogloss",   
 watchlist = list(test = dtest),   
 early\_stopping\_rounds = 10,  
 print\_every\_n = 50)  
 time.end <- Sys.time()  
 train.time <- as.numeric(difftime(time.end, time.start, units='mins'))  
 print(paste('Train time = ', train.time))  
 grid1\_results[[i]] <- data.frame(boostit$params, bestiter = boostit$best\_iteration,  
 bestscore = boostit$best\_score, bestmsg = boostit$best\_msg,  
 runtime = train.time,  
 merror = getmerror(boostit$best\_msg))  
 #Uncomment the line below to save the grid search after each iteration  
 #save(grid1\_results, file = 'grid1\_results.Rdata')  
}

## ################################  
## [1] "Training 1 of 729"  
## [1] "2022-09-29 15:50:51 CDT"  
## max\_depth colsample\_bytree subsample eta   
## 16.0 0.6 0.6 0.1   
## gamma lambda num\_class   
## 0.0 0.0 3.0   
## [1] test-merror:0.471217 test-mlogloss:1.060057   
## Multiple eval metrics are present. Will use test\_mlogloss for early stopping.  
## Will train until test\_mlogloss hasn't improved in 10 rounds.  
##   
## Stopping. Best iteration:  
## [31] test-merror:0.358160 test-mlogloss:0.817821  
##   
## [1] "Train time = 0.164206647872925"  
## ################################  
## [1] "Training 2 of 729"  
## [1] "2022-09-29 15:51:01 CDT"  
## max\_depth colsample\_bytree subsample eta   
## 18.0 0.6 0.6 0.1   
## gamma lambda num\_class   
## 0.0 0.0 3.0   
## [1] test-merror:0.471810 test-mlogloss:1.059798   
## Multiple eval metrics are present. Will use test\_mlogloss for early stopping.  
## Will train until test\_mlogloss hasn't improved in 10 rounds.  
##   
## Stopping. Best iteration:  
## [29] test-merror:0.356677 test-mlogloss:0.819616  
##   
## [1] "Train time = 0.198060897986094"  
## ################################  
## [1] "Training 3 of 729"  
## [1] "2022-09-29 15:51:13 CDT"  
## max\_depth colsample\_bytree subsample eta   
## 20.0 0.6 0.6 0.1   
## gamma lambda num\_class   
## 0.0 0.0 3.0   
## [1] test-merror:0.479822 test-mlogloss:1.060032   
## Multiple eval metrics are present. Will use test\_mlogloss for early stopping.  
## Will train until test\_mlogloss hasn't improved in 10 rounds.  
##   
## Stopping. Best iteration:  
## [30] test-merror:0.355490 test-mlogloss:0.822492  
##   
## [1] "Train time = 0.21973751783371"  
## ################################  
## [1] "Training 4 of 729"  
## [1] "2022-09-29 15:51:26 CDT"  
## max\_depth colsample\_bytree subsample eta   
## 16.0 0.8 0.6 0.1   
## gamma lambda num\_class   
## 0.0 0.0 3.0   
## [1] test-merror:0.449852 test-mlogloss:1.058063   
## Multiple eval metrics are present. Will use test\_mlogloss for early stopping.  
## Will train until test\_mlogloss hasn't improved in 10 rounds.  
##   
## Stopping. Best iteration:  
## [26] test-merror:0.354896 test-mlogloss:0.816003  
##   
## [1] "Train time = 0.131557401021322"  
## ################################  
## [1] "Training 5 of 729"  
## [1] "2022-09-29 15:51:34 CDT"  
## max\_depth colsample\_bytree subsample eta   
## 18.0 0.8 0.6 0.1   
## gamma lambda num\_class   
## 0.0 0.0 3.0   
## [1] test-merror:0.462611 test-mlogloss:1.058377   
## Multiple eval metrics are present. Will use test\_mlogloss for early stopping.  
## Will train until test\_mlogloss hasn't improved in 10 rounds.  
##   
## Stopping. Best iteration:  
## [27] test-merror:0.360831 test-mlogloss:0.815907  
##   
## [1] "Train time = 0.152217268943787"

Some of the important arguments to the xgb.train() function:

* params- a vector of modeling tuning parameters;
* data - the training data of class xgb.DMatrix;
* nrounds - maximum number of boosting iterations considered;
* objective - specifies the classification problem, and whether to output class probabilities (multi:softprob) or predicted classes (multi:softmax);
* eval\_metric - the evaluation metric to use for finding the optimal number of boosting iterations. If multiple eval\_metrics are specified, the last one will be used;
* watchlist - a list containing an object of class xgb.DMatrix; the boosting will proceed until the eval\_metric has not improved for early\_stopping\_round iterations;
* early\_stopping\_round - if set to , training will stop if the performance doesn’t improve for rounds.

Next, we create a data frame of the training results and print some selected columns:

grid1\_res <- do.call(rbind, grid1\_results)  
grid1\_res %>%   
 arrange(merror) %>%   
 dplyr::select(max\_depth:num\_class, bestiter, bestscore, runtime, merror)

## max\_depth colsample\_bytree subsample eta gamma lambda num\_class bestiter  
## 1 16 0.8 0.6 0.1 0 0 3 26  
## 2 20 0.6 0.6 0.1 0 0 3 30  
## 3 18 0.6 0.6 0.1 0 0 3 29  
## 4 16 0.6 0.6 0.1 0 0 3 31  
## 5 18 0.8 0.6 0.1 0 0 3 27  
## bestscore runtime merror  
## 1 0.8160028 0.1315574 0.354896  
## 2 0.8224921 0.2197375 0.355490  
## 3 0.8196162 0.1980609 0.356677  
## 4 0.8178214 0.1642066 0.358160  
## 5 0.8159067 0.1522173 0.360831

## Model assessment

Having found our “best” tuning parameter combination, we will carry out 5-fold cross-validation by splitting the entire data set into 5 folds and assess the model’s predictive accuracy. Note that we fix nrounds (the number of boosting iterations) equal to the bestiter value from our parameter grid search.

######################################  
###5-fold CV and model assessment  
######################################  
  
  
fullmodel\_df <- eagle\_subset %>%   
 dplyr::select(DEM\_IA, TPI\_IA,  
 Slope\_IA, d2water\_IA,d2edge\_IA, d2Landfills\_IA,  
 d2Feedlots\_IA, d2streets, d2nestsV2\_IA, northness,month\_factor,Season\_longshort)   
X <- model.matrix(~.-1, data = fullmodel\_df)  
dX <- xgb.DMatrix(X, label = eagle\_subset$risk\_class)  
  
  
  
## Creating the 5 "folds" and putting the indices of each fold in a list:  
set.seed(282828)  
cv5\_id <- sample(1:5, nrow(eagle\_subset),replace=TRUE)  
fold\_list <- list()   
for(i in 1:5) fold\_list[[i]] <- which(cv5\_id==i)  
  
  
## XGBoost has its own K-fold cross-validation function:  
cv5.boost <- xgb.cv(data=dX, params = list(max\_depth = 16,   
 eta = 0.1,   
 colsample\_bytree = 0.8,  
 subsample = 0.6,  
 num\_class = 3,  
 gamma = 0,  
 lambda = 0),  
 nrounds = 26,  
 objective = "multi:softprob",   
 eval\_metric = 'mlogloss',  
 folds = fold\_list,   
 print\_every\_n = 20,  
 prediction = TRUE,showsd = FALSE)

## [1] train-mlogloss:1.020453 test-mlogloss:1.057741   
## [21] train-mlogloss:0.371598 test-mlogloss:0.809662   
## [26] train-mlogloss:0.312133 test-mlogloss:0.801490

We then put the predicted class probabilities in a matrix and compute the predicted classes as the maximum of the three probabilities:

xgboost.phat <- cv5.boost$pred  
xgboost.predclass <- apply(xgboost.phat, 1, function(x) which.max(x)-1)  
head(xgboost.phat)

## [,1] [,2] [,3]  
## [1,] 0.61336833 0.06400876 0.3226230  
## [2,] 0.26843476 0.09063949 0.6409258  
## [3,] 0.41262874 0.22390634 0.3634649  
## [4,] 0.18495451 0.08676135 0.7282842  
## [5,] 0.07613814 0.07630417 0.8475577  
## [6,] 0.10287201 0.08907115 0.8080569

head(xgboost.predclass)

## [1] 0 2 0 2 2 2

To assess the model, we compute pairwise area under the ROC curve (auROC) and average these to find the overall auROC.

##Function to compute pairwise and averaged pairwise area under ROC curve  
multiroc <- function(y, pmat) {  
 library(pROC)  
 df <- data.frame(y,pmat)   
 names(df) <- c('y','c0','c1','c2')  
 d01 <- df %>% mutate(p = c0/(c0+c1)) %>% filter(y!=2)  
 d02 <- df %>% mutate(p = c0/(c0+c2)) %>% filter(y!=1)  
 d12 <- df %>% mutate(p = c1/(c1+c2)) %>% filter(y!=0)  
 roc01 <- roc(factor(y)~p, data = d01)$auc %>% as.numeric  
 roc02 <- roc(factor(y)~p, data = d02)$auc %>% as.numeric  
 roc12 <- roc(factor(y)~p, data = d12)$auc %>% as.numeric  
 overall\_roc <- 2\*(roc01 + roc02 + roc12)/6  
 pairwise\_auc <- c('0v1'=roc01, '0v2'=roc02, '1v2'=roc12)  
 return(list('pairwise'=pairwise\_auc, 'overall'=overall\_roc))  
}  
  
##Evaluating pairwise auROCs:  
multiroc(eagle\_subset$risk\_class, xgboost.phat)

## $pairwise  
## 0v1 0v2 1v2   
## 0.6826190 0.7438505 0.5812624   
##   
## $overall  
## [1] 0.669244

Thus we have an auROC of 68.9% for evaluating low versus moderate risk; 74.7% for evaluating low versus high risk; and 61.1% for evaluating moderate versus high risk. Averaging these three gives us an overall auROC of 67.9%. These results are not great, and could be improved with a less hasty parameter search and larger portion of the original data.

We can also assess model accuracy by computing the confusion matrix. The confusionMatrix() function from the caret package computes additional prediction accuracy metrics as well such as class-specific sensitivity, specificity, and positive and negative predictive values.

caret::confusionMatrix(reference = factor(eagle\_subset$risk\_class), data = factor(xgboost.predclass))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1 2  
## 0 1395 163 839  
## 1 5 4 11  
## 2 1797 629 5157  
##   
## Overall Statistics  
##   
## Accuracy : 0.6556   
## 95% CI : (0.6462, 0.6649)  
## No Information Rate : 0.6007   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.2636   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Statistics by Class:  
##   
## Class: 0 Class: 1 Class: 2  
## Sensitivity 0.4363 0.005025 0.8585  
## Specificity 0.8527 0.998262 0.3924  
## Pos Pred Value 0.5820 0.200000 0.6801  
## Neg Pred Value 0.7630 0.920641 0.6483  
## Prevalence 0.3197 0.079600 0.6007  
## Detection Rate 0.1395 0.000400 0.5157  
## Detection Prevalence 0.2397 0.002000 0.7583  
## Balanced Accuracy 0.6445 0.501643 0.6255

Overall we have 65.1% correct classification. The “by-class” statistics provide more detail as to how the model performs classifying one class versus the other () classes.

Finally, we fit the “best” XGBoost model to the entire data. We will use this best model to investigate variable importance and relationships with predicted class probabilities:

#############################################  
##FIT XGBOOST MODEL TO ENTIRE DATA:  
#############################################  
  
  
X <- model.matrix(~.-1, data = fullmodel\_df)  
dX <- xgb.DMatrix(X, label = eagle\_subset$risk\_class)  
  
best\_xgmod <- xgb.train(data=dX, list(max\_depth = 16,   
 eta = 0.1,   
 colsample\_bytree = 0.8,  
 subsample = 0.6,  
 num\_class = 3,  
 gamma = 0,  
 lambda = 0),  
 nrounds = 26,  
 objective = "multi:softprob",   
 eval\_metric = 'mlogloss')

## Interpreting the XGBoost model

### SHAP values

Having fit the “best” XGBoost model to the entire data set we can return the SHAP values, which measure the contribution of each observation’s feature values to its predicted class probabilities. Here we create SHAP values for the entire data set (consisting of only 10,000 rows); in practice if the entire data set consists of many more rows it may be necessary to create SHAP values for a subset to make computational time feasible. Setting approxcontrib=TRUE also aids computational time.

shapvals <- predict(best\_xgmod, newdata = X, predcontrib = TRUE, approxcontrib = TRUE)

The output shapvals is a list of length (number of classes), each list a matrix with one row per observation and one column per feature:

length(shapvals)

## [1] 3

dim(shapvals[[1]])

## [1] 10000 25

Combining these lists and finding the mean absolute value of the SHAP values for each feature and each predicted class allows us to identify predictor features that contribute the most to predicted class probabilities:

nshapvals <- nrow(shapvals[[1]])  
  
meanabs <- function(x) mean(abs(x))  
  
shap\_summary\_df <- do.call(rbind, shapvals) %>%   
 data.frame() %>%   
 dplyr::select(-BIAS) %>%   
 mutate(class = rep(0:2, each = nshapvals)) %>%   
 mutate(rowid = rep(1:nshapvals, 3)) %>%   
 gather(key = variable, value = value, DEM\_IA:Season\_longshortLocal.movements) %>%   
 group\_by(variable, class) %>%   
 summarize(meanshap = meanabs(value)) %>%   
 ungroup(variable) %>%   
 mutate(variable = reorder(variable, meanshap, FUN = mean))  
   
head(shap\_summary\_df)

## # A tibble: 6 × 3  
## variable class meanshap  
## <fct> <int> <dbl>  
## 1 d2edge\_IA 0 0.173   
## 2 d2edge\_IA 1 0.0694  
## 3 d2edge\_IA 2 0.123   
## 4 d2Feedlots\_IA 0 0.0880  
## 5 d2Feedlots\_IA 1 0.0660  
## 6 d2Feedlots\_IA 2 0.0765

Plotting these mean absolute SHAP values illustrates the importance of each predictor feature:

ggplot(data = shap\_summary\_df) +   
 geom\_bar(aes(x = meanshap, y= variable), stat = 'identity') +   
 facet\_wrap(~class) +   
 xlab('Mean SHAP value') +   
 ylab('Feature')
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Here we can see that the d2water, d2edge, and DEM variables appear contribute the most to predicting class probabilities.

Next we can examine relationships between the values of certain features and their associated SHAP values. Here we plot the SHAP contributions of the d2water variable for each class:

d2water\_shap <- data.frame(class = rep(0:2, each = nrow(df)),  
 watershap = c(shapvals[[1]][,'d2water\_IA'],  
 shapvals[[2]][,'d2water\_IA'],  
 shapvals[[3]][,'d2water\_IA']),  
 d2water = rep(df$d2water\_IA, 3)  
 )  
  
ggplot(data = d2water\_shap, aes(x = d2water, y = watershap)) +   
 geom\_point(shape = '.') +  
 geom\_smooth() +   
 facet\_wrap(~class) +   
 xlab('Distance to water (m)') +   
 ylab('SHAP contributions to predicted class probabilities')
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From this plot we can discern that large distances to water are associated with positive contributions to class 0 probabilities and negative contributions to class 2 probabilities. Vertical variability in the points illustrates that the contributions are interacting with other predictor features that are not visualized.

We can investigate interactions between features by faceting. In the next plot we demonstrate how the relationship of distance to landfill with contributions to class 2 probabilities varies by month:

### Add the class 2 D2Landfill SHAP values to original data frame   
eagle\_subset$landfill\_shap <- shapvals[[3]][,'d2Landfills\_IA']  
  
  
### Create class 2 SHAP plot for D2Landfill  
ggplot(data = eagle\_subset,aes(x = d2Landfills\_IA, y = landfill\_shap)) +   
 geom\_point( shape='.',alpha= 0.6) +   
 xlab('Distance to landfill (m)') +   
 ylab('SHAP contribution to predicted class 2 probabilities') +   
 geom\_smooth()
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### Faceted by month  
ggplot(data = eagle\_subset,aes(x = d2Landfills\_IA, y = landfill\_shap)) +   
 geom\_point( shape='.',alpha= 0.6) +   
 geom\_smooth() +   
 xlab('Distance to landfill (m)') +   
 ylab('SHAP contribution to predicted class 2 probabilities') +   
 facet\_wrap(~month\_factor)
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We can discern from here that large values of distance to water are perhaps more strongly associated with increased contributions to class 2 probabilities in the summer months, though these relationships are slight.

### ICE and partial dependence plots

A single line on an individual conditional expectation (ICE) plot shows how predictions for each data point vary for changes in a predictor of interest, keeping all other predictors for that observation constant at their observed values. The partial dependence is simply the average of all ICE lines. Since plots of ICE involve one line per data point, to avoid overplotting it may be useful to subsample the data before creating ICEs and their subsequence partial dependencies. In what follows we compute ICEs for a sample of 500 points and visualize them along with their partial dependencies.

#To create the ICE's, form a sequence along each predictor and predict for the sequence.  
#All other variables are held constant.  
  
landvars <- eagle\_subset %>%   
 dplyr::select(DEM\_IA, TPI\_IA,  
 Slope\_IA, d2water\_IA,d2edge\_IA, d2Landfills\_IA,  
 d2Feedlots\_IA, d2streets, d2nestsV2\_IA, northness,month\_factor,Season\_longshort) %>%   
 data.frame()  
  
allvars <- names(landvars)  
  
  
#Using SHAP plot to order:  
varnames <- c('d2water\_IA','d2Landfills\_IA','d2nestsV2\_IA',  
 'DEM\_IA','d2Feedlots\_IA','d2edge\_IA','Slope\_IA',  
 'd2streets','TPI\_IA','northness','Season\_longshort','month\_factor')  
pdp\_df\_list\_multiclass <- list()  
  
  
  
##Creating the ICE for each variable for a Sample of 1000 points:  
  
for(i in 1:length(varnames)) {  
 feature <- varnames[i]  
 x <- landvars[,feature]  
 deciles <- NULL  
 if(!feature %in% c('month\_factor','Season\_longshort')) {  
 gridbounds <- quantile(x, c(.05, .95))  
 grid <- seq(gridbounds[1],gridbounds[2],l=50)  
 deciles <- quantile(x, seq(.1, .9, by = .1))  
 }  
 if(feature =='month\_factor') grid <- factor(month.abb)  
 if(feature =='Season\_longshort') grid <- factor(c('Dispersal/migration','Fledgling period','Local movements'))  
 set.seed(1234)  
 sampind <- sample(1:nrow(landvars),500,replace=FALSE)  
 Xpred <- landvars %>%   
 dplyr::slice(sampind)%>%  
 dplyr::slice(rep(1:n(),each=length(grid)))  
 Xpred[,feature] <- rep(grid,length(sampind))  
 if(feature=='month\_factor') Xpred[,feature] <- factor(Xpred[,feature],levels=month.abb)  
 Xpredmat <- model.matrix(~.-1, data = Xpred)  
 yhat <- predict(best\_xgmod, newdata = Xpredmat)  
 yhat\_mat <- matrix(yhat, nrow(Xpred),3,byrow = TRUE)  
 ice <- Xpred %>%   
 mutate(p0 = yhat\_mat[,1],  
 p1=yhat\_mat[,2],  
 p2 = yhat\_mat[,3]) %>%   
 dplyr::select(feature, p0:p2) %>%   
 mutate(rowid = rep(1:500,each=length(grid)))  
 names(ice)[1] <- 'ventile'  
 pdp <- ice %>%  
 group\_by(ventile) %>%   
 summarize(across(.cols=p0:p2,.fns=list(mean = mean,sd = sd)))  
 names(pdp)[1] <- names(ice)[1] <- feature  
 print(paste('done with ',feature))  
 pdp\_df\_list\_multiclass[[i]] <- list('feature' = feature, 'pdp' = pdp, 'deciles'=deciles,'ice'=ice)  
 #Uncomment below line to save data object as variables complete  
 #save(pdp\_df\_list\_multiclass, file = 'pdp\_df\_list\_multiclass.Rdata')  
}

## [1] "done with d2water\_IA"  
## [1] "done with d2Landfills\_IA"  
## [1] "done with d2nestsV2\_IA"  
## [1] "done with DEM\_IA"  
## [1] "done with d2Feedlots\_IA"  
## [1] "done with d2edge\_IA"  
## [1] "done with Slope\_IA"  
## [1] "done with d2streets"  
## [1] "done with TPI\_IA"  
## [1] "done with northness"  
## [1] "done with Season\_longshort"  
## [1] "done with month\_factor"

The resulting list contains the name of the feature for which ICEs are computed; the partial dependence of the class probabilities on that feature; deciles of the distribution of the feature; and the ICEs themselves. Using this we can create ICE and partial dependence plots:

###############################  
##ICE/PDP plot for d2water  
###############################  
  
waterdf <- pdp\_df\_list\_multiclass[[1]]$ice %>%   
 gather(key = p, value = ice, p0:p2)  
  
waterdeciles <- data.frame(deciles = pdp\_df\_list\_multiclass[[1]]$deciles)  
  
(watericeplot <- ggplot(data = waterdf) +   
 geom\_line(aes(x = d2water\_IA, y = ice, group=rowid),alpha = .2, size = .1) +  
 stat\_summary(aes(x = d2water\_IA, y = ice),fun='mean',col='goldenrod',geom='line',size = 1.5) +   
 facet\_wrap(~p, labeller = labeller(p = c('p0' = 'Class 0', 'p1' = 'Class 1','p2' = 'Class 2'))) +   
 ylab('Probability') + xlab('D2 water (m)') +   
 geom\_point(aes(x = deciles, y = -0.01), shape='|', data = waterdeciles,col='black',size=1) +   
 theme\_classic() +   
 theme(axis.text = element\_text(color='black', size = 8)) +   
 xlim(c(0,6203))+  
 ggtitle('ICE/PDP plot'))

![](data:image/png;base64,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)

Similarly to the SHAP plot, we can see that increasing distances to water appear to be associated with increasing class 0 probabilities and decreasing class 2 probabilities. The deciles show us that the distribution of distance to water is quite right-skewed.

Stacked bar graphs work well to visualize the partial dependence of class probabilities on categorical features:

month\_pdp <- pdp\_df\_list\_multiclass[[12]]$pdp %>%   
 dplyr::select(month\_factor, contains('mean')) %>%   
 gather(key = class, value = prob, -month\_factor)  
  
ggplot(data = month\_pdp) +   
 geom\_bar(aes(x = month\_factor, fill = class, y = prob), stat='identity') +   
 scale\_fill\_discrete(labels= c('Class 0','Class 1','Class 2'), name = '') +   
 xlab('Month') + ylab('Partial dependence')
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Here we can see that class 0 probabilities tend to be highest in summer, inversely related to class 2 probabilities. Class 1 probabilities appear relatively constant across seasons.