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**Data preparation**

**Dataset - German Housing Data**

Origin data set cleaned:

Variable rooms, bathrooms, bedrooms, floors, garages, Year\_built, Year\_renovated changed from decimal to integer Subset with buildings up to 20 rooms for our analysis created Rooms with .5 rounded up Levels of the variable Energy\_source and Garagetype transformed.

**Load of the cleaned dataset** Read in the data & have a short glance with the head() function to get an idea of the dataset

data <- read.csv('german\_housing\_cleaned.csv',header =T, encoding='UTF-8')

**Inspection of all variables**

The dataset contains 10’318 observations with 20 variables (containing continuous, categorical variables as well as count data)

**Analysis of the distribution of the variables: ‘Price’, ‘Living\_space’, ‘Rooms’ and ‘Lot’**
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Result: The variables are right skewed

**Log Transformation of variables**

Therefore we will use the Log Transformation of the variables ‘Price’, ‘Living\_space’, ‘Rooms’, ‘Lot’ to get a nearly normal distribution ![](data:image/png;base64,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)

**Add new columns with log transformed variables price, living space and rooms**

In order to easify access to the log transformed variables new columns are created.

data1 <- data  
data1$log.price <- log(data1$Price)  
data1$log.living <- log(data1$Living\_space)  
data1$log.rooms <- log(data1$Rooms)  
data1$log.lot <- log(data1$Lot)

# Week 1 - Linear Models

## Data Visualisation and Linear regressions

## Scatterplot with regression line for log(Price) against log(Living\_space)
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## Fitting a Simple Linear regression of log.price against log.living and check the coefficients

#linear model  
lm.log.price\_living <- lm(log.price ~ log.living, data = data1)  
summary(lm.log.price\_living)

##   
## Call:  
## lm(formula = log.price ~ log.living, data = data1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.7836 -0.4079 0.0856 0.4683 2.7581   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 8.17522 0.07596 107.62 <0.0000000000000002 \*\*\*  
## log.living 0.90280 0.01455 62.05 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7145 on 10316 degrees of freedom  
## Multiple R-squared: 0.2718, Adjusted R-squared: 0.2717   
## F-statistic: 3850 on 1 and 10316 DF, p-value: < 0.00000000000000022

#estimated regression coefficients including p-values  
coef(lm.log.price\_living)

## (Intercept) log.living   
## 8.1752232 0.9028032

exp(coef(lm.log.price\_living))

## (Intercept) log.living   
## 3551.847713 2.466508

Result: very significant p-values for log.price ~ log.living. We can assume that the variable log.living has an effect on the dependent variable log.price with a positive correlation, meaning: if the log.living parameter increases in value also the Price of the property will increase.

Due to the log transformation of the variables we have to exponentiate the values before the interpretation. For the intercept exp(8.17522)= 3551.84 and the slope exp(0.9028)=2.47, looking the p-values, which are very small, we have a strong evidence that the slope of log.living is not flat and therefore the variable has an effect on the log.price variable.

## Linear regression of log.price against log.living including the Type and finding the intercept for the different Types

##linear model  
lm.log.price\_living\_type <- lm(data = data1, log.price ~ log.living + Type)  
summary(lm.log.price\_living\_type)

##   
## Call:  
## lm(formula = log.price ~ log.living + Type, data = data1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.9802 -0.3849 0.0716 0.4556 2.7356   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.47225 0.09409 79.414 < 0.0000000000000002 \*\*\*  
## log.living 0.99691 0.01679 59.378 < 0.0000000000000002 \*\*\*  
## TypeBungalow 0.24691 0.05737 4.304 0.000016956457415 \*\*\*  
## TypeCastle -0.33356 0.31169 -1.070 0.284573   
## TypeCorner house -0.14759 0.06058 -2.436 0.014857 \*   
## TypeDuplex -0.06320 0.03900 -1.620 0.105186   
## TypeFarmhouse 0.26026 0.04599 5.659 0.000000015603919 \*\*\*  
## TypeMid-terrace house 0.24470 0.03679 6.651 0.000000000030494 \*\*\*  
## TypeMultiple dwelling 0.35983 0.05029 7.155 0.000000000000891 \*\*\*  
## TypeResidential property 0.17411 0.05094 3.418 0.000634 \*\*\*  
## TypeSingle dwelling 0.39721 0.04091 9.708 < 0.0000000000000002 \*\*\*  
## TypeSpecial property 0.46909 0.05103 9.193 < 0.0000000000000002 \*\*\*  
## TypeVilla 0.70309 0.05077 13.847 < 0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.6912 on 10305 degrees of freedom  
## Multiple R-squared: 0.3193, Adjusted R-squared: 0.3185   
## F-statistic: 402.8 on 12 and 10305 DF, p-value: < 0.00000000000000022

Result: due to the small p-values of the intercept and of the different types we have a strong evidence that the different types have an effect on the log.price ~ log.living. Only Type ‘Castle’ and Type ‘Duplex’ seem not having an effect. Because of the log transformation of the independent and dependent variables we have to interpret an increase of living space by 1% with an increase of the price variable by about 0.99% (according to the slope). The coefficient of log.living is the estimated elasticity of price with respect to living space.

## Linear regression of log.price against log.living including the ‘Type’ interaction

##linear model  
lm.log.price\_living\_type2 <- lm(data = data1, log.price ~ log.living \* Type)

**Measures of fit**

formula(lm.log.price\_living\_type)

## log.price ~ log.living + Type

#r.squared  
summary(lm.log.price\_living\_type)$r.squared

## [1] 0.3192727

#adj.r.squared  
summary(lm.log.price\_living\_type)$adj.r.squared

## [1] 0.31848

formula(lm.log.price\_living\_type2)

## log.price ~ log.living \* Type

#r.squared  
summary(lm.log.price\_living\_type2)$r.squared

## [1] 0.3263949

#adj.r.squared  
summary(lm.log.price\_living\_type2)$adj.r.squared

## [1] 0.3248899

If we compare the R^2 and adj. R^2 of the additive and the multiplicative model (for interaction), we see only a little improvement. Therefore we might have to decide to continue with the less complex model.

## Fitted values

The function fitted() can be used to extract the predicted values for the existing observations

## Residuals of model log(Price) ~ log(Living\_space)

attach(data1)  
resid.price\_living <- resid(lm.log.price\_living)  
length(resid.price\_living)

## [1] 10318

set.seed(100)  
id <- sample(x = 1:10318, size = 5)  
resid.price\_living[id]

## 3786 503 3430 3696 4090   
## 0.5106768 -0.3315001 0.4470366 -0.9261093 1.0834033

fitted.price\_living[id]

## 3786 503 3430 3696 4090   
## 13.77484 12.69884 13.46378 12.41883 13.03221

plot(log(Price) ~ log(Living\_space), main = 'Model log(Price) ~ log(Living\_space)', col = 'navy', pch = 16)  
abline(lm.log.price\_living, col = 'green', lwd = 2.5)  
points(log(Price) ~ log(Living\_space), data = data1[id, ], col = 'red', pch = 4, lwd = 5)  
segments(x0 = data1[id, 'log.living'], x1 = data1[id, 'log.living'],  
 y0 = fitted.price\_living[id], y1 = data1[id, 'log.price'], col = 'yellow', lwd = 2)
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With this code we take 5 examples of the data set and plot it with the predicted values including the residuals (yellow line), which indicates the distance to the estimated regression line.

## Predicting values using splitted data set 99:1 ratio

#split dataset   
split99 <- round(nrow(data1)\* 0.99)  
train <- data1[1:split99,]  
test <- data1[(split99 + 1):nrow(data1),]  
#linear regression model  
lm.train <- lm(log.price ~ log.living, data = train)  
summary(lm.train)

##   
## Call:  
## lm(formula = log.price ~ log.living, data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.7888 -0.4043 0.0847 0.4633 2.7534   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 8.19143 0.07604 107.72 <0.0000000000000002 \*\*\*  
## log.living 0.90074 0.01456 61.84 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.711 on 10213 degrees of freedom  
## Multiple R-squared: 0.2725, Adjusted R-squared: 0.2724   
## F-statistic: 3825 on 1 and 10213 DF, p-value: < 0.00000000000000022

#predictions  
pred.new.living <- predict(object = lm.train, newdata = test)  
pred.new.living.CI <- predict(object = lm.train, interval = 'prediction', newdata = test)  
  
plot(log.price ~ log.living, data = train, main = 'Prediction with Model log(Price) ~ log(Living\_space)', col = 'navy', pch = 16)  
segments(x0 = test$log.living, x1 = test$log.living,  
 y0 = pred.new.living.CI[, 'lwr'], y1 = pred.new.living.CI[, 'upr'], lwd = 2, col = 'green')  
points(x = test$log.living, y= pred.new.living.CI[,'fit'], col = 'red', pch = 16, cex =1.5)  
abline(lm.train, col = 'yellow', lwd = 2.5)
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In this plot we see the estimated regression line (in yellow) with the estimated values (red dots) with the corresponding confident interval (green lines). The blue dots are the original dataset points.

## Testing the effect of a categorical variable and post-hoc contrasts

condition.box.with\_outlier <- ggplot(data1, aes(x=Condition, y=log.price)) + geom\_boxplot(outlier.colour = 'red')+ theme(axis.text.x = element\_text(angle = 90)) + ggtitle('Boxplots of log(Price) against Condition with outliers in red')  
plot(condition.box.with\_outlier)
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#model  
lm.price\_condition.1 <- lm(log.price ~ Condition, data = data1)  
summary(lm.price\_condition.1)

##   
## Call:  
## lm(formula = log.price ~ Condition, data = data1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.6043 -0.4304 0.0333 0.4884 3.6247   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) 12.95695 0.04213 307.553  
## Conditionas new -1.01885 0.24696 -4.126  
## Conditiondilapidated 0.47108 0.04838 9.738  
## Conditionfirst occupation 0.19331 0.09330 2.072  
## Conditionfirst occupation after refurbishment -0.05091 0.05685 -0.895  
## Conditionfixer-upper -0.10881 0.05398 -2.016  
## Conditionmaintained -0.42435 0.04906 -8.649  
## Conditionrefurbished -0.14229 0.04328 -3.288  
## Pr(>|t|)   
## (Intercept) < 0.0000000000000002 \*\*\*  
## Conditionas new 0.0000373 \*\*\*  
## Conditiondilapidated < 0.0000000000000002 \*\*\*  
## Conditionfirst occupation 0.03829 \*   
## Conditionfirst occupation after refurbishment 0.37055   
## Conditionfixer-upper 0.04384 \*   
## Conditionmaintained < 0.0000000000000002 \*\*\*  
## Conditionrefurbished 0.00101 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.8071 on 10310 degrees of freedom  
## Multiple R-squared: 0.07146, Adjusted R-squared: 0.07083   
## F-statistic: 113.4 on 7 and 10310 DF, p-value: < 0.00000000000000022

#coefficients  
coef(lm.price\_condition.1)

## (Intercept)   
## 12.95694626   
## Conditionas new   
## -1.01884973   
## Conditiondilapidated   
## 0.47108462   
## Conditionfirst occupation   
## 0.19330741   
## Conditionfirst occupation after refurbishment   
## -0.05090966   
## Conditionfixer-upper   
## -0.10881029   
## Conditionmaintained   
## -0.42434950   
## Conditionrefurbished   
## -0.14228677

aggregate(log.price ~Condition,   
 FUN = mean, data = data1)

## Condition log.price  
## 1 12.95695  
## 2 as new 11.93810  
## 3 dilapidated 13.42803  
## 4 first occupation 13.15025  
## 5 first occupation after refurbishment 12.90604  
## 6 fixer-upper 12.84814  
## 7 maintained 12.53260  
## 8 refurbished 12.81466

#model without slope, only intercept  
lm.price\_condition.0 <- lm(log.price ~ 1, data = data1)  
summary(lm.price\_condition.0)

##   
## Call:  
## lm(formula = log.price ~ 1, data = data1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.6576 -0.4388 0.0287 0.5166 3.5125   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 12.867983 0.008243 1561 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.8373 on 10317 degrees of freedom

coef(lm.price\_condition.0)

## (Intercept)   
## 12.86798

#Anova  
anova(lm.price\_condition.0, lm.price\_condition.1)

## Analysis of Variance Table  
##   
## Model 1: log.price ~ 1  
## Model 2: log.price ~ Condition  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 10317 7232.5   
## 2 10310 6715.7 7 516.86 113.36 < 0.00000000000000022 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

#post-hoc contrasts  
library(multcomp)  
ph.test.1 <- glht(model = lm.price\_condition.1, linfct = mcp(Condition = c('refurbished - dilapidated = 0')))  
summary(ph.test.1)

##   
## Simultaneous Tests for General Linear Hypotheses  
##   
## Multiple Comparisons of Means: User-defined Contrasts  
##   
##   
## Fit: lm(formula = log.price ~ Condition, data = data1)  
##   
## Linear Hypotheses:  
## Estimate Std. Error t value Pr(>|t|)  
## refurbished - dilapidated == 0 -0.61337 0.02576 -23.81 <0.0000000000000002  
##   
## refurbished - dilapidated == 0 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## (Adjusted p values reported -- single-step method)

R uses “treatment contrasts” and therefore the Intercept refers to the first in alphabetical order, here “Null”. The other coefficients represent the difference.

Whilst considering the boxplots, it seems rather suprising that ‘as new’ has the lowest mean price value.

Condition ‘as new’, ‘dilapidated’, ‘first occupation’, ‘maintained’ to have a strong effect on the response variable. The results are very suprising, as new condition negatively influences the price and condition dilapidated increases the price.

The results obtained seem weak, represented in the adj. R-squared with 0.07083.

To further test the predictor an lm is built without slopes for every type and then tested by an F-Test (Anova). Surprsingly, the Model with slopes for the Type seems to perform better as indicated through a lower RSS value.

The post-hoc contrasts is used to test whether ‘dilapidated’ and ‘refurbished’ differ. The outcome states that ‘dilapidated’ increases the price. This confirms also the visual analysis of the boxplots, but still is suprising as explained above.

## Adding more categorical variables to the testing above

Year\_built1 <- as.integer(data1$Year\_built)  
floor1 <- as.integer(data1$Floors)  
typeof(Year\_built1)

## [1] "integer"

lm.price\_condition.2 <- update(lm.price\_condition.1,. ~ . + Type + log.rooms +  
 State + Energy\_efficiency\_class + Year\_built1 + Furnishing\_quality + floor1)  
formula(lm.price\_condition.2)

## log.price ~ Condition + Type + log.rooms + State + Energy\_efficiency\_class +   
## Year\_built1 + Furnishing\_quality + floor1

drop1(lm.price\_condition.2, test = "F")

## Single term deletions  
##   
## Model:  
## log.price ~ Condition + Type + log.rooms + State + Energy\_efficiency\_class +   
## Year\_built1 + Furnishing\_quality + floor1  
## Df Sum of Sq RSS AIC F value  
## <none> 2148.4 -8631.8   
## Condition 7 17.57 2165.9 -8587.1 8.3684  
## Type 11 134.63 2283.0 -8215.5 40.7950  
## log.rooms 1 152.62 2301.0 -8138.9 508.7221  
## State 15 638.74 2787.1 -6784.8 141.9381  
## Energy\_efficiency\_class 9 33.56 2181.9 -8538.0 12.4294  
## Year\_built1 1 56.88 2205.2 -8445.4 189.5786  
## Furnishing\_quality 4 346.08 2494.4 -7562.8 288.3902  
## floor1 1 31.86 2180.2 -8527.7 106.1896  
## Pr(>F)   
## <none>   
## Condition 0.0000000003205 \*\*\*  
## Type < 0.00000000000000022 \*\*\*  
## log.rooms < 0.00000000000000022 \*\*\*  
## State < 0.00000000000000022 \*\*\*  
## Energy\_efficiency\_class < 0.00000000000000022 \*\*\*  
## Year\_built1 < 0.00000000000000022 \*\*\*  
## Furnishing\_quality < 0.00000000000000022 \*\*\*  
## floor1 < 0.00000000000000022 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Drop1 function performes automatically or each variable presence in the model an F test. According to the results all independent variables in the model seem to have an effect.

# Week 2 - Non-linearity

## Polynomials

By including polynomials (e.g. x1 + x1^2) we can model non linear relationships with a Linear Model.

library(ggplot2)  
attach(data1)

**Graphical analysis**

log(Price) ~ log(Living\_space)

gg.log.price\_log.living <- ggplot(data1,mapping = aes(y = log.price, x = log.living)) + geom\_point()  
gg.log.price\_log.living + geom\_smooth()

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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#model with a linear effect for log.living with log.rooms

#model with a linear effect for log.living  
lm.living.1 <- lm(log.price ~ log.living + log.rooms)  
summary(lm.living.1)

##   
## Call:  
## lm(formula = log.price ~ log.living + log.rooms)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.9154 -0.3918 0.0788 0.4617 2.6939   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.41210 0.08773 84.49 <0.0000000000000002 \*\*\*  
## log.living 1.19671 0.02268 52.76 <0.0000000000000002 \*\*\*  
## log.rooms -0.41705 0.02492 -16.74 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7051 on 10315 degrees of freedom  
## Multiple R-squared: 0.291, Adjusted R-squared: 0.2909   
## F-statistic: 2117 on 2 and 10315 DF, p-value: < 0.00000000000000022

Both predictors show a strong effect on the response variable price. Now we want to build a model with a quadratic effect for living space.

#model with a cuadratic effect for log.living

#model with a quadratic poly  
lm.living.2 <- lm(log.price ~ log.rooms + poly(log.living, degree = 2))  
summary(lm.living.2)

##   
## Call:  
## lm(formula = log.price ~ log.rooms + poly(log.living, degree = 2))  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.9761 -0.3927 0.0714 0.4552 2.6652   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 13.68390 0.04616 296.42 <0.0000000000000002  
## log.rooms -0.44504 0.02490 -17.88 <0.0000000000000002  
## poly(log.living, degree = 2)1 59.73564 1.11071 53.78 <0.0000000000000002  
## poly(log.living, degree = 2)2 -7.82809 0.70453 -11.11 <0.0000000000000002  
##   
## (Intercept) \*\*\*  
## log.rooms \*\*\*  
## poly(log.living, degree = 2)1 \*\*\*  
## poly(log.living, degree = 2)2 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7009 on 10314 degrees of freedom  
## Multiple R-squared: 0.2994, Adjusted R-squared: 0.2992   
## F-statistic: 1469 on 3 and 10314 DF, p-value: < 0.00000000000000022

Now that we have added the quadratic effect(with degree = 2). The two models can be compared by an F-Test.

#Compare the two models by an F-Test

#test in quadratic  
anova(lm.living.1, lm.living.2)

## Analysis of Variance Table  
##   
## Model 1: log.price ~ log.living + log.rooms  
## Model 2: log.price ~ log.rooms + poly(log.living, degree = 2)  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 10315 5127.7   
## 2 10314 5067.1 1 60.652 123.46 < 0.00000000000000022 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

The second model with a quadratic effect for living space has a better performance, as the RSS is lower than the one from the model without a quadratic effect. Additionally, the p-value indicates that the second model performs better.

#plot  
gg.log.price\_log.living + geom\_smooth(method = 'lm', formula = y ~poly(x, degree = 2))
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The quadratic fit seems to model the non-linear relationship of living space quite well. Nevertheless, we try to fit a cubic poly.

#model with a cubic poly

#model with a cubic poly  
lm.living.3 <- lm(log.price ~ log.rooms + poly(log.living, degree = 3))  
summary(lm.living.3)

##   
## Call:  
## lm(formula = log.price ~ log.rooms + poly(log.living, degree = 3))  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.9763 -0.3928 0.0714 0.4553 2.6650   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 13.68416 0.04669 293.108 <0.0000000000000002  
## log.rooms -0.44519 0.02519 -17.676 <0.0000000000000002  
## poly(log.living, degree = 3)1 59.74067 1.11848 53.412 <0.0000000000000002  
## poly(log.living, degree = 3)2 -7.82850 0.70465 -11.110 <0.0000000000000002  
## poly(log.living, degree = 3)3 -0.02715 0.70903 -0.038 0.969  
##   
## (Intercept) \*\*\*  
## log.rooms \*\*\*  
## poly(log.living, degree = 3)1 \*\*\*  
## poly(log.living, degree = 3)2 \*\*\*  
## poly(log.living, degree = 3)3   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.701 on 10313 degrees of freedom  
## Multiple R-squared: 0.2994, Adjusted R-squared: 0.2991   
## F-statistic: 1102 on 4 and 10313 DF, p-value: < 0.00000000000000022

anova(lm.living.2, lm.living.3)

## Analysis of Variance Table  
##   
## Model 1: log.price ~ log.rooms + poly(log.living, degree = 2)  
## Model 2: log.price ~ log.rooms + poly(log.living, degree = 3)  
## Res.Df RSS Df Sum of Sq F Pr(>F)  
## 1 10314 5067.1   
## 2 10313 5067.1 1 0.00072045 0.0015 0.9695

As expected the cubic term does not fit better, because the RSS is equal to the quadratic model, so we prefer the less complex model with degree 2.

## Generalised Additive Models - GAMs

**Graphical analysis**

#log(Price) ~ log(Rooms)

#log(Price) ~ log(Rooms)  
gg.log.price\_log.rooms <- ggplot(data1, mapping = aes(y = log.price, x = log.rooms)) + geom\_point()  
gg.log.price\_log.rooms + geom\_smooth()

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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The graphical analysis shows a non-linear relationship for the predictor log.rooms. As from eyeballing it seems to not be a quadratic or cubic effect a GAM will be applied (as it chooses the degree of complexity automatically).

## GAMs for log(Price) ~ log(Rooms)

attach(data1)  
gam.log.price.log.rooms <- gam(log.price ~ s(log.rooms))  
summary(gam.log.price.log.rooms)

##   
## Family: gaussian   
## Link function: identity   
##   
## Formula:  
## log.price ~ s(log.rooms)  
##   
## Parametric coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 12.867983 0.007783 1653 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Approximate significance of smooth terms:  
## edf Ref.df F p-value   
## s(log.rooms) 7.888 8.623 145.8 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## R-sq.(adj) = 0.108 Deviance explained = 10.9%  
## GCV = 0.62562 Scale est. = 0.62509 n = 10318

plot(gam.log.price.log.rooms, residuals = TRUE, cex = 2)
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The GAM-model has an edf of 7.888 (so degree = almost 8). This shows as that the GAM function choose a polynomial of 7.888

\*\*GAMs for log(Price) ~ log(Living\_space) + s(log.rooms) + s(log(Garages))

gam.log.price.log.living <- gam(log.price ~ log.living + s(log.rooms) + s(log(Garages)))  
summary(gam.log.price.log.living)

##   
## Family: gaussian   
## Link function: identity   
##   
## Formula:  
## log.price ~ log.living + s(log.rooms) + s(log(Garages))  
##   
## Parametric coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.46447 0.13313 48.56 <0.0000000000000002 \*\*\*  
## log.living 1.24132 0.02547 48.74 <0.0000000000000002 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Approximate significance of smooth terms:  
## edf Ref.df F p-value   
## s(log.rooms) 4.964 6.084 67.976 < 0.0000000000000002 \*\*\*  
## s(log(Garages)) 8.215 8.681 3.852 0.0000691 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## R-sq.(adj) = 0.305 Deviance explained = 30.6%  
## GCV = 0.42626 Scale est. = 0.4255 n = 8437

plot(gam.log.price.log.living, residuals = TRUE, select = 1)
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The GAM-model has an edf of 4.964 (so degree = almost 5) for log.rooms and an edf of 8.215 for log(Garages). Both independent variables seem to have a strong effect.

# Week 3 - Generalised Linear Models

## GLM - Possion Model

**Count Data** With the GLM function and the family “possion” we could generalize the Linear model.

glm.rooms <- glm(Rooms ~ Type, family = "poisson", data = data)  
summary(glm.rooms)

##   
## Call:  
## glm(formula = Rooms ~ Type, family = "poisson", data = data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.6463 -0.6320 -0.0781 0.3702 4.4559   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.02917 0.01848 109.821 < 0.0000000000000002 \*\*\*  
## TypeBungalow 0.17457 0.02838 6.152 0.000000000766 \*\*\*  
## TypeCastle 0.55104 0.12447 4.427 0.000009550749 \*\*\*  
## TypeCorner house 0.01343 0.03162 0.425 0.671   
## TypeDuplex 0.26787 0.01981 13.522 < 0.0000000000000002 \*\*\*  
## TypeFarmhouse -0.43417 0.02638 -16.456 < 0.0000000000000002 \*\*\*  
## TypeMid-terrace house -0.22653 0.01948 -11.626 < 0.0000000000000002 \*\*\*  
## TypeMultiple dwelling -0.38499 0.02917 -13.197 < 0.0000000000000002 \*\*\*  
## TypeResidential property 0.04744 0.02637 1.799 0.072 .   
## TypeSingle dwelling -0.38432 0.02252 -17.066 < 0.0000000000000002 \*\*\*  
## TypeSpecial property -0.47841 0.03056 -15.655 < 0.0000000000000002 \*\*\*  
## TypeVilla 0.14646 0.02522 5.806 0.000000006387 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for poisson family taken to be 1)  
##   
## Null deviance: 13951.1 on 10317 degrees of freedom  
## Residual deviance: 9350.9 on 10306 degrees of freedom  
## AIC: 47557  
##   
## Number of Fisher Scoring iterations: 4

exp(coef(glm.rooms))

## (Intercept) TypeBungalow TypeCastle   
## 7.6077922 1.1907296 1.7350632   
## TypeCorner house TypeDuplex TypeFarmhouse   
## 1.0135214 1.3071727 0.6477992   
## TypeMid-terrace house TypeMultiple dwelling TypeResidential property   
## 0.7972979 0.6804577 1.0485829   
## TypeSingle dwelling TypeSpecial property TypeVilla   
## 0.6809147 0.6197703 1.1577330

Before the Interpretation of the coefficients of a Poisson model the inverse, the exponential, is needed due to use of the link function (log() function). The Interpretation of the coefficients are: A house with no Type information has around 7.6 rooms and e.g. Villa has ca. 15.77% more rooms (ca. 8.8 rooms)

#to double check and convince ourselves as single house (type) is checked and predicted  
library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.6.3

## -- Attaching packages --------------------------------------------------------------------------- tidyverse 1.3.0 --

## v tibble 3.0.3 v dplyr 1.0.2  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.0  
## v purrr 0.3.4

## Warning: package 'tibble' was built under R version 3.6.3

## Warning: package 'tidyr' was built under R version 3.6.3

## Warning: package 'readr' was built under R version 3.6.3

## Warning: package 'purrr' was built under R version 3.6.3

## Warning: package 'dplyr' was built under R version 3.6.3

## Warning: package 'stringr' was built under R version 3.6.3

## Warning: package 'forcats' was built under R version 3.6.3

## -- Conflicts ------------------------------------------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::collapse() masks nlme::collapse()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x dplyr::select() masks MASS::select()

#which(data$Type == "")  
#data[99,]  
fitted.room <- fitted(glm.rooms)[99]  
fitted.room

## 99   
## 7.607792

specific.room <- data[99,]  
specific.room$Type <- "Villa"  
#specific.room  
predict(glm.rooms, type = "response",newdata = specific.room)

## 99   
## 8.807792

fitted.room \* exp(coef(glm.rooms)["TypeVilla"])

## 99   
## 8.807792

This house with no specific Type, according to the model, is expected to have 7.607 Rooms. If we check the number of rooms after setting the Type to e.g. Villa the model expect 8.807 rooms and this is exactly the same number of rooms we get for the fitted room times the exponential estimated for Villa.

**data simulation from the glm count data model**

**Visualization of the glm count data model**

ggplot(mapping = aes(y = sim.data.rooms.Poisson$sim\_1, x = data$Type)) +  
geom\_boxplot(outlier.colour = 'red') +  
geom\_hline(yintercept = 0) +  
ylab("simulated no. of rooms\n(assuming Poisson dist)") +  
xlab("type") + theme(axis.text.x = element\_text(angle = 90))
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**GLM with binomial data factor variable**

glm.sq.price <- glm(cbind(Price, Living\_space)~ State,  
 family = "binomial",  
 data = data)

## Warning in eval(family$initialize): non-integer counts in a binomial glm!

summary(glm.sq.price)

##   
## Call:  
## glm(formula = cbind(Price, Living\_space) ~ State, family = "binomial",   
## data = data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -59.255 -6.366 -1.195 3.473 61.109   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 8.34931 0.09536 87.558 < 0.0000000000000002  
## StateBaden-Württemberg -0.26983 0.09538 -2.829 0.004667  
## StateBayern -0.11439 0.09538 -1.199 0.230381  
## StateBerlin 0.22109 0.09549 2.315 0.020597  
## StateBrandenburg -0.34169 0.09542 -3.581 0.000342  
## StateBremen -0.45021 0.09601 -4.689 0.000002744267682783  
## StateHamburg 0.20992 0.09607 2.185 0.028878  
## StateHessen -0.35562 0.09538 -3.728 0.000193  
## StateMecklenburg-Vorpommern -0.77292 0.09544 -8.099 0.000000000000000555  
## StateNiedersachsen -0.78534 0.09538 -8.234 < 0.0000000000000002  
## StateNordrhein-Westfalen -0.52038 0.09537 -5.456 0.000000048613961012  
## StateRheinland-Pfalz -0.77836 0.09538 -8.160 0.000000000000000334  
## StateSaarland -1.13274 0.09552 -11.859 < 0.0000000000000002  
## StateSachsen -1.08280 0.09541 -11.349 < 0.0000000000000002  
## StateSachsen-Anhalt -1.36482 0.09544 -14.300 < 0.0000000000000002  
## StateSchleswig-Holstein -0.36652 0.09541 -3.842 0.000122  
## StateThüringen -1.20943 0.09555 -12.657 < 0.0000000000000002  
##   
## (Intercept) \*\*\*  
## StateBaden-Württemberg \*\*   
## StateBayern   
## StateBerlin \*   
## StateBrandenburg \*\*\*  
## StateBremen \*\*\*  
## StateHamburg \*   
## StateHessen \*\*\*  
## StateMecklenburg-Vorpommern \*\*\*  
## StateNiedersachsen \*\*\*  
## StateNordrhein-Westfalen \*\*\*  
## StateRheinland-Pfalz \*\*\*  
## StateSaarland \*\*\*  
## StateSachsen \*\*\*  
## StateSachsen-Anhalt \*\*\*  
## StateSchleswig-Holstein \*\*\*  
## StateThüringen \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1039137 on 10317 degrees of freedom  
## Residual deviance: 812246 on 10301 degrees of freedom  
## AIC: 884878  
##   
## Number of Fisher Scoring iterations: 5

exp(coef(glm.sq.price))

## (Intercept) StateBaden-Württemberg   
## 4227.2727273 0.7635056   
## StateBayern StateBerlin   
## 0.8919084 1.2474312   
## StateBrandenburg StateBremen   
## 0.7105675 0.6374919   
## StateHamburg StateHessen   
## 1.2335789 0.7007400   
## StateMecklenburg-Vorpommern StateNiedersachsen   
## 0.4616627 0.4559654   
## StateNordrhein-Westfalen StateRheinland-Pfalz   
## 0.5942937 0.4591593   
## StateSaarland StateSachsen   
## 0.3221483 0.3386464   
## StateSachsen-Anhalt StateSchleswig-Holstein   
## 0.2554273 0.6931439   
## StateThüringen   
## 0.2983668

## `geom\_smooth()` using formula 'y ~ x'
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If we compare the Residual deviance and the corresponding degrees of freedom in the summary output we would expect in an truly Poisson distributed data that the residual deviance and the degrees of freedom would be approximately the same value. Therefore it could be overdispersed here and we use the “quasibinomial” family.

**GLM with quasi-binomial data factor variable**

glm.sq.price <- glm(cbind(Price, Living\_space)~ State,  
 family = "quasibinomial",  
 data = data)  
summary(glm.sq.price)

##   
## Call:  
## glm(formula = cbind(Price, Living\_space) ~ State, family = "quasibinomial",   
## data = data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -59.255 -6.366 -1.195 3.473 61.109   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 8.3493 0.9998 8.351 <0.0000000000000002 \*\*\*  
## StateBaden-Württemberg -0.2698 1.0000 -0.270 0.787   
## StateBayern -0.1144 1.0000 -0.114 0.909   
## StateBerlin 0.2211 1.0012 0.221 0.825   
## StateBrandenburg -0.3417 1.0004 -0.342 0.733   
## StateBremen -0.4502 1.0066 -0.447 0.655   
## StateHamburg 0.2099 1.0072 0.208 0.835   
## StateHessen -0.3556 1.0000 -0.356 0.722   
## StateMecklenburg-Vorpommern -0.7729 1.0006 -0.772 0.440   
## StateNiedersachsen -0.7853 1.0000 -0.785 0.432   
## StateNordrhein-Westfalen -0.5204 0.9999 -0.520 0.603   
## StateRheinland-Pfalz -0.7784 1.0000 -0.778 0.436   
## StateSaarland -1.1327 1.0015 -1.131 0.258   
## StateSachsen -1.0828 1.0003 -1.083 0.279   
## StateSachsen-Anhalt -1.3648 1.0006 -1.364 0.173   
## StateSchleswig-Holstein -0.3665 1.0003 -0.366 0.714   
## StateThüringen -1.2094 1.0018 -1.207 0.227   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasibinomial family taken to be 109.9222)  
##   
## Null deviance: 1039137 on 10317 degrees of freedom  
## Residual deviance: 812246 on 10301 degrees of freedom  
## AIC: NA  
##   
## Number of Fisher Scoring iterations: 5

The dispersion parameter ist now 109.92, This implies the variance increases faster than linearly. Anyway in this case there is no evidence that the State have an impact on the response variable.

**GLM with multi-binomial data factor variable** TO CHECK!!!!!

glm.roomswt2 <- glm(Rooms ~ wt2,  
family = "poisson",  
data = data)  
summary(glm.roomswt2)

##   
## Call:  
## glm(formula = Rooms ~ wt2, family = "poisson", data = data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.2229 -0.8439 -0.3171 0.4433 4.5174   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.922092 0.003783 508.099 < 0.0000000000000002 \*\*\*  
## wt2.L 0.235488 0.007507 31.369 < 0.0000000000000002 \*\*\*  
## wt2.Q 0.056346 0.007566 7.447 0.0000000000000952 \*\*\*  
## wt2.C 0.041856 0.007624 5.490 0.0000000401941232 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for poisson family taken to be 1)  
##   
## Null deviance: 13951 on 10317 degrees of freedom  
## Residual deviance: 12833 on 10314 degrees of freedom  
## AIC: 51023  
##   
## Number of Fisher Scoring iterations: 4

library(nnet)

##   
## Attaching package: 'nnet'

## The following object is masked from 'package:mgcv':  
##   
## multinom

multinom.iris <- multinom(Species ~ Sepal.Length +  
Petal.Width,  
trace = FALSE,  
data = iris)

set.seed(99)  
sim.data.rooms.Poissonwt2 <- simulate(glm.roomswt2)  
##  
NROW(sim.data.rooms.Poissonwt2)

## [1] 10318

head(sim.data.rooms.Poissonwt2)

## sim\_1  
## 1 7  
## 2 4  
## 3 10  
## 4 13  
## 5 7  
## 6 14

tail(sim.data.rooms.Poissonwt2)

## sim\_1  
## 10313 10  
## 10314 16  
## 10315 11  
## 10316 5  
## 10317 5  
## 10318 9

library(ggplot2)  
ggplot(mapping = aes(y = sim.data.rooms.Poissonwt2$sim\_1,  
x = data$wt2)) +  
geom\_boxplot() +  
geom\_hline(yintercept = 0) +  
ylab("simulated no. of rooms\n(assuming Poisson dist)") +  
xlab("Groups")
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**GLM - Binary Model**

Let’s fit a binary model

Let’s fit a logistic regression model and add fit to the graph

data$MillionYes <- ifelse(data$Price > 1000000, 1, 0)  
ggplot(data = data,  
 mapping = aes(y = MillionYes,  
 x = log(Living\_space))) +   
 geom\_point() +  
 geom\_smooth(method = "glm",   
 se = FALSE,  
 method.args = list(family = "binomial"))

## `geom\_smooth()` using formula 'y ~ x'
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As expected higher log(Living\_space) leads to a higher probability that the property price is higher than a million.

# Week 4 - Support Vector Machines

#load data and filter rows with variable 'Type? == 'Multiple dwelling' or 'Villa'  
svm.data <- fread('german\_housing\_cleaned.csv',header =T, encoding='UTF-8')  
house <- svm.data %>% filter(Type == "Multiple dwelling" | Type == "Villa")  
  
#create new variable 'is.multi' with 'TRUE' 'FALSE' to use for the SVM model   
house[,is.multi := as.factor(Type == 'Multiple dwelling')]

Split dataset

split80 <- round(nrow(house)\* 0.80)  
train <- house[1:split80,]  
test <- house[(split80 + 1):nrow(house),]

Fit SVM and do a cross validation with cost 0.25, 0.5, 1.00

set.seed(1)  
model <- train(is.multi ~ Price + Living\_space,  
 data = train, method = 'svmLinear2', trControl = trainControl(method = 'cv'))  
print(model)

## Support Vector Machines with Linear Kernel   
##   
## 611 samples  
## 2 predictor  
## 2 classes: 'FALSE', 'TRUE'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 550, 550, 550, 549, 551, 550, ...   
## Resampling results across tuning parameters:  
##   
## cost Accuracy Kappa   
## 0.25 0.9296651 0.8593149  
## 0.50 0.9329438 0.8658320  
## 1.00 0.9313044 0.8625365  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cost = 0.5.

With the method = ‘svmLinear2’ the model will be tested with different cost values. As the model with cost = 0.5 has the highest accuracy (0.9329385)the prediction will be made with this parameters.

Prediction with SVM model with cost = 0.5

For further prediction we will create a new dataframe with all possible combinations of points (Price in 10.000er steps, sqm in 1.00sqm steps)

house1 <- expand.grid(Price = seq(min(house$Price),max(house$Price), 10000),Living\_space = seq(min(house$Living\_space), max(house$Living\_space),1))  
  
house1$is.multi <- predict(model, newdata = house1)

Plot SVM

g <- ggplot(mapping = aes(Living\_space, Price)) +  
 geom\_raster(mapping = aes(fill = is.multi), data = house1, alpha = 0.5) +  
 geom\_point(mapping = aes(color = is.multi), data = train)  
print(g)
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**Plot x2 vs. x1, colored by y**

## Warning: Removed 666 rows containing missing values (geom\_point).
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**Print average accuracy and standard deviation**

accuracy <- rep(NA, 10)  
set.seed(2)  
# Calculate accuracies for 10 training/test partitions  
for (i in 1:10){  
 testdf[, "train"] <- ifelse(runif(nrow(testdf)) < 0.8, 1, 0)  
 trainset <- testdf[testdf$train == 1, ]  
 testset <- testdf[testdf$train == 0, ]  
 trainColNum <- grep("train", names(trainset))  
 trainset <- trainset[, -trainColNum]  
 testset <- testset[, -trainColNum]  
 svm\_model <- svm(data.wt5 ~ ., data = trainset, type = "C-classification", kernel = "radial")  
 pred\_test <- predict(svm\_model, testset)  
 accuracy[i] <- mean(pred\_test == testset$data.wt5)  
}  
# Print average accuracy and standard deviation  
mean(accuracy)

## [1] 0.6656181

sd(accuracy)

## [1] 0.007764355

The accuracy mean is 0.6656 with a standard deviation of 0.00776, what will tell us that approx. 66,6% of the data will be classified correctly.

plot(svm\_model,testset)
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# Week 5 - Neural Networks

## ANN - neuralnet package

preparing data for neuralnet

library(neuralnet)

## Warning: package 'neuralnet' was built under R version 3.6.3

##   
## Attaching package: 'neuralnet'

## The following object is masked from 'package:dplyr':  
##   
## compute

**Prepare for Training**

### Fit the Network

n <- names(train\_scaled)  
f <- as.formula(paste("data.Price ~", paste(n[!n %in% "data.Price"], collapse = " + ")))  
nn <- neuralnet(f,data=train\_scaled,hidden=c(5,3),linear.output=T)  
plot(nn)

pred\_scaled <- compute(nn, test\_scaled %>% select(-data.Price))  
  
pred <- pred\_scaled$net.result \* (max(df.house$data.Price) - min(df.house$data.Price)) + min(df.house$data.Price)  
#pred

plot(test$data.Price, pred, col='blue', pch=16, ylab = "predicted Price NN", xlab = "real Price")  
abline(0,1)

And calculate the RMSE

sqrt(mean((test$data.Price - pred)^2))

## ANN - caret package

str(df.house)  
  
set.seed(42)  
tuGrid <- expand.grid(.layer1=c(1:4), .layer2=c(0,2), .layer3=c(0))  
  
trCtrl <- trainControl(  
 method = 'repeatedcv',   
 number = 5,   
 repeats = 5,   
 returnResamp = 'final'  
)  
  
models <- train(  
 x = df.house %>% select(-data.Price),  
 y = df.house\_scaled %>% pull(data.Price),  
 method = 'neuralnet', metric = 'RMSE',   
 linear.output = TRUE,  
 #be careful, does only work on x!  
 preProcess = c('center', 'scale'),  
 tuneGrid = tuGrid,  
 trControl = trCtrl  
)

plot(models)

plot(models$finalModel)

# Week 6 - Agent-based Modelling and Approximate Bayesian Computation

rm(list = ls(all = TRUE)) # clean the memory  
  
  
#install.packages("devtools")  
  
#devtools::install\_github("PredictiveEcology/NetLogoR")  
  
#worked now  
  
  
  
  
library(NetLogoR)  
library(stringr)  
library(ggplot2)  
library(minpack.lm)  
  
  
for (i in 40:100){  
 for (j in 1:20) {  
   
   
 ### 1. DEFINE THE SPACE AND AGENTS ###  
   
 # simulations parameters  
 simtime<-100 # duration time of the simulation  
 number\_agents<-i  
 number\_pubs<-j # number of pubs (or homes. whatever) in the space named "world"  
 gridSize\_x<-10 # number of patches in the grid where moving agents move around  
 gridSize\_y<-10  
 displacement\_normal<-0.1 # speed of moving agents   
 displacement\_pub<-0.01 # if in the pub, agents move slower and spend more time there  
 plot\_data\_out<-numeric() # initialize variable to store data to be plotted later on  
   
 # world set up, this is about the static patches  
 w1 <- createWorld(minPxcor = 0, maxPxcor = gridSize\_x-1, minPycor = 0, maxPycor = gridSize\_y-1) # world defined by patches with coordinates Pxcor & Pycor  
 x\_pub<-randomPxcor(w1,number\_pubs) # random pub location on the world grid  
 y\_pub<-randomPycor(w1,number\_pubs)  
 w1 <- NLset(world = w1, agents = patches(w1), val = 0) # initialize all the patches to their internal state value = 0...  
 w1 <- NLset(world = w1, agents = patch(w1, x\_pub, y\_pub), val = 1) # ...except for the pubs with a value set to 1  
   
 # agents set up, this is about the moving objects (traditionally named turtles)  
 t1 <- createTurtles(n = number\_agents, coords = randomXYcor(w1, n = number\_agents), breed="S", color="black") # all agents are set to the state (breed) S=susceptible, colored black  
 t1 <- NLset(turtles = t1, agents = turtle(t1, who = 0), var = "breed", val = "I") # agent 0 is set to I=infected (patient 0 that contaminates the others)   
 t1 <- NLset(turtles = t1, agents = turtle(t1, who = 0), var = "color", val = "red") # ... and coloured red   
 t1 <- turtlesOwn(turtles = t1, tVar = "displacement", tVal = displacement\_normal) # all initially move with standard speed (normal displacement)  
   
 plot(w1, axes = 0, legend = FALSE, par(bty = 'n')) # initialize graphics by displaying world patches  
 points(t1, col = of(agents = t1, var = "color"), pch = 20) # initialize graphics by displaying agents  
   
   
   
   
   
 ### 2. RUN THE SIMULATION TIME LOOP ###  
   
 for (time in 1:simtime) { # start the simulation time loop  
   
 t1 <- fd(turtles = t1, dist=t1$displacement, world = w1, torus = TRUE, out = FALSE) # each timestep move each agent forward with the fd() function, by a distance   
 t1 <- right(turtles = t1, angle = sample(-20:20, 1, replace = F)) # each timestep agents can randomly turn 20 deg right of 20 left (-20)  
   
 plot(w1, axes = 0, legend = FALSE, par(bty = 'n')) # update graphics  
 points(t1, col = of(agents = t1, var = "color"), pch = 20) # update graphics  
   
 meet<-turtlesOn(world = w1, turtles = t1, agents = t1[of(agents = t1, var = "breed")=="I"]) # contact if multiple agents are on the same patch with function turtlesOn()  
 t1 <- NLset(turtles = t1, agents = meet, var = "breed", val = "I") # get the state of the infected agent  
 t1 <- NLset(turtles = t1, agents = meet, var = "color", val = "red") # and change its colour  
   
 # agents that enter a pub spend more time there (have a lower displacement value)  
 pub <- turtlesOn(world = w1, turtles = t1, agents = patch(w1, x\_pub, y\_pub)) # check if agent is on a pub patch with function turtlesOn()  
 # # if enters the pub  
 t1 <- NLset(turtles = t1, agents = turtle(t1, who = pub$who), var = "displacement", val = displacement\_pub)  
 # # if exits the pub  
 t1 <- NLset(turtles = t1, agents = turtle(t1, who = t1[-(pub$who+1)]$who), var = "displacement", val = displacement\_normal)  
   
   
 Sys.sleep(0.1) # give some time to the computer to update all the thing graphically  
   
 # store time-course data for plotting in the end  
 contaminated\_counter<-sum(str\_count(t1$color, "red"))  
 tmp\_data<-c(time,contaminated\_counter)  
 plot\_data\_out<-rbind(plot\_data\_out, tmp\_data) # store in a matrix  
   
 }  
   
   
   
 ### 3. PLOTTING AND FITTING SIMULATED DATA ###  
   
 # perform non-linear curve fitting of the data   
 df<-as.data.frame(plot\_data\_out)  
 names(df)<-c("time","contaminated\_counter")  
 x <- df$time  
 y <- df$contaminated\_counter  
   
 # give initial guesses and fit with 4-parameters logistic equation (fits well S-shaped generic curves)  
 model <- nlsLM(y ~ d + (a-d) / (1 + (x/c)^b) ,start = list(a = 3, b = 4, c = 600, d = 1000)) # initial guesses are set (arbitrarily) to 3,4,600,1000  
   
 # make a line with the fitting model that goes through the data  
 fit\_x <- data.frame(x = seq(min(x),max(x),len = 100))  
 fit\_y <- predict(model, newdata = fit\_x)  
 fit\_df <- as.data.frame(cbind(fit\_x,fit\_y))  
 names(fit\_df)<-c("x","y")  
 fitted\_function <- data.frame(x = seq(min(x),max(x),len = 100))  
 lines(fitted\_function$x,predict(model,fitted\_function = fitted\_function))  
   
 # store summary statistics in a vector to be appended after each iteration to the output file  
 # # put in the filename all the parameters used to set the simulation run  
 simulation\_run\_name <- paste0("sim\_",number\_agents,"\_",number\_pubs)  
 varied\_params <- c(number\_agents,number\_pubs)  
 summary\_stat <- c( simulation\_run\_name, varied\_params, as.vector(model$m$getPars()) )  
 # save summary statistics of all the performed simulations in file with:  
 # # Simulation ID  
 # # parameters used for that simulation  
 # # outcome of the curve (described by the fitting parameters)  
 write.table(as.data.frame(t(summary\_stat)), "./summary\_stat.csv", sep = ",", col.names = FALSE, row.names=FALSE, append = TRUE) # append to pile up the different runs in a single file  
   
 # graphical representation of simulation data and fitting  
 #ggplot(data = df, mapping = aes(y = y, x = x)) +  
 # ggtitle(paste0("Simulation ID: \t", simulation\_run\_name,  
 # "\nSimulation Params: agents=",number\_agents,"; pubs=", number\_pubs,  
 # "\nCurve Fit Params: \t",toString(round(model$m$getPars(),2)))) +  
 # xlab("time") +  
 # ylab("Agents contaminated") +  
 # geom\_point(data=df, aes(y=y, x=x), colour="black") +  
 # geom\_line(data = fit\_df, colour="red")  
   
   
   
 }}

#ABC Code

set.seed(2)  
rm(list = ls(all = TRUE))  
#install.packages("abc")  
library(abc)

## Warning: package 'abc' was built under R version 3.6.3

## Loading required package: abc.data

## Loading required package: quantreg

## Warning: package 'quantreg' was built under R version 3.6.3

## Loading required package: SparseM

##   
## Attaching package: 'SparseM'

## The following object is masked from 'package:base':  
##   
## backsolve

##   
## Attaching package: 'quantreg'

## The following object is masked from 'package:survival':  
##   
## untangle.specials

## Loading required package: locfit

## Warning: package 'locfit' was built under R version 3.6.3

## locfit 1.5-9.4 2020-03-24

##   
## Attaching package: 'locfit'

## The following object is masked from 'package:purrr':  
##   
## none

sum\_stat <- read.csv(file='summary\_stat.csv', header=FALSE)  
head(sum\_stat)

## V1 V2 V3 V4 V5 V6 V7  
## 1 sim\_40\_1 40 1 2.970159 3.3383773 44.35198 41.02393  
## 2 sim\_40\_2 40 2 1.760474 3.4818939 62.99888 41.22484  
## 3 sim\_40\_3 40 3 2.498273 3.0030376 77.14996 52.95066  
## 4 sim\_40\_4 40 4 3.819303 2.4449627 1380.59407 14023.21634  
## 5 sim\_40\_5 40 5 1.545944 0.9201091 4009.90681 990.66371  
## 6 sim\_40\_6 40 6 1.572845 10.4172841 52.28375 11.18162

# import simulation and observed data  
obs\_data <- c(3,2,1143,1655)  
sim\_param <- sum\_stat[,2:3]  
sim\_data <- sum\_stat[,4:7]  
  
# Run ABC  
res <- abc(target=obs\_data,  
 param=sim\_param,  
 sumstat=sim\_data,  
 tol=0.005,  
 transf=c("log"),  
 method="neuralnet")

## Warning: All parameters are "log" transformed.

## 12345678910  
## 12345678910

plot(res, param=sim\_param)
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write.table(res$adj.values,"out\_abc.csv", sep=",", row.name=FALSE)