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# 1. Carregar bibliotecas necessárias  
message("Carregando bibliotecas essenciais para análise espacial e GWR...")

## Carregando bibliotecas essenciais para análise espacial e GWR...

library(sf) # Para manipulação de dados espaciais vetoriais (Simple Features)

## Linking to GEOS 3.13.1, GDAL 3.10.2, PROJ 9.5.1; sf\_use\_s2() is TRUE

library(GWmodel) # Para Geographically Weighted Regression (GWR) e funções relacionadas

## Carregando pacotes exigidos: robustbase

## Carregando pacotes exigidos: sp

## Carregando pacotes exigidos: Rcpp

## Welcome to GWmodel version 2.4-2.

library(dplyr) # Para manipulação e transformação de dados

##   
## Anexando pacote: 'dplyr'

## Os seguintes objetos são mascarados por 'package:stats':  
##   
## filter, lag

## Os seguintes objetos são mascarados por 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ggplot2) # Para visualização e criação de mapas  
library(sp) # Necessário para o pacote GWmodel, que utiliza objetos Spatial\*DataFrame  
library(spdep) # Para testes de autocorrelação espacial como o I de Moran <--- ADICIONADO

## Carregando pacotes exigidos: spData

## To access larger datasets in this package, install the spDataLarge  
## package with: `install.packages('spDataLarge',  
## repos='https://nowosad.github.io/drat/', type='source')`

message("Bibliotecas carregadas com sucesso.")

## Bibliotecas carregadas com sucesso.

# --- INÍCIO: Definição dos caminhos dos arquivos ---  
# É uma boa prática centralizar a definição de caminhos para facilitar a manutenção  
# e a portabilidade do script. Considere usar 'here::here()' para caminhos relativos  
# ao projeto, o que torna o script mais robusto em diferentes ambientes.  
# Exemplo: path\_base <- here::here("data", "shp")  
# path\_roubos <- file.path(path\_base, "roubo.shp")  
# path\_drogas <- file.path(path\_base, "drogas.shp")  
# path\_area\_estudo <- file.path(path\_base, "centro\_expandido", "centro\_expandido\_dissolve.shp")  
  
path\_roubos <- "C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/roubo.shp"  
path\_drogas <- "C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/drogas.shp"  
path\_area\_estudo <- "C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/centro\_expandido\_dissolve.shp"  
# --- FIM: Definição dos caminhos dos arquivos ---  
  
# 2. Ler os arquivos shapefile  
message("Iniciando a leitura dos arquivos shapefile...")

## Iniciando a leitura dos arquivos shapefile...

tryCatch({  
 # st\_read com quiet = TRUE suprime mensagens de progresso, mantendo o output limpo.  
 pontos\_roubo <- st\_read(path\_roubos, quiet = TRUE)  
 pontos\_drogas <- st\_read(path\_drogas, quiet = TRUE)  
 area\_estudo <- st\_read(path\_area\_estudo, quiet = TRUE)  
}, error = function(e) {  
 # Em caso de erro na leitura (e.g., arquivo não encontrado, corrompido),  
 # o script é interrompido com uma mensagem clara.  
 stop("Erro crítico ao ler um ou mais arquivos shapefile. Verifique os caminhos e a integridade dos arquivos: ", e$message)  
})  
message("Arquivos shapefile carregados com sucesso.")

## Arquivos shapefile carregados com sucesso.

# 3. Definir CRS projetado alvo e transformar camadas  
# Para análises de distância e área, como GWR e criação de grades, é CRÍTICO usar  
# um CRS (Coordinate Reference System) projetado (em metros, quilômetros, etc.),  
# e não um CRS geográfico (em graus de latitude/longitude).  
crs\_projetado\_epsg <- 31983 # SIRGAS 2000 / UTM zone 23S - um CRS comum para o Brasil.  
crs\_projetado\_desejado <- st\_crs(crs\_projetado\_epsg)  
message(paste("CRS projetado desejado para a análise de distância e área: EPSG:", crs\_projetado\_epsg))

## CRS projetado desejado para a análise de distância e área: EPSG: 31983

# Função auxiliar para transformar CRS de forma segura e com feedback  
transformar\_crs\_se\_necessario <- function(sf\_object, target\_crs\_obj, nome\_camada) {  
 if (st\_crs(sf\_object) != target\_crs\_obj) {  
 message(paste("Transformando CRS da camada '", nome\_camada, "' (EPSG:", st\_crs(sf\_object)$epsg, ") para EPSG:", st\_crs(target\_crs\_obj)$epsg, "..."))  
 return(st\_transform(sf\_object, crs = target\_crs\_obj))  
 } else {  
 message(paste("CRS da camada '", nome\_camada, "' já é o desejado (EPSG:", st\_crs(target\_crs\_obj)$epsg, ")."))  
 return(sf\_object)  
 }  
}  
  
tryCatch({  
 area\_estudo <- transformar\_crs\_se\_necessario(area\_estudo, crs\_projetado\_desejado, "area\_estudo")  
 pontos\_roubo <- transformar\_crs\_se\_necessario(pontos\_roubo, crs\_projetado\_desejado, "pontos\_roubo")  
 pontos\_drogas <- transformar\_crs\_se\_necessario(pontos\_drogas, crs\_projetado\_desejado, "pontos\_drogas")  
}, error = function(e) {  
 stop("Erro durante a transformação de CRS de uma ou mais camadas: ", e$message)  
})

## Transformando CRS da camada ' area\_estudo ' (EPSG: 4326 ) para EPSG: 31983 ...

## Transformando CRS da camada ' pontos\_roubo ' (EPSG: 4326 ) para EPSG: 31983 ...

## Transformando CRS da camada ' pontos\_drogas ' (EPSG: 4326 ) para EPSG: 31983 ...

# Verificação final para garantir que todos os CRS foram harmonizados  
if (st\_crs(area\_estudo) != crs\_projetado\_desejado || st\_crs(pontos\_roubo) != crs\_projetado\_desejado || st\_crs(pontos\_drogas) != crs\_projetado\_desejado) {  
 stop("Falha crítica ao harmonizar CRS para todas as camadas. Verifique as configurações de CRS.")  
} else {  
 message(paste("Todas as camadas foram harmonizadas com sucesso para o CRS projetado (EPSG:", st\_crs(area\_estudo)$epsg, ")."))  
}

## Todas as camadas foram harmonizadas com sucesso para o CRS projetado (EPSG: 31983 ).

# Confirmação explícita de que o CRS é projetado para a criação da grade  
if (st\_is\_longlat(area\_estudo)) {  
 stop("O CRS da área de estudo ainda é geográfico (latitude/longitude). A criação da grade e a análise GWR requerem um CRS projetado (em unidades de distância, como metros).")  
} else {  
 message(paste("CRS para criação da grade é projetado (EPSG:", st\_crs(area\_estudo)$epsg, "), adequado para cálculos de distância e área."))  
}

## CRS para criação da grade é projetado (EPSG: 31983 ), adequado para cálculos de distância e área.

# --- Função Auxiliar para Impressão Robusta de Diagnósticos ---  
# Verifica se o valor é numérico e finito antes de imprimir  
print\_diagnostic\_robust <- function(value, name, description) {  
 if (!is.null(value) && is.numeric(value) && is.finite(value)) {  
 cat(paste0(name, ": ", round(value, 4), "\n")) # Aumenta precisão para AIC/R2/etc.  
 cat(paste0(" -> ", description, "\n"))  
 } else {  
 # Tenta extrair o valor mesmo que não seja numérico/finito para mostrar o que encontrou  
 val\_str <- if (is.null(value)) "NULL" else as.character(value)  
 cat(paste0(name, ": Não disponível ou não numérico/finito (Valor: ", val\_str, ").\n"))  
 cat(paste0(" -> ", description, " (Não calculado/Reportado)\n"))  
 }  
}  
  
# Nota: Certifique-se de que o pacote 'e1071' está instalado para Assimetria e Curtose dos Resíduos  
# install.packages('e1071') # Rode isto no console R se não tiver instalado  
# library(e1071) # Carregue o pacote no início do seu script

# 4. Criar uma grade hexagonal de análise sobre a área de estudo  
cell\_size\_m <- 800   
message(paste("Criando grade hexagonal de análise com 'side length' de", cell\_size\_m, "metros..."))

## Criando grade hexagonal de análise com 'side length' de 800 metros...

area\_estudo\_union <- st\_union(area\_estudo)  
grade\_base <- st\_make\_grid(area\_estudo\_union, cellsize = cell\_size\_m, what = "polygons", square = FALSE)  
grade\_sf\_obj <- st\_sf(id\_celula\_grade\_temp = 1:length(grade\_base), geometry = grade\_base)  
grade\_area\_estudo\_raw <- st\_intersection(grade\_sf\_obj, area\_estudo\_union)

## Warning: attribute variables are assumed to be spatially constant throughout  
## all geometries

grade\_area\_estudo <- grade\_area\_estudo\_raw[!st\_is\_empty(grade\_area\_estudo\_raw), ]  
grade\_area\_estudo <- grade\_area\_estudo[st\_is\_valid(grade\_area\_estudo$geometry), ]  
  
if(nrow(grade\_area\_estudo) == 0) {  
 stop("Nenhuma célula da grade intersecta a área de estudo ou todas as geometrias resultantes são inválidas/vazias. Verifique 'cell\_size\_m' e 'area\_estudo'.")  
}  
grade\_area\_estudo$id\_celula\_grade <- 1:nrow(grade\_area\_estudo)  
grade\_area\_estudo <- grade\_area\_estudo %>% dplyr::select(id\_celula\_grade, geometry)  
message(paste("Grade hexagonal de análise criada com", nrow(grade\_area\_estudo), "células válidas dentro da área de estudo."))

## Grade hexagonal de análise criada com 406 células válidas dentro da área de estudo.

# Bloco 5: Agregar os pontos à grade e aplicar transformação log1p  
message("Iniciando a agregação dos pontos de roubo e drogas às células da grade...")

## Iniciando a agregação dos pontos de roubo e drogas às células da grade...

agregar\_pontos\_a\_grade <- function(pontos\_sf, grade\_sf, nome\_variavel\_contagem) {  
 pontos\_na\_grade <- suppressMessages(st\_join(pontos\_sf, grade\_sf, join = st\_intersects))  
 contagem <- pontos\_na\_grade %>%  
 st\_drop\_geometry() %>%  
 filter(!is.na(id\_celula\_grade)) %>%   
 group\_by(id\_celula\_grade) %>%  
 summarise(!!sym(nome\_variavel\_contagem) := n(), .groups = 'drop')   
 return(contagem)  
}  
  
contagem\_roubos <- agregar\_pontos\_a\_grade(pontos\_roubo, grade\_area\_estudo, "n\_roubos")  
contagem\_drogas <- agregar\_pontos\_a\_grade(pontos\_drogas, grade\_area\_estudo, "n\_drogas")  
  
dados\_gwr\_sf <- grade\_area\_estudo %>%  
 left\_join(contagem\_roubos, by = "id\_celula\_grade") %>%  
 left\_join(contagem\_drogas, by = "id\_celula\_grade")  
  
dados\_gwr\_sf$n\_roubos[is.na(dados\_gwr\_sf$n\_roubos)] <- 0  
dados\_gwr\_sf$n\_drogas[is.na(dados\_gwr\_sf$n\_drogas)] <- 0  
message("Dados de roubos e drogas agregados às células da grade.")

## Dados de roubos e drogas agregados às células da grade.

message("Aplicando transformação log1p às variáveis de contagem (n\_roubos, n\_drogas)...")

## Aplicando transformação log1p às variáveis de contagem (n\_roubos, n\_drogas)...

dados\_gwr\_sf <- dados\_gwr\_sf %>%  
 mutate(  
 log1p\_n\_roubos = log1p(n\_roubos),  
 log1p\_n\_drogas = log1p(n\_drogas)  
 )  
message("Transformação log1p aplicada. Novas colunas criadas: 'log1p\_n\_roubos' e 'log1p\_n\_drogas'.")

## Transformação log1p aplicada. Novas colunas criadas: 'log1p\_n\_roubos' e 'log1p\_n\_drogas'.

formula\_gwr <- log1p\_n\_roubos ~ log1p\_n\_drogas  
message(paste("Fórmula GWR definida como:", deparse(formula\_gwr)))

## Fórmula GWR definida como: log1p\_n\_roubos ~ log1p\_n\_drogas

# 6. Preparar dados para GWR  
message("Preparando dados para GWR: convertendo para formato SpatialPointsDataFrame (SPDF)...")

## Preparando dados para GWR: convertendo para formato SpatialPointsDataFrame (SPDF)...

dados\_gwr\_sf\_validos <- NULL  
dados\_spdf\_gwr <- NULL  
  
tryCatch({  
 dados\_gwr\_sf\_validos <- dados\_gwr\_sf  
 if(nrow(dados\_gwr\_sf\_validos) == 0) stop("Nenhuma célula com geometria válida após a agregação. Impossível prosseguir com GWR.")  
  
 message("Calculando pontos representativos (st\_point\_on\_surface) para as células da grade...")  
 locais\_regressao\_sf\_centroids <- st\_point\_on\_surface(dados\_gwr\_sf\_validos)  
 coords\_locais\_regressao <- st\_coordinates(locais\_regressao\_sf\_centroids)  
  
 if(any(is.na(coords\_locais\_regressao))) {  
 stop("Coordenadas NA encontradas após st\_point\_on\_surface. Isso pode indicar geometrias problemáticas em 'dados\_gwr\_sf\_validos'.")  
 }  
  
 message("Extraindo atributos (incluindo colunas transformadas log1p) para o SPDF...")  
 dados\_atributos\_para\_spdf <- st\_drop\_geometry(dados\_gwr\_sf\_validos)  
  
 dados\_spdf\_gwr <- SpatialPointsDataFrame(coords = coords\_locais\_regressao,  
 data = dados\_atributos\_para\_spdf,   
 proj4string = CRS(st\_crs(dados\_gwr\_sf\_validos)$proj4string))  
  
 message(paste("Dados SPDF preparados com sucesso. Número de Pontos SPDF para GWR:", length(dados\_spdf\_gwr)))  
 message(paste("Nomes das colunas de atributos em dados\_spdf\_gwr@data:", paste(names(dados\_spdf\_gwr@data), collapse=", ")))  
   
 if(!("log1p\_n\_roubos" %in% names(dados\_spdf\_gwr@data) && "log1p\_n\_drogas" %in% names(dados\_spdf\_gwr@data))){  
 warning("AVISO: Colunas 'log1p\_n\_roubos' ou 'log1p\_n\_drogas' não encontradas em dados\_spdf\_gwr@data. Verifique o Bloco 5.")  
 } else {  
 message("Confirmação: Colunas 'log1p\_n\_roubos' e 'log1p\_n\_drogas' estão presentes em dados\_spdf\_gwr@data.")  
 }  
}, error = function(e) {  
 stop(paste("Erro ao preparar dados para GWR (conversão para SPDF):", e$message))  
})

## Calculando pontos representativos (st\_point\_on\_surface) para as células da grade...

## Warning: st\_point\_on\_surface assumes attributes are constant over geometries

## Extraindo atributos (incluindo colunas transformadas log1p) para o SPDF...

## Dados SPDF preparados com sucesso. Número de Pontos SPDF para GWR: 406

## Nomes das colunas de atributos em dados\_spdf\_gwr@data: id\_celula\_grade, n\_roubos, n\_drogas, log1p\_n\_roubos, log1p\_n\_drogas

## Confirmação: Colunas 'log1p\_n\_roubos' e 'log1p\_n\_drogas' estão presentes em dados\_spdf\_gwr@data.

# --- INÍCIO: Inspeção da Esparsidade dos Dados ---  
message("------------------------------------------------------")

## ------------------------------------------------------

message("Inspeção da Esparsidade dos Dados para GWR:")

## Inspeção da Esparsidade dos Dados para GWR:

message("------------------------------------------------------")

## ------------------------------------------------------

if (!is.null(dados\_spdf\_gwr) && nrow(dados\_spdf\_gwr@data) > 0) {  
 cat("Resumo estatístico para 'n\_roubos' (variável dependente):\n")  
 print(summary(dados\_spdf\_gwr$n\_roubos))  
 cat("\nFrequência de células com e sem ocorrências de roubos:\n")  
 print(table(Com\_Roubos = dados\_spdf\_gwr$n\_roubos > 0))  
 message(paste("\nPorcentagem de células SEM roubos:",  
 round(sum(dados\_spdf\_gwr$n\_roubos == 0) / length(dados\_spdf\_gwr$n\_roubos) \* 100, 2), "%"))  
  
 cat("\nResumo estatístico para 'n\_drogas' (variável independente):\n")  
 print(summary(dados\_spdf\_gwr$n\_drogas))  
 cat("\nFrequência de células com e sem ocorrências de drogas:\n")  
 print(table(Com\_Drogas = dados\_spdf\_gwr$n\_drogas > 0))  
 message(paste("\nPorcentagem de células SEM drogas:",  
 round(sum(dados\_spdf\_gwr$n\_drogas == 0) / length(dados\_spdf\_gwr$n\_drogas) \* 100, 2), "%"))  
  
 message(paste("\nNúmero de células com n\_roubos = 0 E n\_drogas = 0:",  
 sum(dados\_spdf\_gwr$n\_roubos == 0 & dados\_spdf\_gwr$n\_drogas == 0)))  
 message(paste("Porcentagem de células com n\_roubos = 0 E n\_drogas = 0:",  
 round(sum(dados\_spdf\_gwr$n\_roubos == 0 & dados\_spdf\_gwr$n\_drogas == 0) / length(dados\_spdf\_gwr$n\_roubos) \* 100, 2), "%"))  
  
 message(paste("\nTotal de células (pontos de regressão) na análise GWR:", length(dados\_spdf\_gwr)))  
 if (length(dados\_spdf\_gwr) < 50) {  
 warning("O número de células para a análise GWR é baixo (< 50). Isso pode afetar a estabilidade dos resultados e a busca pela largura de banda ótima. Considere aumentar o 'cell\_size\_m' ou a área de estudo.")  
 }  
} else {  
 warning("dados\_spdf\_gwr está vazio ou nulo. Não foi possível inspecionar a esparsidade dos dados.")  
}

## Resumo estatístico para 'n\_roubos' (variável dependente):  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 0.000 1.000 4.335 3.000 177.000   
##   
## Frequência de células com e sem ocorrências de roubos:  
## Com\_Roubos  
## FALSE TRUE   
## 159 247

##   
## Porcentagem de células SEM roubos: 39.16 %

##   
## Resumo estatístico para 'n\_drogas' (variável independente):  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0 25.0 60.0 128.5 129.5 1552.0   
##   
## Frequência de células com e sem ocorrências de drogas:  
## Com\_Drogas  
## FALSE TRUE   
## 19 387

##   
## Porcentagem de células SEM drogas: 4.68 %

##   
## Número de células com n\_roubos = 0 E n\_drogas = 0: 16

## Porcentagem de células com n\_roubos = 0 E n\_drogas = 0: 3.94 %

##   
## Total de células (pontos de regressão) na análise GWR: 406

message("------------------------------------------------------\n")

## ------------------------------------------------------

# --- FIM: Inspeção da Esparsidade dos Dados ---  
  
# 7. Calcular a largura de banda ótima e matriz de distância  
message(paste("Fórmula GWR definida como:", deparse(formula\_gwr)))

## Fórmula GWR definida como: log1p\_n\_roubos ~ log1p\_n\_drogas

if(is.null(dados\_spdf\_gwr) || length(dados\_spdf\_gwr) < 30) { # Mínimo sugerido para GWR robusto  
 stop(paste("Número insuficiente de pontos (<30) para GWR ou dados\_spdf\_gwr é nulo. Atualmente:",   
 ifelse(is.null(dados\_spdf\_gwr), 0, length(dados\_spdf\_gwr)),  
 "\nConsidere aumentar 'cell\_size\_m' ou verificar a área de estudo e a agregação de dados."))  
}  
  
vars\_na\_formula <- all.vars(formula\_gwr)  
if(!all(vars\_na\_formula %in% names(dados\_spdf\_gwr@data))){  
 colunas\_faltantes <- setdiff(vars\_na\_formula, names(dados\_spdf\_gwr@data))  
 stop(paste("ERRO CRÍTICO: Variáveis da fórmula ('", paste(colunas\_faltantes, collapse=", "), "') não encontradas em 'dados\_spdf\_gwr@data'. Verifique os Blocos 5 e 6."))  
} else {  
 message(paste("Confirmação: Todas as variáveis da fórmula ('", paste(vars\_na\_formula, collapse=", "), "') estão presentes em 'dados\_spdf\_gwr@data'."))  
}

## Confirmação: Todas as variáveis da fórmula (' log1p\_n\_roubos, log1p\_n\_drogas ') estão presentes em 'dados\_spdf\_gwr@data'.

# --- INÍCIO DA CORREÇÃO: Calcular a matriz de distância ---  
message("Calculando a matriz de distância para a seleção da largura de banda...")

## Calculando a matriz de distância para a seleção da largura de banda...

dMat\_calibracao <- NULL   
if (is.null(dados\_spdf\_gwr) || nrow(dados\_spdf\_gwr) == 0) {  
 stop("dados\_spdf\_gwr está vazio ou nulo. Não é possível calcular a matriz de distância.")  
}  
coords\_para\_dmat <- coordinates(dados\_spdf\_gwr)  
if(any(is.na(coords\_para\_dmat))) {  
 stop("Coordenadas NA encontradas em dados\_spdf\_gwr. Impossível calcular a matriz de distância.")  
}  
  
# Verifica se o CRS é geográfico (longlat=TRUE) ou projetado (longlat=FALSE)  
# O CRS foi definido como projetado no Bloco 3.  
crs\_spdf <- st\_crs(dados\_spdf\_gwr)  
is\_longlat\_check <- FALSE # Default para projetado  
if (!is.na(crs\_spdf) && !is.null(crs\_spdf)) {  
 is\_longlat\_check <- st\_is\_longlat(crs\_spdf)  
 if (is.na(is\_longlat\_check)) { # Se st\_is\_longlat retorna NA  
 warning("Não foi possível determinar programaticamente se o CRS é longlat (st\_is\_longlat retornou NA). Assumindo projetado (longlat=FALSE) com base na configuração do script (EPSG:31983).")  
 is\_longlat\_check <- FALSE   
 }  
} else {  
 warning("CRS de dados\_spdf\_gwr é NA ou NULL. Assumindo projetado (longlat=FALSE). Verifique a preparação dos dados.")  
 is\_longlat\_check <- FALSE  
}  
message(paste("Para o cálculo da matriz de distância: longlat =", is\_longlat\_check))

## Para o cálculo da matriz de distância: longlat = FALSE

tryCatch({  
 dMat\_calibracao <- GWmodel::gw.dist(  
 dp.locat = coords\_para\_dmat,  
 # rp.locat = coords\_para\_dmat, # Não é necessário para bw.gwr/bw.ggwr se dp.locat é usado para cálculo interno da matriz de pesos  
 p = 2, # Distância Euclidiana  
 theta = 0, # Nenhuma rotação  
 longlat = is\_longlat\_check   
 )  
 message("Matriz de distância 'dMat\_calibracao' calculada com sucesso.")  
 message(paste("Dimensões da dMat\_calibracao:", paste(dim(dMat\_calibracao), collapse = "x")))  
}, error = function(e) {  
 stop(paste("Erro ao calcular a matriz de distância 'dMat\_calibracao' com gw.dist:", e$message))  
})

## Matriz de distância 'dMat\_calibracao' calculada com sucesso.

## Dimensões da dMat\_calibracao: 406x406

if (is.null(dMat\_calibracao) || !is.matrix(dMat\_calibracao) || nrow(dMat\_calibracao) != length(dados\_spdf\_gwr) || ncol(dMat\_calibracao) != length(dados\_spdf\_gwr)) {  
 stop("A matriz de distância 'dMat\_calibracao' não foi criada corretamente ou tem dimensões inválidas.")  
}  
# --- FIM DA CORREÇÃO ---  
  
message("Iniciando a busca pela largura de banda adaptativa ótima...")

## Iniciando a busca pela largura de banda adaptativa ótima...

bw\_adaptativa <- NULL  
error\_message\_bw <- ""   
kernel\_usado\_para\_bw <- "gaussian" # Default  
  
tentativas\_bw\_gwr <- list(  
 list(approach = "AIC", kernel = "gaussian"),  
 list(approach = "CV", kernel = "gaussian"),  
 list(approach = "AIC", kernel = "bisquare"),  
 list(approach = "CV", kernel = "bisquare")  
)  
  
tentativas\_bw\_ggwr <- list(  
 list(approach = "AICc", kernel = "gaussian"),  
 list(approach = "CV", kernel = "gaussian"),  
 list(approach = "AICc", kernel = "bisquare"),  
 list(approach = "CV", kernel = "bisquare")  
)  
  
funcao\_bw\_usada <- ""  
  
message("\n--- Priorizando GWmodel::bw.gwr (específico para GWR Gaussiano) ---")

##   
## --- Priorizando GWmodel::bw.gwr (específico para GWR Gaussiano) ---

for (i in 1:length(tentativas\_bw\_gwr)) {  
 params <- tentativas\_bw\_gwr[[i]]  
 message(paste0("\n--- Tentativa com bw.gwr ", i, ": approach = '", params$approach, "', kernel = '", params$kernel, "' ---"))  
 tryCatch({  
 bw\_adaptativa\_temp <- GWmodel::bw.gwr(   
 formula = formula\_gwr,  
 data = dados\_spdf\_gwr,  
 dMat = dMat\_calibracao, # AGORA dMat\_calibracao EXISTE  
 approach = params$approach,   
 kernel = params$kernel,  
 adaptive = TRUE  
 )  
 if (!is.null(bw\_adaptativa\_temp) && is.numeric(bw\_adaptativa\_temp) && bw\_adaptativa\_temp > 0 && bw\_adaptativa\_temp <= nrow(dados\_spdf\_gwr@data)) {  
 bw\_adaptativa <- bw\_adaptativa\_temp  
 kernel\_usado\_para\_bw <- params$kernel  
 funcao\_bw\_usada <- "bw.gwr"  
 message(paste("Sucesso com bw.gwr na Tentativa ", i, "! Largura de banda:", round(bw\_adaptativa, 0), "vizinhos, kernel:", kernel\_usado\_para\_bw))  
 break   
 } else {  
 msg <- paste0("bw.gwr Tentativa ", i, " (", params$approach, ", ", params$kernel, ") não retornou uma largura de banda válida (valor: ", bw\_adaptativa\_temp, ").")  
 message(msg)  
 error\_message\_bw <- paste0(error\_message\_bw, msg, "; ")   
 }  
 }, error = function(e) {  
 message(paste("ERRO com bw.gwr na Tentativa ", i, " (", params$approach, ", ", params$kernel, "):", e$message))  
 error\_message\_bw <- paste0(error\_message\_bw, "Erro bw.gwr (", params$approach, ",", params$kernel, "): ", e$message, "; ")   
 })  
 if (!is.null(bw\_adaptativa)) break   
}

##   
## --- Tentativa com bw.gwr 1: approach = 'AIC', kernel = 'gaussian' ---

## Adaptive bandwidth (number of nearest neighbours): 258 AICc value: 1027.573   
## Adaptive bandwidth (number of nearest neighbours): 167 AICc value: 1013.533   
## Adaptive bandwidth (number of nearest neighbours): 110 AICc value: 995.649   
## Adaptive bandwidth (number of nearest neighbours): 75 AICc value: 977.411   
## Adaptive bandwidth (number of nearest neighbours): 53 AICc value: 957.1655   
## Adaptive bandwidth (number of nearest neighbours): 40 AICc value: 950.0465   
## Adaptive bandwidth (number of nearest neighbours): 31 AICc value: 929.7529   
## Adaptive bandwidth (number of nearest neighbours): 26 AICc value: 929.3024   
## Adaptive bandwidth (number of nearest neighbours): 22 AICc value: 928.6423   
## Adaptive bandwidth (number of nearest neighbours): 20 AICc value: 924.5499   
## Adaptive bandwidth (number of nearest neighbours): 18 AICc value: 911.9409   
## Adaptive bandwidth (number of nearest neighbours): 18 AICc value: 911.9409

## Sucesso com bw.gwr na Tentativa 1 ! Largura de banda: 18 vizinhos, kernel: gaussian

if (is.null(bw\_adaptativa)) {  
 message("\n--- bw.gwr falhou ou não encontrou largura de banda. Tentando GWmodel::bw.ggwr (Gaussiano implícito) ---")  
 for (i in 1:length(tentativas\_bw\_ggwr)) {  
 params <- tentativas\_bw\_ggwr[[i]]  
 message(paste0("\n--- Tentativa com bw.ggwr ", i, ": approach = '", params$approach, "', kernel = '", params$kernel, "' ---"))  
 tryCatch({  
 bw\_adaptativa\_temp <- GWmodel::bw.ggwr(  
 formula = formula\_gwr,  
 data = dados\_spdf\_gwr,  
 dMat = dMat\_calibracao, # AGORA dMat\_calibracao EXISTE  
 approach = params$approach,  
 kernel = params$kernel,  
 adaptive = TRUE  
 )  
 if (!is.null(bw\_adaptativa\_temp) && is.numeric(bw\_adaptativa\_temp) && bw\_adaptativa\_temp > 0 && bw\_adaptativa\_temp <= nrow(dados\_spdf\_gwr@data)) {  
 bw\_adaptativa <- bw\_adaptativa\_temp  
 kernel\_usado\_para\_bw <- params$kernel  
 funcao\_bw\_usada <- "bw.ggwr"  
 message(paste("Sucesso com bw.ggwr na Tentativa ", i, "! Largura de banda:", round(bw\_adaptativa, 0), "vizinhos, kernel:", kernel\_usado\_para\_bw))  
 break   
 } else {  
 msg <- paste0("bw.ggwr Tentativa ", i, " (", params$approach, ", ", params$kernel, ") não retornou uma largura de banda válida (valor: ", bw\_adaptativa\_temp, ").")  
 message(msg)  
 error\_message\_bw <- paste0(error\_message\_bw, msg, "; ")   
 }  
 }, error = function(e) {  
 message(paste("ERRO com bw.ggwr na Tentativa ", i, " (", params$approach, ", ", params$kernel, "):", e$message))  
 if (grepl("the condition has length > 1", e$message, fixed = TRUE)) {  
 message("AVISO: O erro 'the condition has length > 1' persistiu mesmo sem especificar 'family' em bw.ggwr.")  
 }  
 error\_message\_bw <- paste0(error\_message\_bw, "Erro bw.ggwr (", params$approach, ",", params$kernel, "): ", e$message, "; ")   
 })  
 if (!is.null(bw\_adaptativa)) break   
 }  
}  
  
if (is.null(bw\_adaptativa)) {  
 cat("-------------------------------------------------------------------------------------\n")  
 cat("ATENÇÃO: Não foi possível calcular automaticamente a largura de banda ótima (bw\_adaptativa)\n")  
 cat("após todas as tentativas com bw.gwr e bw.ggwr (para modelo Gaussiano).\n")   
 cat("Mensagens de erro/aviso acumuladas das tentativas:\n", error\_message\_bw, "\n\n")  
 cat("Este problema frequentemente ocorre devido a:\n")  
 cat(" a) Esparsidade dos dados (mesmo após transformação log1p, muitos valores 'log1p(0)=0' podem ser problemáticos se levarem a pouca variância local).\n")   
 cat(" b) Colinearidade local: Variáveis independentes fortemente correlacionadas em algumas vizinhanças locais.\n")  
 cat(" c) Número insuficiente de observações (células) para o GWR, especialmente se a largura de banda ótima for muito pequena.\n")  
 cat(" d) Se o erro 'valor ausente onde TRUE/FALSE necessário' ou 'the condition has length > 1' persistiu, pode ser um problema nos dados ou no pacote.\n\n")   
   
 cat("Próximas Etapas Sugeridas para Solução:\n")  
 cat("1. REVISE CUIDADOSAMENTE O OUTPUT DA 'Inspeção da Esparsidade dos Dados' e as mensagens de erro detalhadas das tentativas de bw.gwr/bw.ggwr.\n")  
 cat("2. TENTAR UMA LARGURA DE BANDA ADAPTATIVA MANUALMENTE MAIOR (PARA DIAGNÓSTICO):\n")  
 cat("# bw\_adaptativa <- round(0.1 \* nrow(dados\_spdf\_gwr@data)) # Exemplo: 10% dos pontos\n")  
 cat('# kernel\_usado\_para\_bw <- "gaussian" \n')  
 cat('# funcao\_bw\_usada <- "manual"\n')  
 cat('# message(paste("Usando largura de banda adaptativa definida manualmente:", bw\_adaptativa, "vizinhos e kernel:", kernel\_usado\_para\_bw))\n\n')  
 cat("3. AUMENTAR O TAMANHO DA CÉLULA DA GRADE ('cell\_size\_m').\n")  
 cat("4. RECONSIDERAR AS VARIÁVEIS DO MODELO OU A TRANSFORMAÇÃO.\n")  
 cat("5. VERIFICAR A VERSÃO DO PACOTE GWmodel E ATUALIZAR SE POSSÍVEL.\n\n")  
 cat("-------------------------------------------------------------------------------------\n")  
 stop("Cálculo automático da largura de banda falhou. Analise as mensagens e sugestões acima para depuração.")  
} else {  
 message(paste("\nLargura de banda adaptativa ótima calculada com sucesso usando", funcao\_bw\_usada, ":", round(bw\_adaptativa, 0),   
 "vizinhos, utilizando o kernel:", kernel\_usado\_para\_bw, "."))  
 bw\_adaptativa <- round(bw\_adaptativa, 0) # Garante que seja um inteiro  
 if (bw\_adaptativa < 2) { # Uma largura de banda de 1 vizinho não faz sentido  
 warning(paste0("A largura de banda calculada (", bw\_adaptativa, ") é muito pequena. Pode indicar problemas ou levar a resultados instáveis. Considerar forçar um mínimo."))  
 # Exemplo: bw\_adaptativa <- max(bw\_adaptativa, 20)   
 }  
 message(paste("Largura de banda final (arredondada para o inteiro mais próximo):", bw\_adaptativa, "vizinhos."))  
}

##   
## Largura de banda adaptativa ótima calculada com sucesso usando bw.gwr : 18 vizinhos, utilizando o kernel: gaussian .

## Largura de banda final (arredondada para o inteiro mais próximo): 18 vizinhos.

message(paste("\nCONFIRMAÇÃO ANTES DO GWR: Usando largura de banda adaptativa (número de vizinhos):", bw\_adaptativa,  
 "e kernel:", kernel\_usado\_para\_bw, "para gwr.basic (modelo Gaussiano implícito)."))

##   
## CONFIRMAÇÃO ANTES DO GWR: Usando largura de banda adaptativa (número de vizinhos): 18 e kernel: gaussian para gwr.basic (modelo Gaussiano implícito).

if (is.null(bw\_adaptativa) || !is.numeric(bw\_adaptativa) || bw\_adaptativa <= 0) {  
 stop("ERRO CRÍTICO: 'bw\_adaptativa' é inválida (NULL, não numérica ou não positiva) antes de iniciar a Etapa 8 (gwr.basic). Verifique o cálculo da largura de banda.")  
}  
if (is.null(kernel\_usado\_para\_bw) || !kernel\_usado\_para\_bw %in% c("gaussian", "bisquare", "tricube", "boxcar", "exponential")) { # Kernels comuns para GWmodel  
 stop(paste("ERRO CRÍTICO: 'kernel\_usado\_para\_bw' ('", kernel\_usado\_para\_bw, "') é inválido para gwr.basic. Verifique os nomes dos kernels suportados."))  
}

# 8. Executar o GWR usando gwr.basic  
message("Executando a Regressão Geograficamente Ponderada (GWR) com gwr.basic (modelo Gaussiano implícito)...")

## Executando a Regressão Geograficamente Ponderada (GWR) com gwr.basic (modelo Gaussiano implícito)...

gwr\_resultado\_lista <- NULL  
  
tryCatch({  
 gwr\_resultado\_lista <- GWmodel::gwr.basic(  
 formula = formula\_gwr,  
 data = dados\_spdf\_gwr,  
 bw = bw\_adaptativa,  
 kernel = kernel\_usado\_para\_bw,  
 adaptive = TRUE,  
 dMat = dMat\_calibracao  
 )  
}, error = function(e) {  
 cat("Erro crítico ao executar gwr.basic (modelo Gaussiano implícito):\n", e$message, "\n")  
   
 if (grepl("the condition has length > 1", e$message, fixed = TRUE)) {  
 message("AVISO: O erro 'the condition has length > 1' persistiu em gwr.basic mesmo sem especificar 'family'. Isso indica um problema fundamental no pacote GWmodel que afeta até mesmo o GWR Gaussiano padrão.")  
 }  
 stop(paste("Falha ao executar gwr.basic (modelo Gaussiano implícito). Verifique a largura de banda, o kernel, os dados de entrada (dados\_spdf\_gwr), e a matriz de distância (dMat\_calibracao).\n",  
 "Causas comuns (além de bugs no pacote) incluem: singularidade devido a poucos vizinhos, dados problemáticos, ou dMat incorreta."))  
})  
  
if (is.null(gwr\_resultado\_lista) || is.null(gwr\_resultado\_lista$SDF)) {  
 stop("Falha ao executar gwr.basic (modelo Gaussiano implícito) ou o resultado não contém o componente 'SDF' (SpatialDataFrame com os resultados).")  
} else {  
 message("Análise GWR (gwr.basic, modelo Gaussiano implícito) concluída com sucesso. Processando os resultados...")  
}

## Análise GWR (gwr.basic, modelo Gaussiano implícito) concluída com sucesso. Processando os resultados...

gwr\_resultados\_sdf <- gwr\_resultado\_lista$SDF  
message(paste("Resultados GWR (SDF) obtidos. Nomes das colunas no SDF do GWR:", paste(names(gwr\_resultados\_sdf), collapse=", ")))

## Resultados GWR (SDF) obtidos. Nomes das colunas no SDF do GWR: Intercept, log1p\_n\_drogas, y, yhat, residual, CV\_Score, Stud\_residual, Intercept\_SE, log1p\_n\_drogas\_SE, Intercept\_TV, log1p\_n\_drogas\_TV, Local\_R2

# Verificar se a variável dependente no SDF corresponde à VD da fórmula  
var\_dependente\_formula <- all.vars(formula\_gwr)[1]  
if ("y" %in% names(gwr\_resultados\_sdf)) {  
 if (all(gwr\_resultados\_sdf$y == dados\_spdf\_gwr@data[[var\_dependente\_formula]], na.rm = TRUE)) {  
 message(paste0("Confirmação: A coluna 'y' no SDF do GWR corresponde aos valores de '", var\_dependente\_formula, "' dos dados de entrada."))  
 } else {  
 warning(paste0("AVISO: A coluna 'y' no SDF do GWR pode não corresponder exatamente aos valores de '", var\_dependente\_formula, "' dos dados de entrada. Verifique."))  
 }  
} else {  
 warning("AVISO: Coluna 'y' (variável dependente) não encontrada no SDF do GWR.")  
}

## Confirmação: A coluna 'y' no SDF do GWR corresponde aos valores de 'log1p\_n\_roubos' dos dados de entrada.

# Verificar se a coluna da variável independente principal da fórmula existe nos resultados  
var\_independente\_principal\_formula <- all.vars(formula\_gwr)[2]  
if (!(var\_independente\_principal\_formula %in% names(gwr\_resultados\_sdf))) {  
 warning(paste0("AVISO: A coluna do coeficiente para '", var\_independente\_principal\_formula, "' não foi encontrada diretamente com esse nome no SDF do GWR. Verifique os nomes das colunas listados acima."))  
}  
  
  
if(nrow(dados\_gwr\_sf\_validos) == nrow(gwr\_resultados\_sdf)) {  
 # Extrair os dados do SDF do GWR para um data.frame  
 gwr\_resultados\_df\_para\_join <- as.data.frame(gwr\_resultados\_sdf)  
  
 # Adicionar 'id\_celula\_grade' de 'dados\_gwr\_sf\_validos' aos resultados do GWR  
 if ("id\_celula\_grade" %in% names(dados\_gwr\_sf\_validos)) {  
 gwr\_resultados\_df\_para\_join$id\_celula\_grade <- dados\_gwr\_sf\_validos$id\_celula\_grade  
 message("Coluna 'id\_celula\_grade' adicionada aos resultados do GWR a partir de 'dados\_gwr\_sf\_validos'.")  
 } else {  
 stop("ERRO CRÍTICO: 'id\_celula\_grade' não encontrada em 'dados\_gwr\_sf\_validos'. Impossível adicionar ao join e garantir a integridade dos dados.")  
 }  
  
 # Verificar se 'id\_celula\_grade' está presente  
 if (!"id\_celula\_grade" %in% names(gwr\_resultados\_df\_para\_join)) {  
 stop("Falha inesperada ao adicionar 'id\_celula\_grade' a 'gwr\_resultados\_df\_para\_join'. Verifique a lógica de atribuição.")  
 }  
  
 # Renomear a coluna do coeficiente 'n\_drogas' para 'coef\_n\_drogas'  
 if ("n\_drogas" %in% names(gwr\_resultados\_df\_para\_join)) {  
 names(gwr\_resultados\_df\_para\_join)[names(gwr\_resultados\_df\_para\_join) == "n\_drogas"] <- "coef\_n\_drogas"  
 message("Coluna do coeficiente para 'n\_drogas' nos resultados GWR renomeada para 'coef\_n\_drogas'.")  
 } else {  
 warning("Coluna do coeficiente para 'n\_drogas' não encontrada diretamente nos resultados do GWR. Verifique os nomes das variáveis no modelo GWR e o output do GWmodel.")  
 }  
  
 # Definir as colunas de resultados do GWR que serão mantidas  
 cols\_gwr\_a\_manter <- c("id\_celula\_grade",  
 "Intercept", "Intercept\_TV",  
 "coef\_n\_drogas", "n\_drogas\_TV",  
 "Local\_R2", "y", "yhat", "residual")  
  
 # Filtrar colunas para o join  
 cols\_existentes\_no\_join\_df <- intersect(cols\_gwr\_a\_manter, names(gwr\_resultados\_df\_para\_join))  
 gwr\_resultados\_filtrados\_df <- gwr\_resultados\_df\_para\_join %>%  
 dplyr::select(dplyr::all\_of(cols\_existentes\_no\_join\_df))  
  
 # Realizar o join dos resultados do GWR com o objeto sf dos polígonos da grade  
 resultados\_gwr\_poligonos\_sf <- dplyr::left\_join(dados\_gwr\_sf\_validos,  
 gwr\_resultados\_filtrados\_df,  
 by = "id\_celula\_grade")  
  
 message("Resultados GWR combinados com os polígonos originais da grade usando 'id\_celula\_grade'.")  
  
 # Verificação pós-join  
 if (any(is.na(resultados\_gwr\_poligonos\_sf$Local\_R2))) {  
 warning("NAs encontrados em 'Local\_R2' após o join. Isso pode indicar problemas na correspondência dos IDs ou dados ausentes em algumas células da grade.")  
 }  
  
} else {  
 stop(paste("Número de linhas nos resultados GWR (", nrow(gwr\_resultados\_sdf),  
 ") não corresponde aos dados de polígonos originais (", nrow(dados\_gwr\_sf\_validos),  
 "). Não é possível combinar os resultados de forma segura. Verifique a integridade dos dados antes do GWR ou a função de modelagem utilizada."))  
}

## Coluna 'id\_celula\_grade' adicionada aos resultados do GWR a partir de 'dados\_gwr\_sf\_validos'.

## Warning: Coluna do coeficiente para 'n\_drogas' não encontrada diretamente nos  
## resultados do GWR. Verifique os nomes das variáveis no modelo GWR e o output do  
## GWmodel.

## Resultados GWR combinados com os polígonos originais da grade usando 'id\_celula\_grade'.

# --- Bloco 9: Combinar Resultados GWR aos Polígonos e Gerar Mapas Essenciais (SOMENTE RESULTADOS GWR) ---  
# Combina os resultados tabulares do GWR (coeficientes, R2, etc.) de volta ao objeto espacial dos polígonos  
# e gera os mapas essenciais para visualização e análise, FOCANDO APENAS NOS RESULTADOS DO MODELO GWR.  
cat("\n\n--- BL. 9: COMBINANDO RESULTADOS GWR E GERANDO MAPAS ESSENCIAIS (SOMENTE RESULTADOS GWR) ---")

##   
##   
## --- BL. 9: COMBINANDO RESULTADOS GWR E GERANDO MAPAS ESSENCIAIS (SOMENTE RESULTADOS GWR) ---

cat("\n----------------------------------------------------------------------------------------\n")

##   
## ----------------------------------------------------------------------------------------

# --- 9.1. Verificar objetos necessários ---  
# Verifica se os principais objetos gerados nos blocos anteriores existem, não são NULL e não estão vazios.  
message("--- 9.1. Verificando objetos necessários ---")

## --- 9.1. Verificando objetos necessários ---

if (!exists("dados\_gwr\_sf\_validos") || is.null(dados\_gwr\_sf\_validos) || nrow(dados\_gwr\_sf\_validos) == 0) {  
 stop("ERRO CRÍTICO Bloco 9: O objeto 'dados\_gwr\_sf\_validos' (polígonos da grade com dados originais) não foi encontrado, é NULL ou está vazio.")  
}  
if (!exists("gwr\_resultado\_lista") || is.null(gwr\_resultado\_lista) || is.null(gwr\_resultado\_lista$SDF) || nrow(gwr\_resultado\_lista$SDF) == 0) {  
 stop("ERRO CRÍTICO Bloco 9: O objeto 'gwr\_resultado\_lista' (resultado do GWR) não foi encontrado, é NULL, seu componente SDF é NULL ou o SDF está vazio.")  
}  
  
# Verifica se o objeto da área de estudo (contorno para mapas) existe. Emite apenas aviso se não.  
if (!exists("area\_estudo\_union") || is.null(area\_estudo\_union)) {  
 warning("AVISO Bloco 9: Objeto 'area\_estudo\_union' (contorno da área de estudo) não encontrado. A camada de contorno não será adicionada aos mapas.")  
 area\_estudo\_union\_mapa <- NULL # Define como NULL para o bloco de plotagem  
} else {  
 # Se existir, verifica se o CRS coincide com os resultados GWR antes de usá-lo nos mapas  
 if (st\_crs(area\_estudo\_union) != st\_crs(dados\_gwr\_sf\_validos)) { # Compara com dados\_gwr\_sf\_validos que já tem o CRS projetado  
 warning("AVISO Bloco 9: CRS da área de estudo difere do CRS dos resultados GWR. A área de estudo não será adicionada como contorno.")  
 area\_estudo\_union\_mapa <- NULL  
 } else {  
 area\_estudo\_union\_mapa <- area\_estudo\_union # Usa o objeto se o CRS for compatível  
 }  
}  
  
message("Objetos de dados necessários para o Bloco 9 encontrados. Prosseguindo com a combinação de resultados.")

## Objetos de dados necessários para o Bloco 9 encontrados. Prosseguindo com a combinação de resultados.

# --- 9.2. Preparar Resultados GWR para Join ---  
# O SDF do GWR contém os resultados (coeficientes, R2, resíduos) nos centróides.  
# Precisamos extrair estes dados (em formato data.frame) para juntá-los aos polígonos SF originais.  
message("\n--- 9.2. Extraindo resultados do GWR (SDF) para data.frame ---")

##   
## --- 9.2. Extraindo resultados do GWR (SDF) para data.frame ---

gwr\_resultados\_df\_para\_join <- as.data.frame(gwr\_resultado\_lista$SDF)  
  
# Adicionar a chave de join ('id\_celula\_grade') ao data.frame de resultados do GWR.  
# Esta coluna DEVE existir em 'dados\_gwr\_sf\_validos' (creada no Bloco 4/5).  
# Assumimos que a ordem das linhas no SDF corresponde à ordem em dados\_spdf\_gwr,  
# pois o SDF foi criado a partir de dados\_gwr\_sf\_validos, que por sua vez veio diretamente de dados\_gwr\_sf\_validos.  
# Embora o join por ID seja mais seguro, garantir a ordem pode ser uma camada extra de verificação se necessário.  
# Aqui, confiamos no join por ID após adicionar a coluna.  
if ("id\_celula\_grade" %in% names(dados\_gwr\_sf\_validos)) {  
 # Adiciona a coluna id\_celula\_grade ao dataframe de resultados do GWR  
 gwr\_resultados\_df\_para\_join$id\_celula\_grade <- dados\_gwr\_sf\_validos$id\_celula\_grade  
 message("Coluna 'id\_celula\_grade' adicionada aos resultados do GWR (DF) para join.")  
} else {  
 stop("ERRO CRÍTICO Bloco 9: A coluna 'id\_celula\_grade' NÃO foi encontrada no objeto SF 'dados\_gwr\_sf\_validos'. Verifique os Blocos 4 e 5 onde a grade foi criada e agregada. Impossível combinar resultados de forma segura.")  
}

## Coluna 'id\_celula\_grade' adicionada aos resultados do GWR (DF) para join.

# --- 9.3. Renomear Colunas de Resultados GWR para Clareza e Padronização (CORRIGIDO v5) ---  
# Renomeia colunas do data.frame extraído do SDF para nomes mais descritivos antes do join.  
# Isso evita conflitos de nomes e deixa claro que são resultados do GWR.  
message("\n--- 9.3. Renomeando colunas de resultados GWR ---")

##   
## --- 9.3. Renomeando colunas de resultados GWR ---

# Nome da variável independente principal da fórmula original (e.g. "log1p\_n\_drogas")  
# ESSA VARIÁVEL DEVE TER SIDO DEFINIDA NO SEU SCRIPT ANTES DESTE BLOCO (e.g., no Bloco 5 ou 7)  
# Ex: var\_indep\_na\_formula <- all.vars(formula\_gwr)[2]  
if (!exists("var\_indep\_na\_formula") || is.null(var\_indep\_na\_formula)) {  
 # Tenta definir aqui se não foi definida antes, baseando-se na formula\_gwr  
 if (exists("formula\_gwr") && !is.null(formula\_gwr) && length(all.vars(formula\_gwr)) > 1) {  
 var\_indep\_na\_formula <- all.vars(formula\_gwr)[2]  
 message(paste0("Variável 'var\_indep\_na\_formula' definida dentro do Bloco 9 como: '", var\_indep\_na\_formula, "' baseada em formula\_gwr."))  
 } else {  
 stop("ERRO CRÍTICO Bloco 9: Variável 'var\_indep\_na\_formula' não definida e não pôde ser inferida de 'formula\_gwr'.")  
 }  
} else {  
 message(paste0("Variável 'var\_indep\_na\_formula' encontrada (valor: '", var\_indep\_na\_formula, "')."))  
}

## Variável 'var\_indep\_na\_formula' definida dentro do Bloco 9 como: 'log1p\_n\_drogas' baseada em formula\_gwr.

# Define os nomes originais das colunas de resultados no SDF do GWR (verificar output GWmodel se diferente)  
# Estes são os nomes que esperamos encontrar NO DATA.FRAME gwr\_resultados\_df\_para\_join antes de renomear.  
nome\_coef\_original\_sdf <- var\_indep\_na\_formula # O nome do coeficiente é o nome da variável no modelo  
nome\_tval\_original\_sdf <- paste0(var\_indep\_na\_formula, "\_TV") # Nome padrão para o t-valor  
nome\_intercept\_original\_sdf <- "Intercept" # Nome padrão do intercepto  
nome\_intercept\_tv\_original\_sdf <- "Intercept\_TV" # Nome padrão para o t-valor do intercepto  
nome\_local\_r2\_original\_sdf <- "Local\_R2" # Nome padrão para o R2 Local  
nome\_yhat\_original\_sdf <- "yhat" # Nome padrão para o valor previsto  
nome\_residual\_original\_sdf <- "residual" # Nome padrão para o resíduo  
nome\_y\_observado\_original\_sdf <- "y" # Nome padrão para a VD observada na escala transformada  
  
  
# Define os NOVOS nomes padronizados desejados no data.frame para o join  
# \*\*\* DEFINIÇÃO EXPLÍCITA DE TODAS AS VARIÁVEIS ANTES DE CRIAR O VETOR DE MAPEAMENTO \*\*\*  
# Garante que estas variáveis existem no ambiente.  
novo\_nome\_coef <- paste0("GWR\_coef\_", var\_indep\_na\_formula) # Ex: "GWR\_coef\_log1p\_n\_drogas"  
novo\_nome\_tval <- paste0("GWR\_tval\_", var\_indep\_na\_formula) # Ex: "GWR\_tval\_log1p\_n\_drogas"  
novo\_nome\_intercept <- "GWR\_coef\_Intercept" # Ex: "GWR\_coef\_Intercept"  
novo\_nome\_intercept\_tv <- "GWR\_tval\_Intercept" # Ex: "GWR\_tval\_Intercept"  
novo\_nome\_r2\_local <- "GWR\_Local\_R2" # Ex: "GWR\_Local\_R2"  
novo\_nome\_yhat <- "GWR\_yhat" # Ex: "GWR\_yhat"  
novo\_nome\_residual <- "GWR\_residual" # Ex: "GWR\_residual"  
novo\_nome\_y\_observado <- "GWR\_y\_observed\_transf" # Nome para a coluna 'y' do SDF, que é a VD observada transformada  
  
  
# Cria o mapeamento correto para dplyr::rename: c(novo\_nome = "nome\_original")  
# Usa setNames() para criar o vetor nomeado onde os nomes vêm das variáveis.  
nomes\_originais\_esperados <- c(  
 nome\_coef\_original\_sdf,  
 nome\_tval\_original\_sdf,  
 nome\_intercept\_original\_sdf,  
 nome\_intercept\_tv\_original\_sdf,  
 nome\_local\_r2\_original\_sdf,  
 nome\_yhat\_original\_sdf,  
 nome\_residual\_original\_sdf,  
 nome\_y\_observado\_original\_sdf  
)  
  
novos\_nomes\_desejados <- c(  
 novo\_nome\_coef,  
 novo\_nome\_tval,  
 novo\_nome\_intercept,  
 novo\_nome\_intercept\_tv,  
 novo\_nome\_r2\_local,  
 novo\_nome\_yhat,  
 novo\_nome\_residual,  
 novo\_nome\_y\_observado  
)  
  
# Cria o vetor de mapeamento onde nomes = novos\_nomes, valores = nomes\_originais\_esperados  
names\_mapping\_for\_rename <- setNames(nomes\_originais\_esperados, novos\_nomes\_desejados)  
  
  
# Filtra o mapeamento: mantém apenas as entradas onde o NOME ORIGINAL (o valor no vetor names\_mapping\_for\_rename)  
# realmente existe nos nomes das colunas do data.frame gwr\_resultados\_df\_para\_join.  
# Isso previne o erro "Can't rename columns that don't exist".  
names\_to\_check\_in\_df <- as.character(names\_mapping\_for\_rename) # Extrai os nomes originais esperados  
existing\_original\_names <- intersect(names\_to\_check\_in\_df, names(gwr\_resultados\_df\_para\_join)) # Verifica quais existem no DF  
  
# Cria o mapeamento filtrado: apenas entradas cujo nome original existe no DF  
# names\_mapping\_for\_rename é um vetor nomeado (nomes=novos nomes, valores=nomes originais)  
# Precisamos filtrar baseado nos \*valores\* que existem em existing\_original\_names  
names\_mapping\_for\_rename\_existing <- names\_mapping\_for\_rename[names\_mapping\_for\_rename %in% existing\_original\_names]  
  
  
# Aplica a renomeação usando o mapeamento filtrado.  
# A função rename espera c(novo\_nome = "nome\_original"). Nosso vetor names\_mapping\_for\_rename\_existing  
# tem nomes = novo\_nome e valores = nome\_original. O !!! expande corretamente.  
if (length(names\_mapping\_for\_rename\_existing) > 0) {  
 # Renomeia o data.frame. O operador !!! expande o vetor nomeado para argumentos new\_name = old\_name.  
 gwr\_resultados\_df\_para\_join <- dplyr::rename(gwr\_resultados\_df\_para\_join, !!!names\_mapping\_for\_rename\_existing)  
  
 # Mensagem de confirmação das colunas renomeadas (mostra "nome\_original -> novo\_nome")  
 # Para mostrar "nome\_original -> novo\_nome": os VALUES do vetor são os nomes originais, os NAMES são os novos nomes.  
 rename\_message\_text <- paste(as.character(names\_mapping\_for\_rename\_existing), "->", names(names\_mapping\_for\_rename\_existing), collapse = ", ")  
 message(paste0("Colunas de resultados GWR renomeadas no data.frame: ", rename\_message\_text))  
} else {  
 message("Nenhuma coluna de resultado GWR padrão encontrada (com os nomes originais esperados) que exista no dataframe de resultados do GWR para renomear.")  
}

## Colunas de resultados GWR renomeadas no data.frame: log1p\_n\_drogas -> GWR\_coef\_log1p\_n\_drogas, log1p\_n\_drogas\_TV -> GWR\_tval\_log1p\_n\_drogas, Intercept -> GWR\_coef\_Intercept, Intercept\_TV -> GWR\_tval\_Intercept, Local\_R2 -> GWR\_Local\_R2, yhat -> GWR\_yhat, residual -> GWR\_residual, y -> GWR\_y\_observed\_transf

# Verifica AGORA (após a tentativa de renomear) se as colunas com os NOVOS nomes esperados existem.  
# Isso confirma quais colunas estarão disponíveis para o join e plotagem.  
expected\_cols\_renamed <- c(novo\_nome\_coef, novo\_nome\_tval, novo\_nome\_r2\_local, novo\_nome\_residual,  
 novo\_nome\_yhat, novo\_nome\_intercept, novo\_nome\_intercept\_tv, novo\_nome\_y\_observado) # Inclui todas as variáveis 'novo\_nome\_...'  
missing\_expected\_cols\_after\_rename <- setdiff(expected\_cols\_renamed, names(gwr\_resultados\_df\_para\_join))  
  
if (length(missing\_expected\_cols\_after\_rename) > 0) {  
 warning(paste0("AVISO Bloco 9: As seguintes colunas de resultados GWR esperadas (APÓS renomeação) NÃO foram encontradas no DF de resultados para join: ", paste(missing\_expected\_cols\_after\_rename, collapse = ", "), ".\n Isso significa que elas NÃO EXISTIAM com os nomes originais esperados no SDF do GWR, ou a renomeação falhou por outro motivo. Alguns mapas ou partes da análise final podem não ser gerados corretamente."))  
} else {  
 message("Todas as colunas de resultados GWR esperadas encontradas (com os novos nomes) e prontas para join.")  
}

## Todas as colunas de resultados GWR esperadas encontradas (com os novos nomes) e prontas para join.

message("Colunas de resultados GWR preparadas para join com nomes padronizados.")

## Colunas de resultados GWR preparadas para join com nomes padronizados.

# --- 9.4. Realizar o Join Final ao Objeto SF ---  
# Junta o data.frame de resultados GWR (agora com nomes padronizados) ao objeto SF dos polígonos originais.  
# O objeto SF base 'dados\_gwr\_sf\_validos' já contém as geometrias e as variáveis originais/transformadas.  
# Seleciona apenas as colunas de resultados GWR renomeadas (e o id\_celula\_grade) do data.frame para o join,  
# para evitar duplicar colunas originais já presentes em 'dados\_gwr\_sf\_validos'.  
message("\n--- 9.4. Realizando o join dos resultados GWR ao objeto SF ---")

##   
## --- 9.4. Realizando o join dos resultados GWR ao objeto SF ---

# Colunas do DF de resultados GWR a serem mantidas no join (id + colunas renomeadas que existem após renomear)  
# Pega todos os nomes no DF de resultados que NÃO são id\_celula\_grade.  
cols\_gwr\_data\_only\_to\_keep <- setdiff(names(gwr\_resultados\_df\_para\_join), "id\_celula\_grade")  
  
# Realiza o left\_join  
resultados\_gwr\_poligonos\_sf <- dplyr::left\_join(  
 dados\_gwr\_sf\_validos, # Objeto SF base com polígonos originais e dados originais  
 gwr\_resultados\_df\_para\_join %>% dplyr::select(dplyr::all\_of(c("id\_celula\_grade", cols\_gwr\_data\_only\_to\_keep))), # DF de resultados GWR filtrado por colunas  
 by = "id\_celula\_grade" # Chave de join  
)  
  
message("Resultados GWR combinados com sucesso aos polígonos originais da grade no objeto SF 'resultados\_gwr\_poligonos\_sf'.")

## Resultados GWR combinados com sucesso aos polígonos originais da grade no objeto SF 'resultados\_gwr\_poligonos\_sf'.

# Verificação rápida pós-join para NAs em uma coluna chave (usando o novo nome esperado)  
# Verifica se a coluna existe antes de checar NAs ou emitir aviso.  
if (novo\_nome\_r2\_local %in% names(resultados\_gwr\_poligonos\_sf) && any(is.na(resultados\_gwr\_poligonos\_sf[[novo\_nome\_r2\_local]]))) {  
 warning(paste0("AVISO Bloco 9: Foram encontrados NAs na coluna '", novo\_nome\_r2\_local, "' após o join. Isso pode indicar problemas na correspondência de 'id\_celula\_grade' ou dados faltantes no resultado do GWR original."))  
} else if (!(novo\_nome\_r2\_local %in% names(resultados\_gwr\_poligonos\_sf))) {  
 # AVISO: A coluna R2 Local renomeada nem chegou no objeto final após o join.  
 warning(paste0("AVISO Bloco 9: A coluna de resultados GWR esperada '", novo\_nome\_r2\_local, "' não foi encontrada no objeto SF final após o join."))  
}  
  
  
# --- 9.5. Preparar a Área de Estudo para Plotagem (se existir) ---  
# Se area\_estudo\_union foi carregado e tem CRS compatível, ele será usado como contorno nos mapas.  
message("\n--- 9.5. Preparando contorno da área de estudo para mapas ---")

##   
## --- 9.5. Preparando contorno da área de estudo para mapas ---

# area\_estudo\_union\_mapa já foi definido e verificado no Bloco 9.1  
  
  
# --- 9.6. Gerar e Salvar Mapas Essenciais (SOMENTE RESULTADOS GWR) ---  
message("\n--- 9.6. Iniciando a geração dos mapas essenciais de resultados GWR ---")

##   
## --- 9.6. Iniciando a geração dos mapas essenciais de resultados GWR ---

# Define o diretório para salvar os mapas. Sugestão: usar o mesmo diretório dos shapefiles de entrada.  
# Você pode alterar 'path\_area\_estudo' para outra variável que contenha o caminho base desejado.  
output\_map\_dir <- dirname(path\_area\_estudo) # Ex: pega o diretório do arquivo de área de estudo  
if (!dir.exists(output\_map\_dir)) {  
 warning(paste0("AVISO Bloco 9: Diretório de saída para mapas NÃO EXISTE: '", output\_map\_dir, "'. Os mapas não serão salvos."))  
 output\_map\_dir\_valid <- FALSE # Flag para não tentar salvar  
} else {  
 message(paste0("Mapas serão salvos no diretório: '", output\_map\_dir, "'\n"))  
 output\_map\_dir\_valid <- TRUE # Flag para permitir salvar  
}

## Mapas serão salvos no diretório: 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido'

# ==========================================================================  
# ADIÇÃO PARA DEBUG: Imprimir variáveis antes da lista map\_configs  
# Confirma se as variáveis 'novo\_nome\_...' estão definidas neste ponto  
cat("\n--- Debug: Verificando variáveis 'novo\_nome\_...' antes da lista map\_configs ---\n")

##   
## --- Debug: Verificando variáveis 'novo\_nome\_...' antes da lista map\_configs ---

print(paste0("Valor de novo\_nome\_coef: ", if(exists("novo\_nome\_coef")) novo\_nome\_coef else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_coef: GWR\_coef\_log1p\_n\_drogas"

print(paste0("Valor de novo\_nome\_tval: ", if(exists("novo\_nome\_tval")) novo\_nome\_tval else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_tval: GWR\_tval\_log1p\_n\_drogas"

print(paste0("Valor de novo\_nome\_intercept: ", if(exists("novo\_nome\_intercept")) novo\_nome\_intercept else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_intercept: GWR\_coef\_Intercept"

print(paste0("Valor de novo\_nome\_tval\_intercept: ", if(exists("novo\_nome\_tval\_intercept")) novo\_nome\_tval\_intercept else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_tval\_intercept: NÃO DEFINIDO"

print(paste0("Valor de novo\_nome\_r2\_local: ", if(exists("novo\_nome\_r2\_local")) novo\_nome\_r2\_local else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_r2\_local: GWR\_Local\_R2"

print(paste0("Valor de novo\_nome\_yhat: ", if(exists("novo\_nome\_yhat")) novo\_nome\_yhat else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_yhat: GWR\_yhat"

print(paste0("Valor de novo\_nome\_residual: ", if(exists("novo\_nome\_residual")) novo\_nome\_residual else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_residual: GWR\_residual"

print(paste0("Valor de novo\_nome\_y\_observado: ", if(exists("novo\_nome\_y\_observed")) novo\_nome\_y\_observed else "NÃO DEFINIDO"))

## [1] "Valor de novo\_nome\_y\_observado: NÃO DEFINIDO"

cat("------------------------------------------------------------------------------\n\n")

## ------------------------------------------------------------------------------

# ==========================================================================  
  
  
# Nomes das colunas a serem mapeadas e seus títulos/descrições para o loop de plotagem  
# ESTA LISTA AGORA CONTÉM APENAS OS MAPAS DE RESULTADOS GWR CONFORME SOLICITADO  
map\_configs <- list(  
 # --- 1. Mapas para Analisar a Relação Drogas-Crimes (Coeficientes e Significância): ---  
 # c. Intercept  
 # Descrição: Este é o intercepto local estimado para cada célula da grade no GWR.  
 # Motivo para Mapear: Indica o valor esperado de log1p\_n\_roubos quando todas as variáveis independentes (como log1p\_n\_drogas) são zero, variando localmente. Útil para entender o nível básico de roubo em cada área, controlando pelo impacto de drogas.  
 list(col = novo\_nome\_intercept, name = paste0("Coeficiente Local\nIntercepto"), title = paste0("GWR: Coeficiente Local do Intercepto"), type = "diverging", file\_suffix = "gwr\_coef\_intercept",  
 desc = "Mostra o valor base estimado para os roubos (na escala log1p) em cada localidade quando a variável de drogas é zero."),  
  
 # Significância do Intercepto Local (Adicionado por completude dos resultados GWR, embora não listado na última mensagem do usuário)  
 # É útil para saber onde o intercepto é estatisticamente diferente de zero.  
 list(col = novo\_nome\_intercept\_tv, name = paste0("Valor-t Local\nIntercepto"), title = paste0("GWR: Significância do Intercepto Local"), type = "diverging", file\_suffix = "gwr\_tval\_intercept",  
 desc = "Indica a significância estatística do Intercepto local. Valores |t| > ~1.96 sugerem significância a p < 0.05."),  
  
 # a. coef\_log1p\_n\_drogas  
 # Descrição: Este é o coeficiente local estimado (b) para a relação entre log1p\_n\_drogas (indicador de drogas transformado usando log1p) e log1p\_n\_roubos (indicador de roubos transformado).  
 # Motivo para Mapear: Mostra como a força da relação entre drogas e crimes varia no espaço. Permite identificar regiões onde o impacto do consumo de drogas sobre os roubos é maior, menor, ou até inexistente. Áreas com coeficientes mais altos indicam uma associação mais forte entre drogas e roubos.  
 list(col = novo\_nome\_coef, name = paste0("Coeficiente Local\n(", var\_indep\_na\_formula, ")"), title = paste0("GWR: Coeficientes Locais para ", var\_indep\_na\_formula), type = "sequential", file\_suffix = paste0("gwr\_coef\_", var\_indep\_na\_formula),  
 desc = paste0("Mede a força e direção da associação local entre '", var\_indep\_na\_formula, "' e 'log1p\_n\_roubos'. Variação mostra não estacionariedade.")),  
  
 # b. log1p\_n\_drogas\_TV  
 # Descrição: Este é o valor-t local associado ao coeficiente coef\_log1p\_n\_drogas.  
 # Motivo para Mapear: Permite identificar onde o coeficiente local é estatisticamente significativo. Regiões onde |log1p\_n\_drogas\_TV| > ~1.96 (para p < 0.05) indicam que o impacto de log1p\_n\_drogas sobre log1p\_n\_roubos é significativo. Mostra se o efeito local detectado pelo GWR é confiável ou pode ser atribuído ao acaso.  
 # Saída esperada: Um mapa binário ou categorizado (a escala divergente ajuda a ver positivo/negativo e magnitude para significância).  
 list(col = novo\_nome\_tval, name = paste0("Valor-t Local\n(", var\_indep\_na\_formula, ")"), title = paste0("GWR: Significância do Coeficiente de ", var\_indep\_na\_formula), type = "diverging", file\_suffix = paste0("gwr\_tval\_", var\_indep\_na\_formula),  
 desc = paste0("Indica onde o coeficiente local de '", var\_indep\_na\_formula, "' é estatisticamente significativo. Valores |t| > ~1.96 (p<0.05).")),  
  
 # --- 2. Mapas de Ajuste e Diagnóstico do Modelo: ---  
 # a. Local\_R2  
 # Descrição: Este é o R² local, que informa quanto da variação local na variável dependente (log1p\_n\_roubos) o modelo GWR conseguiu explicar.  
 # Motivo para Mapear: Quão bem o modelo performa em cada área? Áreas com Local\_R2 mais altos refletem regiões onde os roubos são mais bem explicados por drogas e pelas relações capturadas pelo modelo. Áreas com valores baixos sugerem influência de outros fatores que não foram incluídos no modelo.  
 list(col = novo\_nome\_r2\_local, name = "R2 Local\n(Ajuste do Modelo)", title = "GWR: R2 Local (Poder Explicativo do Modelo)", type = "sequential\_0\_1", file\_suffix = "gwr\_local\_r2", # R2 deve ir de 0 a 1  
 desc = "Mostra a proporção da variação local da VD explicada pelo modelo. Áreas com R2 alto = bom ajuste local."),  
  
 # c. yhat (Colocado antes de residual porque é o valor que gera o residual)  
 # Descrição: Este é o valor previsto do modelo para cada hexágono (log1p\_n\_roubos previsto com base em log1p\_n\_drogas e o intercepto).  
 # Motivo para Mapear: Permite visualizar os valores previstos de crime diretamente. Útil para comparar com os valores observados e verificar a apropriação geral do modelo.  
 list(col = novo\_nome\_yhat, name = paste0("VD Prevista\n(Escala Transf.)"), title = paste0("GWR: VD Prevista (", all.vars(formula\_gwr)[1], ")"), type = "sequential", file\_suffix = "gwr\_vd\_predicted",  
 desc = paste0("Valores de '", all.vars(formula\_gwr)[1], "' previstos pelo modelo GWR local.")),  
  
 # Variável Dependente Observada Transformada (Para comparação visual com yhat e residual)  
 # É crucial mapear a VD observada na mesma escala para entender yhat e residual.  
 # Descrição: A variável dependente observada na escala transformada (log1p\_n\_roubos).  
 # Motivo para Mapear: Comparação visual direta com os valores previstos (yhat) e para entender os resíduos.  
 list(col = novo\_nome\_y\_observado, name = paste0("VD Observada\n(Escala Transf.)"), title = paste0("GWR: VD Observada (", all.vars(formula\_gwr)[1], ")"), type = "sequential", file\_suffix = "gwr\_vd\_observed",  
 desc = paste0("Valores de '", all.vars(formula\_gwr)[1], "' observados (input para o GWR).")),  
  
 # b. residual  
 # Descrição: Este é o resíduo local, calculado como a diferença entre o valor observado (log1p\_n\_roubos) e o valor previsto (yhat) pelo modelo GWR (Fórmula: residual = log1p\_n\_roubos - yhat).  
 # Motivo para Mapear: A análise dos resíduos pode revelar padrões espaciais não capturados pelo modelo. Agrupamentos espaciais nos resíduos sugerem que fatores importantes foram omitidos ou que o modelo não conseguiu capturar processos locais específicos. Caso os resíduos apresentem autocorrelação significativa (testável com o Índice de Moran), pode ser necessário ajustar o modelo ou incluir novas variáveis.  
 list(col = novo\_nome\_residual, name = paste0("Resíduo Local"), title = paste0("GWR: Resíduos do Modelo (", all.vars(formula\_gwr)[1], ")"), type = "diverging", file\_suffix = "gwr\_residual", # Resíduos são divergentes  
 desc = "Diferença entre valor observado e previsto (VD transformada). Mostra onde o modelo sub/superestima.")  
)  
  
# Loop para gerar e salvar cada mapa definido em map\_configs  
for (map\_cfg in map\_configs) {  
 col\_name <- map\_cfg$col # Nome da coluna no objeto SF final  
 map\_title <- map\_cfg$title # Título principal do mapa  
 legend\_name <- map\_cfg$name # Nome para a legenda da cor  
 map\_type <- map\_cfg$type # Tipo de escala (sequential, diverging, sequential\_0\_1)  
 file\_suffix <- map\_cfg$file\_suffix # Sufixo para o nome do arquivo PNG  
 # Descrição é útil nos comentários do código, mas não usada na plotagem direta aqui.  
  
 # Verifica novamente se a coluna existe no objeto SF COMBINADO antes de tentar plotar  
 # Usa [[col\_name]] para acessar a coluna pelo nome da string de forma segura  
 if (!(col\_name %in% names(resultados\_gwr\_poligonos\_sf))) {  
 warning(paste0("AVISO Bloco 9: Coluna '", col\_name, "' não encontrada no objeto 'resultados\_gwr\_poligonos\_sf' para mapeamento. Pulando este mapa."))  
 next # Pula para a próxima configuração de mapa no loop  
 }  
  
 message(paste0(" -> Gerando mapa para: '", legend\_name, "' (coluna: '", col\_name, "')..."))  
  
 tryCatch({  
 # --- Configura a escala de cor baseada no tipo ---  
 if (map\_type == "sequential") {  
 # Escala sequencial padrão (ex: Viridis)  
 color\_scale <- scale\_fill\_viridis\_c(name = legend\_name, option = "viridis", na.value = "grey80")  
 } else if (map\_type == "diverging") {  
 # Escala divergente (centralizada em 0)  
 # Calcula o limite máximo absoluto para centralizar a escala de cor  
 # Acessa a coluna de dados de forma segura com [[col\_name]]  
 max\_abs\_val <- max(abs(resultados\_gwr\_poligonos\_sf[[col\_name]]), na.rm = TRUE)  
 # Define limites para a escala, garantindo que não sejam infinitos ou muito pequenos  
 plot\_limits <- c(-max\_abs\_val, max\_abs\_val)  
 if (!is.finite(max\_abs\_val) || max\_abs\_val == 0) {  
 plot\_limits <- c(-1, 1) # Limite padrão seguro se valores são zero/infinito  
 } else if (max\_abs\_val < 0.1) {  
 plot\_limits <- c(-0.1, 0.1) # Ajusta limite se valores forem muito pequenos  
 }  
  
 color\_scale <- scale\_fill\_gradient2(  
 name = legend\_name,  
 low = "blue", mid = "white", high = "red", # Azul (negativo) - Branco (zero) - Vermelho (positivo)  
 midpoint = 0, # Centraliza em zero  
 limits = plot\_limits, # Define os limites da escala  
 space = "Lab",  
 na.value = "grey80", # Cor para valores NA  
 oob = scales::squish # Comprime valores fora do limite para o limite mais próximo  
 )  
 } else if (map\_type == "sequential\_0\_1") {  
 # Escala sequencial específica para valores entre 0 e 1 (como R2)  
 # Trunca valores < 0 para 0 para visualização no mapa (R2 não deve ser negativo)  
 plot\_data\_r2 <- resultados\_gwr\_poligonos\_sf  
 # Acessa a coluna de dados de forma segura com [[col\_name]]  
 plot\_data\_r2[[col\_name]] <- ifelse(plot\_data\_r2[[col\_name]] < 0, 0, plot\_data\_r2[[col\_name]])  
 # Define limite superior do R2 (máx entre 1 e o valor máximo observado >=0)  
 lim\_max\_r2 <- max(1, max(plot\_data\_r2[[col\_name]], na.rm = TRUE))  
 color\_scale <- scale\_fill\_viridis\_c(  
 name = legend\_name,  
 option = "plasma", # Outra opção de paleta sequencial  
 limits = c(0, lim\_max\_r2), # Limita a escala de 0 até o valor máximo (ou 1)  
 labels = scales::percent\_format(accuracy = 1), # Formata legenda como porcentagem  
 na.value = "grey80", # Cor para valores NA  
 oob = scales::squish # Comprime valores fora do limite  
 )  
 # Usa os dados com R2 truncado para plotar, mas o objeto original permanece inalterado  
 data\_to\_plot <- plot\_data\_r2  
 } else {  
 # Tipo de mapa desconhecido, usa escala sequencial padrão  
 warning(paste0("Tipo de mapa desconhecido: '", map\_type, "'. Usando escala sequencial padrão."))  
 color\_scale <- scale\_fill\_viridis\_c(name = legend\_name, na.value = "grey80")  
 }  
  
 # Define os dados a serem plotados (usa plot\_data\_r2 se for tipo sequential\_0\_1, senão usa o objeto original)  
 data\_to\_plot <- if (map\_type == "sequential\_0\_1") plot\_data\_r2 else resultados\_gwr\_poligonos\_sf  
  
 # --- Cria o objeto ggplot para o mapa atual ---  
 p <- ggplot() +  
 # Camada dos polígonos com os resultados GWR ou dados originais  
 # Usa .data[[col\_name]] dentro do aes para acessar a coluna pela string col\_name  
 geom\_sf(data = data\_to\_plot, aes(fill = .data[[col\_name]]), color = "grey70", linewidth = 0.1) +  
 # Camada de contorno da área de estudo (se o objeto existir e for válido)  
 {if(!is.null(area\_estudo\_union\_mapa)) geom\_sf(data = area\_estudo\_union\_mapa, fill = NA, color = "black", linewidth = 0.7)} +  
 # Aplica a escala de cor configurada acima  
 color\_scale +  
 # Define títulos e legendas para o mapa  
 labs(  
 title = map\_title,  
 subtitle = paste0("Modelo: ", deparse(formula\_gwr), # Mostra a fórmula usada no GWR  
 "\nLargura de banda adaptativa: ", round(gwr\_resultado\_lista$GW.arguments$bw, 0), " vizinhos; Kernel: ", gwr\_resultado\_lista$GW.arguments$kernel), # Informa os parâmetros do GWR  
 caption = paste("Data da Análise:", format(Sys.Date(), "%d/%m/%Y")) # Data atual da análise  
 ) +  
 # Aplica um tema minimalista para mapas  
 theme\_minimal(base\_size = 11) +  
 theme(  
 plot.title = element\_text(hjust = 0.5, face = "bold"), # Título centralizado e em negrito  
 plot.subtitle = element\_text(hjust = 0.5, size = 9, lineheight = 0.9), # Subtítulo centralizado e menor  
 plot.caption = element\_text(hjust = 1, size = 7, color = "grey50"), # Legenda no canto inferior direito, menor e cinza  
 legend.position = "right", # Posição da legenda  
 axis.text.x = element\_text(angle = 45, hjust = 1, size = 7), # Rótulos do eixo X rotacionados  
 axis.text.y = element\_text(size = 7) # Rótulos do eixo Y  
 ) +  
 # Remove rótulos dos eixos (coordenadas) para um visual de mapa limpo  
 labs(x = NULL, y = NULL)  
  
 # Imprime o mapa (útil para visualização imediata no RStudio antes de salvar)  
 print(p)  
  
 # --- Salva o mapa em arquivo PNG ---  
 if (output\_map\_dir\_valid) { # Verifica se o diretório de saída é válido antes de tentar salvar  
 file\_name <- file.path(output\_map\_dir, paste0(file\_suffix, ".png")) # Usa o sufixo definido para o nome do arquivo  
 # Salva o plot p no caminho e nome especificados  
 ggsave(file\_name, plot = p, width = 8, height = 7, units = "in", dpi = 300) # Define tamanho e resolução  
 message(paste0(" Mapa salvo com sucesso em '", file\_name, "'.\n"))  
 } else {  
 message(" Diretório de saída não definido ou não encontrado/válido. O mapa não foi salvo em arquivo.\n")  
 }  
  
 }, error = function(e\_plot) {  
 # Captura e reporta erros específicos durante a plotagem ou salvamento de um mapa  
 cat(paste0("ERRO ao gerar ou salvar o mapa para '", legend\_name, "' (coluna '", col\_name, "'):\n"))  
 cat(paste(" Mensagem de erro:", e\_plot$message, "\n\n"))  
 })  
}

## -> Gerando mapa para: 'Coeficiente Local  
## Intercepto' (coluna: 'GWR\_coef\_Intercept')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_coef\_intercept.png'.

## -> Gerando mapa para: 'Valor-t Local  
## Intercepto' (coluna: 'GWR\_tval\_Intercept')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_tval\_intercept.png'.

## -> Gerando mapa para: 'Coeficiente Local  
## (log1p\_n\_drogas)' (coluna: 'GWR\_coef\_log1p\_n\_drogas')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_coef\_log1p\_n\_drogas.png'.

## -> Gerando mapa para: 'Valor-t Local  
## (log1p\_n\_drogas)' (coluna: 'GWR\_tval\_log1p\_n\_drogas')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_tval\_log1p\_n\_drogas.png'.

## -> Gerando mapa para: 'R2 Local  
## (Ajuste do Modelo)' (coluna: 'GWR\_Local\_R2')...

![](data:image/png;base64,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)

## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_local\_r2.png'.

## -> Gerando mapa para: 'VD Prevista  
## (Escala Transf.)' (coluna: 'GWR\_yhat')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_vd\_predicted.png'.

## -> Gerando mapa para: 'VD Observada  
## (Escala Transf.)' (coluna: 'GWR\_y\_observed\_transf')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_vd\_observed.png'.

## -> Gerando mapa para: 'Resíduo Local' (coluna: 'GWR\_residual')...
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## Mapa salvo com sucesso em 'C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/shp/centro\_expandido/gwr\_residual.png'.

message("\n--- Geração de mapas de resultados GWR concluída. Todos os mapas definidos foram processados. ---")

##   
## --- Geração de mapas de resultados GWR concluída. Todos os mapas definidos foram processados. ---

# --- Fim do Bloco 9 ---  
cat("\n--- Fim do BL. 9 ---\n")

##   
## --- Fim do BL. 9 ---

cat("--------------------\n")

## --------------------

#--- Bloco 9: Combinar Resultados GWR aos Polígonos e Visualizar ---  
  
message("\n--- Iniciando Bloco 9: Combinando Resultados GWR aos Polígonos e Preparando Visualizações ---")

##   
## --- Iniciando Bloco 9: Combinando Resultados GWR aos Polígonos e Preparando Visualizações ---

# Verificar se os objetos necessários existem  
if (!exists("dados\_gwr\_sf\_validos") || is.null(dados\_gwr\_sf\_validos)) {  
 stop("ERRO CRÍTICO Bloco 9: 'dados\_gwr\_sf\_validos' não encontrado ou é NULL.")  
}  
if (!exists("gwr\_resultados\_sdf") || is.null(gwr\_resultados\_sdf)) {  
 stop("ERRO CRÍTICO Bloco 9: 'gwr\_resultados\_sdf' (output do GWR) não encontrado ou é NULL.")  
}  
  
# Combinar os resultados do GWR (que estão em formato SPDF, nos centróides)  
# de volta aos polígonos originais (dados\_gwr\_sf\_validos).  
# É crucial garantir que a correspondência entre os resultados e os polígonos da grade seja correta.  
# Como dados\_spdf\_gwr (entrada para gwr.basic) foi criado diretamente a partir de dados\_gwr\_sf\_validos  
# (na mesma ordem e com os mesmos pontos representativos), a ordem das linhas DEVE ser a mesma.  
# No entanto, um join explícito por 'id\_celula\_grade' é mais robusto.  
  
resultados\_gwr\_poligonos\_sf <- NULL # Inicializar  
  
if(nrow(dados\_gwr\_sf\_validos) == nrow(gwr\_resultados\_sdf)) {  
 message("Número de linhas corresponde entre polígonos originais e resultados GWR. Prosseguindo com a combinação...")  
   
 # Extrair os dados (atributos) do SDF do GWR para um data.frame.  
 gwr\_resultados\_df\_para\_join <- as.data.frame(gwr\_resultados\_sdf)  
  
 # Adicionar 'id\_celula\_grade' de 'dados\_gwr\_sf\_validos' aos resultados do GWR para um join robusto.  
 # Assumimos que a ordem das linhas em dados\_gwr\_sf\_validos corresponde à ordem em gwr\_resultados\_sdf  
 # porque gwr\_resultados\_sdf foi gerado a partir de dados\_spdf\_gwr, que por sua vez  
 # foi gerado a partir de dados\_gwr\_sf\_validos.  
 if ("id\_celula\_grade" %in% names(dados\_gwr\_sf\_validos)) {  
 gwr\_resultados\_df\_para\_join$id\_celula\_grade <- dados\_gwr\_sf\_validos$id\_celula\_grade  
 message("Coluna 'id\_celula\_grade' adicionada aos resultados do GWR (gwr\_resultados\_df\_para\_join) para join.")  
 } else {  
 stop("ERRO CRÍTICO Bloco 9: 'id\_celula\_grade' não encontrada em 'dados\_gwr\_sf\_validos'. Impossível realizar join seguro.")  
 }  
  
 # --- INÍCIO DA MODIFICAÇÃO: Renomear coluna do coeficiente e valor-t da VI ---  
 # A VI na fórmula é all.vars(formula\_gwr)[2], que deve ser "log1p\_n\_drogas"  
 var\_indep\_na\_formula <- all.vars(formula\_gwr)[2] # Ex: "log1p\_n\_drogas"  
   
 nome\_coef\_original\_no\_sdf <- var\_indep\_na\_formula  
 novo\_nome\_coef\_para\_join <- paste0("coef\_", var\_indep\_na\_formula) # Ex: "coef\_log1p\_n\_drogas"  
   
 nome\_tval\_original\_no\_sdf <- paste0(var\_indep\_na\_formula, "\_TV") # Ex: "log1p\_n\_drogas\_TV"  
 # Não vamos renomear a coluna do valor-t, mas vamos referenciá-la pelo nome correto.  
  
 if (nome\_coef\_original\_no\_sdf %in% names(gwr\_resultados\_df\_para\_join)) {  
 names(gwr\_resultados\_df\_para\_join)[names(gwr\_resultados\_df\_para\_join) == nome\_coef\_original\_no\_sdf] <- novo\_nome\_coef\_para\_join  
 message(paste0("Coluna do coeficiente para '", nome\_coef\_original\_no\_sdf, "' nos resultados GWR renomeada para '", novo\_nome\_coef\_para\_join, "'."))  
 } else {  
 warning(paste0("Coluna do coeficiente '", nome\_coef\_original\_no\_sdf, "' não encontrada diretamente nos resultados do GWR (gwr\_resultados\_df\_para\_join). Verifique os nomes das colunas no output do GWmodel. O mapa de coeficientes pode falhar."))  
 }  
 # --- FIM DA MODIFICAÇÃO ---  
  
 # Definir as colunas de resultados do GWR que serão mantidas após o join.  
 # 'y' no SDF do GWR corresponde à variável dependente da fórmula (log1p\_n\_roubos).  
 cols\_gwr\_a\_manter <- c("id\_celula\_grade",  
 "Intercept", "Intercept\_TV",  
 novo\_nome\_coef\_para\_join, nome\_tval\_original\_no\_sdf, # Usando os nomes corretos/renomeados  
 "Local\_R2", "y", "yhat", "residual")  
  
 # Filtrar colunas para o join, selecionando apenas as relevantes.  
 # Usar `all\_of` garante que apenas as colunas existentes e listadas sejam selecionadas,  
 # gerando um erro se alguma coluna essencial estiver faltando.  
 cols\_existentes\_no\_join\_df <- intersect(cols\_gwr\_a\_manter, names(gwr\_resultados\_df\_para\_join))  
   
 # Checar se colunas essenciais para plotagem estão presentes  
 if (!(novo\_nome\_coef\_para\_join %in% cols\_existentes\_no\_join\_df)) {  
 warning(paste0("AVISO Bloco 9: Coluna do coeficiente '", novo\_nome\_coef\_para\_join, "' não está presente para o join. O mapa de coeficientes falhará."))  
 }  
 if (!(nome\_tval\_original\_no\_sdf %in% cols\_existentes\_no\_join\_df)) {  
 warning(paste0("AVISO Bloco 9: Coluna do valor-t '", nome\_tval\_original\_no\_sdf, "' não está presente para o join. O mapa de valores-t falhará."))  
 }  
 if (!("Local\_R2" %in% cols\_existentes\_no\_join\_df)) {  
 warning(paste0("AVISO Bloco 9: Coluna 'Local\_R2' não está presente para o join. O mapa de R² Local falhará."))  
 }  
  
 gwr\_resultados\_filtrados\_df <- gwr\_resultados\_df\_para\_join %>%  
 dplyr::select(dplyr::all\_of(cols\_existentes\_no\_join\_df))  
  
 # Realizar o join dos resultados do GWR com o objeto sf dos polígonos da grade.  
 # dados\_gwr\_sf\_validos já contém as colunas originais e as transformadas log1p.  
 # Vamos selecionar explicitamente as colunas de dados\_gwr\_sf\_validos para evitar duplicatas desnecessárias,  
 # mantendo as colunas originais de contagem (n\_roubos, n\_drogas) e as transformadas (log1p\_n\_roubos, log1p\_n\_drogas)  
 # para referência e análise.  
   
 resultados\_gwr\_poligonos\_sf <- dplyr::left\_join(  
 dados\_gwr\_sf\_validos, # Contém id\_celula\_grade, geometry, n\_roubos, n\_drogas, log1p\_n\_roubos, log1p\_n\_drogas  
 gwr\_resultados\_filtrados\_df, # Contém id\_celula\_grade e resultados GWR selecionados  
 by = "id\_celula\_grade"  
 )  
   
 message("Resultados GWR combinados com os polígonos originais da grade usando 'id\_celula\_grade'.")  
  
 # Verificação pós-join: NAs em colunas críticas podem indicar problemas de correspondência.  
 if (any(is.na(resultados\_gwr\_poligonos\_sf$Local\_R2))) {  
 warning("NAs encontrados em 'Local\_R2' após o join. Isso pode indicar problemas na correspondência dos IDs ou dados ausentes em algumas células da grade.")  
 }  
  
} else {  
 stop(paste("Número de linhas nos resultados GWR (", nrow(gwr\_resultados\_sdf),  
 ") não corresponde aos dados de polígonos originais (", nrow(dados\_gwr\_sf\_validos),  
 "). Não é possível combinar os resultados de forma segura. Verifique a integridade dos dados antes do GWR ou a função de modelagem utilizada."))  
}

## Número de linhas corresponde entre polígonos originais e resultados GWR. Prosseguindo com a combinação...

## Coluna 'id\_celula\_grade' adicionada aos resultados do GWR (gwr\_resultados\_df\_para\_join) para join.

## Coluna do coeficiente para 'log1p\_n\_drogas' nos resultados GWR renomeada para 'coef\_log1p\_n\_drogas'.

## Resultados GWR combinados com os polígonos originais da grade usando 'id\_celula\_grade'.

# --- Visualizar os resultados ---  
message("\n--- Preparando visualizações dos resultados do GWR (modelo com variáveis log1p) ---")

##   
## --- Preparando visualizações dos resultados do GWR (modelo com variáveis log1p) ---

if (!is.null(resultados\_gwr\_poligonos\_sf) && nrow(resultados\_gwr\_poligonos\_sf) > 0) {  
 message("Iniciando a criação dos mapas de resultados GWR...")  
 cat("Primeiras linhas dos resultados GWR combinados com os polígonos (atributos):\n")  
 print(head(st\_drop\_geometry(resultados\_gwr\_poligonos\_sf)))  
 col\_names\_results <- names(resultados\_gwr\_poligonos\_sf)  
 message(paste("\nNomes das colunas nos resultados finais (polígonos):\n", paste(col\_names\_results, collapse=", ")))  
  
 # --- INÍCIO DA MODIFICAÇÃO: Atualizar nomes de colunas e display para variáveis transformadas ---  
 # var\_indep\_na\_formula foi definido acima como all.vars(formula\_gwr)[2] (ex: "log1p\_n\_drogas")  
 coef\_col\_name\_plot <- novo\_nome\_coef\_para\_join # Ex: "coef\_log1p\_n\_drogas"  
 t\_val\_col\_name\_plot <- nome\_tval\_original\_no\_sdf # Ex: "log1p\_n\_drogas\_TV"  
   
 var\_independente\_nome\_amigavel <- paste0(var\_indep\_na\_formula) # Ex: "log1p\_n\_drogas"  
 formula\_display <- deparse(formula\_gwr) # Ex: "log1p\_n\_roubos ~ log1p\_n\_drogas"  
 # --- FIM DA MODIFICAÇÃO ---  
  
 # -- Mapa 1: Coeficientes Locais da variável transformada --  
 if (coef\_col\_name\_plot %in% col\_names\_results) {  
 message(paste("Criando mapa para os coeficientes locais da variável '", var\_independente\_nome\_amigavel, "' (coluna '", coef\_col\_name\_plot, "')...", sep=""))  
 tryCatch({  
 mapa\_coef\_drogas <- ggplot() +  
 geom\_sf(data = resultados\_gwr\_poligonos\_sf, aes(fill = .data[[coef\_col\_name\_plot]]), color = "grey70", linewidth = 0.1) +  
 geom\_sf(data = area\_estudo\_union, fill = NA, color = "black", linewidth = 0.7) +  
 scale\_fill\_viridis\_c(name = paste0("Coeficiente Local\nEstimado para\n'", var\_independente\_nome\_amigavel, "'"), option = "viridis") +  
 labs(  
 title = paste("GWR: Coeficientes Locais para", var\_independente\_nome\_amigavel),  
 subtitle = paste0("Modelo: ", formula\_display,  
 "\nLargura de banda adaptativa: ", bw\_adaptativa, " vizinhos; Kernel: ", kernel\_usado\_para\_bw),  
 caption = paste("Data da Análise:", format(Sys.Date(), "%d/%m/%Y"))  
 ) +  
 theme\_minimal(base\_size = 11) +   
 theme(  
 plot.title = element\_text(hjust = 0.5, face = "bold"),   
 plot.subtitle = element\_text(hjust = 0.5, size = 9),   
 plot.caption = element\_text(hjust = 1, size = 7, lineheight = 1.1),   
 legend.position = "right",   
 axis.text.x = element\_text(angle = 45, hjust = 1, size=7),   
 axis.text.y = element\_text(size=7)   
 )  
 print(mapa\_coef\_drogas)  
 ggsave(paste0("mapa\_coef\_",var\_indep\_na\_formula, "\_gwr.png"), plot = mapa\_coef\_drogas, width = 8, height = 7, dpi = 300, bg = "white")  
 message(paste0("Mapa dos coeficientes locais de '", var\_independente\_nome\_amigavel, "' salvo como mapa\_coef\_",var\_indep\_na\_formula, "\_gwr.png."))  
 }, error = function(e\_plot) {  
 cat(paste("Erro ao gerar ou salvar o mapa dos coeficientes locais de '", var\_independente\_nome\_amigavel, "':\n", e\_plot$message, "\n"))  
 })  
 } else {  
 warning(paste0("Coluna do coeficiente '", coef\_col\_name\_plot, "' não encontrada nos resultados. O mapa de coeficientes não será gerado."))  
 }  
  
 # -- Mapa 2: R² Local --  
 r2\_col\_name <- "Local\_R2"  
 if (r2\_col\_name %in% col\_names\_results) {  
 message(paste("Criando mapa para o R² Local (coluna '", r2\_col\_name, "')...", sep=""))  
 tryCatch({  
 resultados\_gwr\_poligonos\_sf$Local\_R2\_plot <- ifelse(resultados\_gwr\_poligonos\_sf[[r2\_col\_name]] < 0, 0, resultados\_gwr\_poligonos\_sf[[r2\_col\_name]])  
 lim\_max\_r2 <- max(1, max(resultados\_gwr\_poligonos\_sf$Local\_R2\_plot, na.rm = TRUE))  
  
 mapa\_r2\_local <- ggplot() +  
 geom\_sf(data = resultados\_gwr\_poligonos\_sf, aes(fill = Local\_R2\_plot), color = "grey70", linewidth = 0.1) +  
 geom\_sf(data = area\_estudo\_union, fill = NA, color = "black", linewidth = 0.7) +  
 scale\_fill\_viridis\_c(name = "R² Local\n(Ajuste do Modelo)", option = "plasma", limits = c(0, lim\_max\_r2),  
 labels = scales::percent\_format(accuracy = 1)) +   
 labs(  
 title = "GWR: R² Local (Poder Explicativo do Modelo)",  
 subtitle = paste0("Modelo: ", formula\_display,  
 "\nLargura de banda adaptativa: ", bw\_adaptativa, " vizinhos; Kernel: ", kernel\_usado\_para\_bw),  
 caption = paste("Valores de R² Local < 0 foram truncados para 0 na visualização.\nData da Análise:", format(Sys.Date(), "%d/%m/%Y"))  
 ) +  
 theme\_minimal(base\_size = 11) +  
 theme(  
 plot.title = element\_text(hjust = 0.5, face = "bold"),  
 plot.subtitle = element\_text(hjust = 0.5, size = 9),  
 plot.caption = element\_text(hjust = 1, size = 7, lineheight = 0.9),  
 legend.position = "right",  
 axis.text.x = element\_text(angle = 45, hjust = 1, size=7),  
 axis.text.y = element\_text(size=7)  
 )  
 print(mapa\_r2\_local)  
 ggsave(paste0("mapa\_r2\_local\_gwr\_",var\_indep\_na\_formula,".png"), plot = mapa\_r2\_local, width = 8, height = 7, dpi = 300, bg = "white")  
 message(paste0("Mapa do R² local salvo como mapa\_r2\_local\_gwr\_",var\_indep\_na\_formula,".png."))  
 }, error = function(e\_plot) {  
 cat(paste("Erro ao gerar ou salvar o mapa do R² local:\n", e\_plot$message, "\n"))  
 })  
 } else {  
 warning(paste0("Coluna '", r2\_col\_name, "' não encontrada nos resultados. O mapa de R² Local não será gerado."))  
 }  
  
 # -- Mapa 3: Valores-t Locais do Coeficiente da variável transformada --  
 if (t\_val\_col\_name\_plot %in% col\_names\_results) {  
 message(paste("Criando mapa para os valores-t locais do coeficiente de '", var\_independente\_nome\_amigavel, "' (coluna '", t\_val\_col\_name\_plot, "')...", sep=""))  
 tryCatch({  
 lim\_max\_abs\_t <- max(abs(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name\_plot]]), na.rm = TRUE)  
 if (!is.finite(lim\_max\_abs\_t) || is.na(lim\_max\_abs\_t) || lim\_max\_abs\_t == 0) {  
 lim\_max\_abs\_t <- 2   
 }  
  
 mapa\_t\_valor\_drogas <- ggplot() +  
 geom\_sf(data = resultados\_gwr\_poligonos\_sf, aes(fill = .data[[t\_val\_col\_name\_plot]]), color = "grey70", linewidth = 0.1) +  
 geom\_sf(data = area\_estudo\_union, fill = NA, color = "black", linewidth = 0.7) +  
 scale\_fill\_gradient2(  
 name = paste0("Valor-t Local\n(", var\_independente\_nome\_amigavel, ")"),  
 low = "blue", mid = "white", high = "red",   
 midpoint = 0,   
 limits = c(-lim\_max\_abs\_t, lim\_max\_abs\_t),   
 oob = scales::squish   
 ) +  
 labs(  
 title = paste("GWR: Significância do Coeficiente de", var\_independente\_nome\_amigavel),  
 subtitle = paste0("Valores-t locais. |t| > ~1.96 sugere significância a p < 0.05 (bilateral).",  
 "\nLargura de banda: ", bw\_adaptativa, " vizinhos; Kernel: ", kernel\_usado\_para\_bw,  
 "\nModelo: ", formula\_display),  
 caption = paste("Data da Análise:", format(Sys.Date(), "%d/%m/%Y"))  
 ) +  
 theme\_minimal(base\_size = 11) +  
 theme(  
 plot.title = element\_text(hjust = 0.5, face = "bold"),  
 plot.subtitle = element\_text(hjust = 0.5, size = 9, lineheight = 0.9),  
 plot.caption = element\_text(hjust = 1, size = 7),  
 legend.position = "right",  
 axis.text.x = element\_text(angle = 45, hjust = 1, size=7),  
 axis.text.y = element\_text(size=7)  
 )  
 print(mapa\_t\_valor\_drogas)  
 ggsave(paste0("mapa\_t\_valor\_",var\_indep\_na\_formula, "\_gwr.png"), plot = mapa\_t\_valor\_drogas, width = 8, height = 7, dpi = 300, bg = "white")  
 message(paste0("Mapa dos valores-t locais de '", var\_independente\_nome\_amigavel, "' salvo como mapa\_t\_valor\_",var\_indep\_na\_formula, "\_gwr.png."))  
 }, error = function(e\_plot) {  
 cat(paste("Erro ao gerar ou salvar o mapa dos valores-t de '", var\_independente\_nome\_amigavel, "':\n", e\_plot$message, "\n"))  
 })  
 } else {  
 warning(paste0("Coluna do valor-t '", t\_val\_col\_name\_plot, "' não encontrada nos resultados. O mapa de valores-t não será gerado."))  
 }  
   
 # Mapa de significância opcional (precisaria ser ajustado para usar t\_val\_col\_name\_plot e formula\_display)  
 # ...  
  
} else {  
 message("Nenhum resultado GWR válido (resultados\_gwr\_poligonos\_sf) para plotar. Verifique as etapas anteriores da análise.")  
}

## Iniciando a criação dos mapas de resultados GWR...

## Primeiras linhas dos resultados GWR combinados com os polígonos (atributos):  
## id\_celula\_grade n\_roubos n\_drogas log1p\_n\_roubos log1p\_n\_drogas Intercept  
## 1 1 0 0 0.0000000 0.000000 -0.04735255  
## 2 2 0 0 0.0000000 0.000000 -0.02552189  
## 3 3 1 10 0.6931472 2.397895 -0.03699986  
## 4 4 0 5 0.0000000 1.791759 -0.01846921  
## 5 5 0 9 0.0000000 2.302585 -0.06323534  
## 6 6 4 26 1.6094379 3.295837 -0.02155795  
## Intercept\_TV coef\_log1p\_n\_drogas log1p\_n\_drogas\_TV Local\_R2 y  
## 1 -0.15952030 0.1944990 2.268392 0.4621949 0.0000000  
## 2 -0.08860688 0.1937619 2.356343 0.4119160 0.0000000  
## 3 -0.12338008 0.1972008 2.258865 0.4369848 0.6931472  
## 4 -0.06663292 0.1902470 2.434022 0.3945564 0.0000000  
## 5 -0.19811937 0.2045261 2.132905 0.4846298 0.0000000  
## 6 -0.07466145 0.1936369 2.329266 0.4061033 1.6094379  
## yhat residual  
## 1 -0.04735255 0.04735255  
## 2 -0.02552189 0.02552189  
## 3 0.43586710 0.25728008  
## 4 0.32240757 -0.32240757  
## 5 0.40770352 -0.40770352  
## 6 0.61663758 0.99280033

##   
## Nomes das colunas nos resultados finais (polígonos):  
## id\_celula\_grade, n\_roubos, n\_drogas, log1p\_n\_roubos, log1p\_n\_drogas, Intercept, Intercept\_TV, coef\_log1p\_n\_drogas, log1p\_n\_drogas\_TV, Local\_R2, y, yhat, residual, geometry

## Criando mapa para os coeficientes locais da variável 'log1p\_n\_drogas' (coluna 'coef\_log1p\_n\_drogas')...
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## Mapa dos coeficientes locais de 'log1p\_n\_drogas' salvo como mapa\_coef\_log1p\_n\_drogas\_gwr.png.

## Criando mapa para o R² Local (coluna 'Local\_R2')...
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## Mapa do R² local salvo como mapa\_r2\_local\_gwr\_log1p\_n\_drogas.png.

## Criando mapa para os valores-t locais do coeficiente de 'log1p\_n\_drogas' (coluna 'log1p\_n\_drogas\_TV')...
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## Mapa dos valores-t locais de 'log1p\_n\_drogas' salvo como mapa\_t\_valor\_log1p\_n\_drogas\_gwr.png.

message("\n--- Análise GWR (modelo com variáveis log1p) com grade hexagonal e visualizações concluídas ---")

##   
## --- Análise GWR (modelo com variáveis log1p) com grade hexagonal e visualizações concluídas ---

# ```  
  
# (O script continua com os Blocos 10 e 11)

# Bloco Final: Inspeção dos Nomes das Colunas Finais  
if (!is.null(resultados\_gwr\_poligonos\_sf) && nrow(resultados\_gwr\_poligonos\_sf) > 0) {  
 cat("\n\n--- Nomes Finais das Colunas no Objeto 'resultados\_gwr\_poligonos\_sf' ---\n")  
 print(names(resultados\_gwr\_poligonos\_sf))  
 cat("\n")  
} else {  
 cat("\n'resultados\_gwr\_poligonos\_sf' é NULL ou vazio. Verifique as etapas anteriores.\n")  
}

##   
##   
## --- Nomes Finais das Colunas no Objeto 'resultados\_gwr\_poligonos\_sf' ---  
## [1] "id\_celula\_grade" "n\_roubos" "n\_drogas"   
## [4] "log1p\_n\_roubos" "log1p\_n\_drogas" "Intercept"   
## [7] "Intercept\_TV" "coef\_log1p\_n\_drogas" "log1p\_n\_drogas\_TV"   
## [10] "Local\_R2" "y" "yhat"   
## [13] "residual" "geometry" "Local\_R2\_plot"

# Bloco 10: Resumo dos Resultados GWR e Análise de Resíduos  
cat("\n--- Bloco 10: Resumo dos Resultados GWR e Análise de Resíduos ---\n")

##   
## --- Bloco 10: Resumo dos Resultados GWR e Análise de Resíduos ---

if (!is.null(resultados\_gwr\_poligonos\_sf) && nrow(resultados\_gwr\_poligonos\_sf) > 0) {  
   
 # SEÇÃO 1: Resumo do R² Local  
 if ("Local\_R2" %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat("\n--- SEÇÃO 1: Resumo do R² Local ---\n")  
 r2\_summary <- summary(resultados\_gwr\_poligonos\_sf$Local\_R2)  
 print(r2\_summary)  
 cat("\n")  
 } else {  
 cat("Coluna 'Local\_R2' não encontrada. Verifique os resultados do GWR.\n")  
 }  
   
 # SEÇÃO 2: Resumo dos Coeficientes  
 coef\_col\_name <- "coef\_n\_drogas"  
 if (coef\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\n--- SEÇÃO 2: Resumo dos Coeficientes '", coef\_col\_name, "' ---\n"))  
 coef\_summary <- summary(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]])  
 print(coef\_summary)  
 cat("\n")  
 } else {  
 cat(paste0("Coluna de coeficiente '", coef\_col\_name, "' não encontrada.\n"))  
 }  
   
 # SEÇÃO 3: Resumo dos Valores-t  
 t\_val\_col\_name <- "n\_drogas\_TV"  
 if (t\_val\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\n--- SEÇÃO 3: Resumo dos Valores-t '", t\_val\_col\_name, "' ---\n"))  
 t\_val\_summary <- summary(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name]])  
 print(t\_val\_summary)  
 cat("\n")  
 } else {  
 cat(paste0("Coluna de valor-t '", t\_val\_col\_name, "' não encontrada.\n"))  
 }  
   
 # SEÇÃO 4: Análise de Resíduos  
 if ("residual" %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat("\n--- SEÇÃO 4: Análise de Resíduos ---\n")  
 residual\_summary <- summary(resultados\_gwr\_poligonos\_sf$residual)  
 print(residual\_summary)  
 cat("\n")  
   
 # Histograma dos resíduos  
 hist(resultados\_gwr\_poligonos\_sf$residual,   
 main = "Distribuição dos Resíduos do GWR",  
 xlab = "Resíduos",   
 col = "lightblue",   
 breaks = 30)  
   
 # Q-Q plot dos resíduos  
 qqnorm(resultados\_gwr\_poligonos\_sf$residual,   
 main = "Q-Q Plot dos Resíduos")  
 qqline(resultados\_gwr\_poligonos\_sf$residual,   
 col = "red")  
 } else {  
 cat("Coluna 'residual' não encontrada. Análise de resíduos não pode ser realizada.\n")  
 }  
   
 # SEÇÃO 5: Teste de Autocorrelação Espacial dos Resíduos (I de Moran)  
 if ("residual" %in% names(resultados\_gwr\_poligonos\_sf) && nrow(resultados\_gwr\_poligonos\_sf) > 0) {  
 cat("\n--- SEÇÃO 5: Teste de Autocorrelação Espacial dos Resíduos ---\n")  
   
 tryCatch({  
 # Criar matriz de pesos espaciais  
 coords\_residuos <- st\_coordinates(st\_centroid(resultados\_gwr\_poligonos\_sf))  
 nb\_residuos <- knn2nb(knearneigh(coords\_residuos, k = 8))  
 listw\_residuos <- nb2listw(nb\_residuos, style = "W")  
   
 # Teste I de Moran  
 moran\_test <- moran.test(resultados\_gwr\_poligonos\_sf$residual, listw\_residuos)  
 cat("\nTeste I de Moran para os resíduos:\n")  
 print(moran\_test)  
   
 if (moran\_test$p.value < 0.05) {  
 cat("\nAVISO: Autocorrelação espacial significativa detectada nos resíduos (p < 0.05).\n")  
 cat("Isso pode indicar que o modelo GWR não capturou completamente a estrutura espacial.\n")  
 } else {  
 cat("\nNenhuma autocorrelação espacial significativa nos resíduos (p >= 0.05).\n")  
 cat("O modelo GWR parece ter capturado adequadamente a estrutura espacial.\n")  
 }  
 }, error = function(e) {  
 cat("\nErro ao calcular o I de Moran para os resíduos.\n")  
 })  
 } else {  
 cat("Coluna 'residual' não encontrada em 'resultados\_gwr\_poligonos\_sf' ou o objeto está vazio.\n")  
 cat("A análise de autocorrelação espacial dos resíduos não pode ser realizada.\n")  
 }  
  
}

##   
## --- SEÇÃO 1: Resumo do R² Local ---  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1788 0.2551 0.3980 0.4171 0.5398 0.8013   
##   
## Coluna de coeficiente 'coef\_n\_drogas' não encontrada.  
## Coluna de valor-t 'n\_drogas\_TV' não encontrada.  
##   
## --- SEÇÃO 4: Análise de Resíduos ---  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -2.924125 -0.548303 -0.048512 -0.004367 0.411694 2.588215
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##   
## --- SEÇÃO 5: Teste de Autocorrelação Espacial dos Resíduos ---

## Warning: st\_centroid assumes attributes are constant over geometries

##   
## Teste I de Moran para os resíduos:  
##   
## Moran I test under randomisation  
##   
## data: resultados\_gwr\_poligonos\_sf$residual   
## weights: listw\_residuos   
##   
## Moran I statistic standard deviate = 3.2095, p-value = 0.0006649  
## alternative hypothesis: greater  
## sample estimates:  
## Moran I statistic Expectation Variance   
## 0.074480965 -0.002469136 0.000574839   
##   
##   
## AVISO: Autocorrelação espacial significativa detectada nos resíduos (p < 0.05).  
## Isso pode indicar que o modelo GWR não capturou completamente a estrutura espacial.

cat("\n--- Fim do Bloco 10: Resumo GWR (com variáveis transformadas log1p e Análise de Resíduos) ---\n")

##   
## --- Fim do Bloco 10: Resumo GWR (com variáveis transformadas log1p e Análise de Resíduos) ---

# --- Bloco 10 Final: Resumo Completo dos Resultados e Diagnósticos do Modelo GWR ---  
# Consolida e refina a análise final, incluindo diagnósticos e interpretações aprofundadas.  
cat("\n\n--- BL. 10: RESUMO COMPLETO DOS RESULTADOS E DIAGNÓSTICOS DO MODELO GWR ---")

##   
##   
## --- BL. 10: RESUMO COMPLETO DOS RESULTADOS E DIAGNÓSTICOS DO MODELO GWR ---

cat("\n--------------------------------------------------------------------\n")

##   
## --------------------------------------------------------------------

# Verifica se os objetos necessários existem e não estão vazios antes de prosseguir  
if (!exists("gwr\_resultado\_lista") || is.null(gwr\_resultado\_lista) ||  
 !exists("resultados\_gwr\_poligonos\_sf") || is.null(resultados\_gwr\_poligonos\_sf) ||  
 nrow(resultados\_gwr\_poligonos\_sf) == 0) {  
  
 cat("\nERRO: Os resultados do GWR ('gwr\_resultado\_lista' ou 'resultados\_gwr\_poligonos\_sf') não foram encontrados ou estão vazios.\n")  
 cat("Impossível gerar o relatório de análise final. Verifique se os blocos anteriores (carregamento, agregação, GWR) foram executados com sucesso.\n")  
  
} else { # Se os objetos existem e não estão vazios, procede com a análise  
  
 cat("\n## 1. Informações Gerais do Modelo GWR ##")  
 cat("\n------------------------------------\n")  
 # Usa a fórmula real do script (definida anteriormente, e.g., formula\_gwr <- log1p\_n\_roubos ~ log1p\_n\_drogas)  
 cat(paste0("Fórmula do modelo: ", deparse(formula\_gwr), "\n"))  
 cat(paste0("Tipo de kernel: ", gwr\_resultado\_lista$GW.arguments$kernel, "\n"))  
  
 # Tenta extrair o método de seleção da largura de banda de forma segura  
 bw\_approach <- tryCatch({ gwr\_resultado\_lista$GW.arguments$approach }, error = function(e) "Não especificado/Disponível")  
 cat(paste0("Método de seleção de largura de banda: ", bw\_approach, "\n"))  
  
 cat(paste0("Largura de banda ótima (Adaptativa): ", round(gwr\_resultado\_lista$GW.arguments$bw, 2), " vizinhos\n"))  
 cat(paste0("Número de observações (pontos de regressão): ", nrow(gwr\_resultado\_lista$SDF), "\n"))  
  
 # Tenta extrair o CRS final projetado de forma segura  
 final\_crs\_epsg <- tryCatch({ st\_crs(resultados\_gwr\_poligonos\_sf)$epsg }, error = function(e) NA\_integer\_)  
 final\_crs\_epsg\_str <- if (is.na(final\_crs\_epsg)) "Não disponível" else paste0("EPSG:", final\_crs\_epsg)  
 cat(paste0("CRS Final Projetado Utilizado: ", final\_crs\_epsg\_str, "\n"))  
  
 cat("\n## 2. Diagnósticos Globais do Modelo GWR ##")  
 cat("\n---------------------------------------\n")  
  
 # Extrai os diagnósticos do objeto GWR  
 diagnostics <- gwr\_resultado\_lista$GW.diagnostic  
  
 # Imprime diagnósticos essenciais usando a função robusta  
 print\_diagnostic\_robust(diagnostics$AIC, "AIC", "Métrica de qualidade de ajuste, penaliza complexidade. Menor é melhor.")  
 print\_diagnostic\_robust(diagnostics$AICc, "AICc", "AIC corrigido para amostras pequenas. Mais confiável em GWR.")  
 print\_diagnostic\_robust(diagnostics$BIC, "BIC", "Similar ao AIC/AICc, penaliza mais a complexidade. Favorece modelos mais simples.")  
  
 # ENP (Effective Number of Parameters) - Tenta extrair de diferentes locais possíveis ou usa NULL se não encontrar  
 enp\_val <- tryCatch({ diagnostics$ENP }, error = function(e) NULL) # Tenta do slot principal  
 if (is.null(enp\_val) && !is.null(gwr\_resultado\_lista$GW.arguments$ENP)) { # Tenta se estiver nos argumentos  
 enp\_val <- gwr\_resultado\_lista$GW.arguments$ENP  
 }  
 print\_diagnostic\_robust(enp\_val, "ENP (Effective Number of Parameters)", "Mede a complexidade 'efetiva' do modelo GWR.")  
  
 # EDF (Effective Degrees of Freedom) - Geralmente disponível em diagnostics  
 print\_diagnostic\_robust(diagnostics$edf, "EDF (Effective Degrees of Freedom)", "Graus de liberdade efetivos. Relacionado ao ENP.")  
  
 # Sigma (Residual standard error) - Tenta extrair de diferentes locais ou calcula do resíduo se necessário  
 sigma\_val <- tryCatch({ diagnostics$sigma }, error = function(e) NULL) # Tenta do slot principal  
 if (is.null(sigma\_val) || !is.finite(sigma\_val)) { # Se não encontrou ou é inválido, tenta calcular do desvio padrão dos resíduos  
 sigma\_val\_alt <- tryCatch({ sd(resultados\_gwr\_poligonos\_sf$residual, na.rm = TRUE) }, error = function(e) NULL)  
 if (!is.null(sigma\_val\_alt) && is.finite(sigma\_val\_alt)) {  
 sigma\_val <- sigma\_val\_alt  
 print\_diagnostic\_robust(sigma\_val, "Sigma (Est. Desvio Padrão Resíduos - Calculado do SDF)", "Dispersão típica dos resíduos. Menor é melhor.")  
 } else {  
 print\_diagnostic\_robust(NULL, "Sigma (Est. Desvio Padrão Resíduos)", "Dispersão típica dos resíduos. Menor é melhor. (Não disponível/calculável)")  
 }  
 } else {  
 print\_diagnostic\_robust(sigma\_val, "Sigma (Est. Desvio Padrão Resíduos)", "Dispersão típica dos resíduos. Menor é melhor.")  
 }  
  
 # RSS (Residual Sum of Squares) - Geralmente disponível em diagnostics  
 print\_diagnostic\_robust(diagnostics$RSS, "RSS (Residual Sum of Squares)", "Soma dos resíduos quadrados (na escala transformada). Menor é melhor.")  
  
 # R2 Global (Calculado manualmente na escala log1p, como feito no script original)  
 # Verifica se as colunas 'y' (observado) e 'yhat' (previsto) existem no SDF do GWR  
 if ("y" %in% names(gwr\_resultado\_lista$SDF) && "yhat" %in% names(gwr\_resultado\_lista$SDF)) {  
 y\_obs <- gwr\_resultado\_lista$SDF$y  
 y\_hat <- gwr\_resultado\_lista$SDF$yhat  
 # Remove NAs para calcular TSS e RSS  
 valid\_indices <- !is.na(y\_obs) & !is.na(y\_hat)  
 y\_obs\_valid <- y\_obs[valid\_indices]  
 y\_hat\_valid <- y\_hat[valid\_indices]  
  
 if (length(y\_obs\_valid) > 1) { # Certifica-se de que há dados suficientes após remover NAs  
 tss <- sum((y\_obs\_valid - mean(y\_obs\_valid))^2)  
 rss\_calc <- sum((y\_obs\_valid - y\_hat\_valid)^2)  
  
 # Evita divisão por zero se TSS for zero (ocorre se todos os y\_obs forem iguais)  
 if (tss > 1e-9) { # Usa uma pequena tolerância para zero  
 r2\_global\_calc <- 1 - (rss\_calc / tss)  
 cat("\nR2 Global (Calculado - escala transformada):\n")  
 print\_diagnostic\_robust(r2\_global\_calc, " R2 Global", "Proporção da variância da VD (transformada) explicada pelo modelo.")  
  
 # Cálculo R2 Ajustado (requer EDF ou ENP válidos)  
 r2\_ajustado\_calc <- NA\_real\_ # Inicializa com NA  
 n\_obs\_valid <- length(y\_obs\_valid)  
 k\_eff <- if (!is.null(diagnostics$edf) && is.finite(diagnostics$edf)) {  
 diagnostics$edf  
 } else if (!is.null(enp\_val) && is.finite(enp\_val)) {  
 enp\_val  
 } else {  
 NULL # Nenhum valor efetivo de parâmetros encontrado  
 }  
  
 if (!is.null(k\_eff) && n\_obs\_valid > k\_eff + 1) { # Certifica-se de que tem observações > k\_eff + 1  
 r2\_ajustado\_calc <- 1 - ((1 - r2\_global\_calc) \* (n\_obs\_valid - 1) / (n\_obs\_valid - k\_eff - 1))  
 print\_diagnostic\_robust(r2\_ajustado\_calc, " R2 Ajustado", "R2 global penalizado pela complexidade (EDF/ENP).")  
 } else {  
 cat(" R2 Ajustado: Não calculado (EDF/ENP não disponível ou insuficiente observações válidas).\n")  
 }  
 } else {  
 cat(" R2 Global: Não calculável (Todos os valores observados de 'y' são constantes).\n")  
 cat(" R2 Ajustado: Não calculável.\n")  
 }  
 } else {  
 cat("R2 Global (Calculado): Dados insuficientes ou com muitos NAs após filtragem para cálculo.\n")  
 cat("R2 Ajustado: Não calculável.\n")  
 }  
 } else {  
 cat("R2 Global (Calculado): Colunas 'y' ou 'yhat' não encontradas no SDF do GWR.\n")  
 cat("R2 Ajustado: Não calculável.\n")  
 }  
  
 cat("\n## 3. Resumo dos Coeficientes Locais e Significância (na escala log1p) ##")  
 cat("\n---------------------------------------------------------------------\n")  
  
 # Nomes das colunas de interesse (Ajustados para log1p - devem coincidir com os nomes criados no Bloco 9)  
 var\_indep\_formula <- all.vars(formula\_gwr)[2] # Ex: "log1p\_n\_drogas"  
 coef\_col\_name <- paste0("coef\_", var\_indep\_formula) # Ex: "coef\_log1p\_n\_drogas"  
 t\_val\_col\_name <- paste0(var\_indep\_formula, "\_TV") # Ex: "log1p\_n\_drogas\_TV"  
 intercept\_col\_name <- "Intercept" # Nome padrão para o intercepto  
 intercept\_tv\_col\_name <- "Intercept\_TV" # Nome padrão para o t-valor do intercepto  
  
 # Resumo do Intercepto Local  
 if (intercept\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("Resumo Estatístico para '", intercept\_col\_name, " (Intercepto Local)':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[intercept\_col\_name]]))  
 cat(" -> Representa o valor esperado da variável dependente (log1p\_n\_roubos) quando todas as variáveis independentes são zero, variando em cada localidade.\n")  
 } else {  
 cat(paste0("Coluna de coeficiente '", intercept\_col\_name, "' não encontrada nos resultados finais (esperado nome: ", intercept\_col\_name, ").\n"))  
 }  
  
 # Resumo do Valor-t do Intercepto  
 if (intercept\_tv\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\nResumo Estatístico para '", intercept\_tv\_col\_name, " (Valor-t Intercepto Local)':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[intercept\_tv\_col\_name]]))  
 cat(" -> Indica a significância estatística do Intercepto local em cada ponto. |t| > ~1.96 sugere significância a p < 0.05 (bicaudal).\n")  
 } else {  
 cat(paste0("\nColuna de valor-t '", intercept\_tv\_col\_name, "' não encontrada nos resultados finais (esperado nome: ", intercept\_tv\_col\_name, ").\n"))  
 }  
  
 # Resumo do Coeficiente Local da Variável Independente Principal (log1p\_n\_drogas)  
 if (coef\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\nResumo Estatístico para '", coef\_col\_name, " (Coeficiente Local de ", var\_indep\_formula, ")':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]]))  
 cat(paste0(" -> Mede a força e a direção da relação entre '", var\_indep\_formula, "' e 'log1p\_n\_roubos' em cada localidade.\n"))  
 cat(" \*\*A VARIAÇÃO NESTES VALORES (Min. a Max.) É A EVIDÊNCIA CHAVE DA NÃO ESTACIONARIEDADE ESPACIAL.\*\*\n") # COMENTÁRIO EXPANDIDO AQUI  
 cat(" Isso justifica o uso do GWR: o efeito da variável preditora não é o mesmo em toda a área de estudo.\n")  
  
 # Interpretação detalhada dos Coeficientes  
 mean\_coef <- mean(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]], na.rm = TRUE)  
 sd\_coef <- sd(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]], na.rm = TRUE)  
 cat(paste0("\n - Média dos coeficientes locais: ", round(mean\_coef, 4), "\n"))  
 cat(paste0(" - Desvio Padrão dos coeficientes locais: ", round(sd\_coef, 4), "\n"))  
 total\_valid\_coef <- sum(!is.na(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]]))  
 if (total\_valid\_coef > 0) {  
 prop\_positivo <- sum(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]] > 0, na.rm = TRUE) / total\_valid\_coef \* 100  
 prop\_negativo <- sum(resultados\_gwr\_poligonos\_sf[[coef\_col\_name]] < 0, na.rm = TRUE) / total\_valid\_coef \* 100  
 cat(paste0(" - Proporção de coeficientes positivos: ", round(prop\_positivo, 1), " %\n"))  
 cat(paste0(" - Proporção de coeficientes negativos: ", round(prop\_negativo, 1), " %\n"))  
 } else {  
 cat(" Nenhum coeficiente válido para análise de proporção.\n")  
 }  
  
 } else {  
 cat(paste0("Coluna de coeficiente '", coef\_col\_name, "' não encontrada nos resultados finais (esperado nome: ", coef\_col\_name, ").\n"))  
 }  
  
 # Resumo dos Valores-t Locais da Variável Independente Principal (log1p\_n\_drogas\_TV)  
 if (t\_val\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\nResumo Estatístico para '", t\_val\_col\_name, " (Valor-t Local de ", var\_indep\_formula, ")':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name]]))  
 cat(paste0(" -> Indica a significância estatística do coeficiente local de '", var\_indep\_formula, "' em cada localidade.\n"))  
 cat(" Valores |t| maiores sugerem maior confiança de que o coeficiente local é diferente de zero.\n")  
 cat(" |t| > ~1.96 sugere significância estatística a p < 0.05 (bicaudal, aproximação).\n")  
  
 # Análise de Significância Detalhada baseada em limites de valor-t  
 total\_valid\_t <- sum(!is.na(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name]]))  
 if (total\_valid\_t > 0) {  
 sig\_5\_count <- sum(abs(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name]]) > 1.96, na.rm = TRUE)  
 sig\_1\_count <- sum(abs(resultados\_gwr\_poligonos\_sf[[t\_val\_col\_name]]) > 2.58, na.rm = TRUE) # Limite aproximado para p < 0.01  
 cat(paste0("\n - Número de localidades significantes a 5% (|t| > 1.96): ", sig\_5\_count, " (", round(sig\_5\_count/total\_valid\_t \* 100, 1), " %)\n"))  
 cat(paste0(" - Número de localidades significantes a 1% (|t| > 2.58): ", sig\_1\_count, " (", round(sig\_1\_count/total\_valid\_t \* 100, 1), " %)\n"))  
 cat(paste0(" - Número de localidades NÃO significantes a 5%: ", total\_valid\_t - sig\_5\_count, " (", round((total\_valid\_t - sig\_5\_count)/total\_valid\_t \* 100, 1), " %)\n"))  
 } else {  
 cat(" Nenhum valor-t válido para análise de significância.\n")  
 }  
  
 } else {  
 cat(paste0("\nColuna de valor-t '", t\_val\_col\_name, "' não encontrada nos resultados finais (esperado nome: ", t\_val\_col\_name, ").\n"))  
 }  
  
 # Resumo do R2 Local  
 r2\_col\_name <- "Local\_R2"  
 if (r2\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("\n## 4. Resumo do R2 Local (Poder Explicativo Variável) ##\n"))  
 cat("------------------------------------------------------\n")  
 cat(paste0("Resumo Estatístico para '", r2\_col\_name, "':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[r2\_col\_name]]))  
 cat(" -> Indica a proporção da variação local na variável dependente (log1p\_n\_roubos) que é explicada pelo modelo GWR em cada localidade.\n")  
 cat(" Uma alta variação (Min. a Max.) no R2 Local confirma que o poder explicativo do modelo difere no espaço.\n")  
  
 # Interpretação detalhada do R2 Local  
 mean\_r2 <- mean(resultados\_gwr\_poligonos\_sf[[r2\_col\_name]], na.rm = TRUE)  
 sd\_r2 <- sd(resultados\_gwr\_poligonos\_sf[[r2\_col\_name]], na.rm = TRUE)  
 cat(paste0("\n - Média do R2 Local: ", round(mean\_r2, 3), "\n"))  
 cat(paste0(" - Desvio Padrão do R2 Local: ", round(sd\_r2, 3), "\n"))  
 # Coeficiente de Variação do R2 Local (se a média > uma pequena tolerância para evitar divisão por zero)  
 if (mean\_r2 > 1e-9) {  
 cv\_r2 <- (sd\_r2 / mean\_r2) \* 100  
 cat(paste0(" - Coeficiente de Variação do R2 Local: ", round(cv\_r2, 1), " % (Um CV alto indica grande variabilidade na capacidade explicativa do modelo entre as localidades)\n"))  
 } else {  
 cat(" - Coeficiente de Variação do R2 Local: Não aplicável (Média do R2 é zero ou negativa).\n")  
 }  
  
 # Distribuição do R2 Local por classes predefinidas  
 r2\_classes <- cut(resultados\_gwr\_poligonos\_sf[[r2\_col\_name]],  
 breaks = c(-Inf, 0.1, 0.3, 0.5, 0.7, 1), # Classes: <0.1, 0.1-0.3, 0.3-0.5, 0.5-0.7, >0.7  
 labels = c("<0.1 (Muito Baixo)", "0.1-0.3 (Baixo)", "0.3-0.5 (Moderado)",  
 "0.5-0.7 (Alto)", ">0.7 (Muito Alto)"),  
 include.lowest = TRUE, right = TRUE) # include.lowest=TRUE inclui o 0, right=TRUE inclui o limite superior  
 cat("\n Distribuição do R2 Local por classes:\n")  
 print(table(r2\_classes, useNA = "ifany")) # useNA = "ifany" para incluir contagem de NAs, se houver  
 cat("\n")  
  
 } else {  
 cat(paste0("Coluna '", r2\_col\_name, "' não encontrada nos resultados finais (esperado nome: ", r2\_col\_name, ").\n"))  
 }  
  
 cat("\n## 5. Análise de Resíduos ##")  
 cat("\n---------------------------\n")  
  
 residual\_col\_name <- "residual"  
 if (residual\_col\_name %in% names(resultados\_gwr\_poligonos\_sf)) {  
 cat(paste0("Resumo Estatístico para '", residual\_col\_name, "':\n"))  
 print(summary(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]]))  
 cat(" -> As diferenças entre os valores observados (log1p\_n\_roubos) e os valores previstos (yhat) pelo modelo GWR em cada localidade.\n")  
 cat(" Resíduos indicam a porção da variável dependente que não foi explicada pelo modelo.\n")  
  
 # Estatísticas Adicionais dos Resíduos (Média, DP, Assimetria, Curtose)  
 mean\_res <- mean(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], na.rm = TRUE)  
 sd\_res <- sd(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], na.rm = TRUE)  
 cat(paste0("\n - Média dos resíduos: ", round(mean\_res, 6), " (Idealmente próximo de zero)\n"))  
 cat(paste0(" - Desvio Padrão dos resíduos: ", round(sd\_res, 4), "\n"))  
  
 # Verifica se o pacote e1071 está carregado para Assimetria e Curtose  
 if (requireNamespace("e1071", quietly = TRUE)) {  
 skew\_res <- e1071::skewness(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], na.rm = TRUE)  
 kurt\_res <- e1071::kurtosis(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], na.rm = TRUE)  
 cat(paste0(" - Assimetria (Skewness): ", round(skew\_res, 4), " (Mede a simetria da distribuição. 0 indica simetria)\n"))  
 cat(paste0(" - Curtose (Kurtosis): ", round(kurt\_res, 4), " (Mede o 'achatamento'/'caudas' da distribuição. 0 para Normal (Fisher), 3 para Normal (Pearson))\n"))  
 } else {  
 cat(" Instale o pacote 'e1071' para calcular Assimetria e Curtose: install.packages('e1071')\n")  
 }  
  
 # Teste de Normalidade dos Resíduos (Shapiro-Wilk)  
 # Testa apenas se houver dados residuais válidos  
 valid\_residuals <- resultados\_gwr\_poligonos\_sf[[residual\_col\_name]][!is.na(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]])]  
 if (length(valid\_residuals) > 3) { # Shapiro-Wilk requer pelo menos 4 dados não NA  
 shapiro\_test <- tryCatch({  
 # Shapiro-Wilk limitado a 5000 observações para performance. Amostra se necessário.  
 res\_sample <- if (length(valid\_residuals) > 5000) {  
 sample(valid\_residuals, 5000, replace = FALSE)  
 } else {  
 valid\_residuals  
 }  
 shapiro.test(res\_sample)  
 }, error = function(e) {  
 cat("\n Erro ao executar o Teste de Shapiro-Wilk: ", e$message, "\n")  
 NULL # Retorna NULL em caso de erro  
 })  
  
 if (!is.null(shapiro\_test)) {  
 cat("\n Teste de Normalidade dos Resíduos (Shapiro-Wilk):\n")  
 cat(paste0(" - Estatística W: ", round(shapiro\_test$statistic, 4), "\n"))  
 cat(paste0(" - p-valor: ", format(shapiro\_test$p.value, scientific = TRUE), "\n"))  
 if (shapiro\_test$p.value < 0.05) {  
 cat(" - Conclusão: Resíduos NÃO seguem distribuição normal (p < 0.05).\n")  
 cat(" -> \*\*Implicação:\*\* A não normalidade dos resíduos é uma violação de um pressuposto do modelo GWR Gaussiano.\n") # COMENTÁRIO EXPANDIDO AQUI  
 cat(" -> Isso pode afetar a validade dos testes de significância baseados no pressuposto de normalidade (valores-t).\n")  
 cat(" -> \*\*Sugestão:\*\* Considere usar Generalized Geographically Weighted Regression (GGWR) com uma família de distribuição apropriada para seus dados de contagem (ex: Binomial Negativa, 'nbinomial'), que não pressupõe normalidade dos erros.\n") # SUGESTÃO GGWR  
 } else {  
 cat(" - Conclusão: Não há evidência contra a normalidade dos resíduos (p >= 0.05).\n")  
 }  
 } else {  
 cat("\n Teste de Shapiro-Wilk não pôde ser realizado.\n")  
 }  
 } else {  
 cat("\n Dados residuais insuficientes ou inválidos para realizar o Teste de Normalidade (Shapiro-Wilk requer > 3 dados válidos).\n")  
 }  
  
 # Plotagem de Resíduos (Histograma e Q-Q Plot) - GERA GRÁFICOS, NÃO TEXTO. Comentei a chamada direta no texto de output.  
 # Para ver os gráficos, remova o '#' das linhas abaixo no seu script R.  
 # cat("\n -> Verifique o Histograma e o Q-Q Plot dos Resíduos (gerados separadamente) para visualização da distribuição.\n")  
 # hist(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], main = "Distribuição dos Resíduos do GWR", xlab = "Resíduos", col = "lightblue", breaks = 30)  
 # qqnorm(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], main = "Q-Q Plot dos Resíduos")  
 # qqline(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], col = "red")  
  
 } else {  
 cat(paste0("Coluna '", residual\_col\_name, "' não encontrada nos resultados finais. Análise de resíduos não pode ser realizada.\n"))  
 }  
  
 cat("\n## 6. Autocorrelação Espacial dos Resíduos (Teste I de Moran) ##")  
 cat("\n-----------------------------------------------------------\n")  
  
 # Verifica se a coluna de resíduos existe e se há observações suficientes para o Moran  
 if (residual\_col\_name %in% names(resultados\_gwr\_poligonos\_sf) && nrow(resultados\_gwr\_poligonos\_sf) >= 30) {  
 tryCatch({  
 # --- Criação da Matriz de Vizinhança e Lista de Pesos ---  
 # Utiliza vizinhança por adjacência (rainha), mais apropriada para polígonos.  
 # É CRUCIAL que resultados\_gwr\_poligonos\_sf seja um objeto espacial (sf ou sp).  
 if (!inherits(resultados\_gwr\_poligonos\_sf, "sf") && !inherits(resultados\_gwr\_poligonos\_sf, "Spatial")) {  
 stop("O objeto de resultados ('resultados\_gwr\_poligonos\_sf') não é um objeto espacial válido (sf ou sp).")  
 }  
  
 # Converte para objeto 'sp' se for 'sf', pois 'poly2nb' ainda pode preferir 'sp'  
 resultados\_sp <- as(resultados\_gwr\_poligonos\_sf, "Spatial")  
  
 # Cria a matriz de vizinhança por adjacência (queen = TRUE considera cantos)  
 nb\_residuos <- poly2nb(resultados\_sp, queen = TRUE)  
  
 # Verifica se há polígonos isolados (sem vizinhos) e lida com eles (zero.policy=TRUE)  
 # Uma contagem de vizinhos 0 indica um polígono isolado.  
 isolated <- which(card(nb\_residuos) == 0)  
 if (length(isolated) > 0) {  
 cat(paste0(" AVISO: Foram encontrados ", length(isolated), " polígono(s) isolado(s) (sem vizinhos) na matriz de adjacência.\n"))  
 cat(" Estes polígonos serão excluídos do cálculo da lista de pesos (zero.policy=TRUE).\n")  
 }  
  
 # Converte para lista de pesos espaciais (style="W" - row-standardized é padrão e comum)  
 listw\_residuos <- nb2listw(nb\_residuos, style = "W", zero.policy = TRUE) # zero.policy=TRUE é necessário para lidar com vizinhos isolados  
  
 # --- Executa o Teste I de Moran ---  
 # 'alternative = "greater"' testa autocorrelação espacial positiva (mais comum em resíduos de regressão mal especificada)  
 moran\_test <- moran.test(resultados\_gwr\_poligonos\_sf[[residual\_col\_name]], listw\_residuos, alternative = "greater", zero.policy = TRUE)  
  
 cat("\n Teste I de Moran para os resíduos (baseado em vizinhança por adjacência):\n")  
 cat(paste0(" - Estatística I de Moran: ", round(moran\_test$estimate[1], 4), "\n"))  
 cat(paste0(" - Expectativa sob H0 (aleatoriedade espacial): ", round(moran\_test$estimate[2], 4), "\n"))  
 cat(paste0(" - Variância: ", round(moran\_test$estimate[3], 6), "\n"))  
 cat(paste0(" - Desvio padrão: ", round(sqrt(moran\_test$estimate[3]), 4), "\n"))  
 cat(paste0(" - p-valor (alternativa: maior que a expectativa): ", format(moran\_test$p.value, scientific = TRUE), "\n"))  
  
 # --- Interpretação do Resultado do Teste de Moran ---  
 if (moran\_test$p.value < 0.05) {  
 cat("\n --> \*\*AVISO CRÍTICO:\*\* Foi detectada AUTOCORRELAÇÃO ESPACIAL POSITIVA e estatisticamente SIGNIFICATIVA nos resíduos (p-valor < 0.05).\n") # COMENTÁRIO EXPANDIDO AQUI  
 cat(" Isso é um indicador forte de que o modelo GWR atual NÃO capturou completamente a estrutura espacial subjacente nos dados de roubos.\n")  
 cat(" Resíduos em localidades próximas tendem a ser semelhantes (altos resíduos perto de altos resíduos, baixos perto de baixos).\n")  
 cat(" \*\*Possíveis causas e soluções:\*\*\n")  
 cat(" - \*\*Variáveis Omitidas:\*\* Fatores espaciais importantes que influenciam os roubos e/ou a relação drogas-roubos não foram incluídos no modelo.\n")  
 cat(" - \*\*Forma Funcional:\*\* A relação entre as variáveis pode ser mais complexa do que a modelada (e.g., não linear, interações espaciais não capturadas).\n")  
 cat(" - \*\*Necessidade de Modelagem de Erro Espacial:\*\* Pode ser apropriado usar modelos que incluam um termo de erro espacial explícito (ex: modelos no framework INLA, ou GWR-ESF - Geographically Weighted Regression with Eigenvector Spatial Filtering).\n") # SUGESTÕES ADICIONAIS  
 } else {  
 cat("\n --> Nenhuma autocorrelação espacial significativa detectada nos resíduos (p-valor >= 0.05).\n")  
 cat(" Isso sugere que o modelo GWR parece ter capturado a maior parte da estrutura espacial nos dados.\n")  
 }  
  
 }, error = function(e) {  
 # Reporta erros específicos que podem ocorrer no cálculo do Moran  
 cat("\nERRO INESPERADO ao calcular ou reportar o Teste I de Moran para os resíduos:\n")  
 cat(paste(" Mensagem de erro:", e$message, "\n"))  
 cat(" Verifique se o objeto espacial final 'resultados\_gwr\_poligonos\_sf' é válido, se o pacote 'spdep' está carregado e se a matriz de vizinhança pode ser criada.\n")  
 })  
 } else {  
 # Informa por que o Moran não foi calculado  
 cat("\nNão foi possível calcular o Teste I de Moran para os resíduos.\n")  
 if (!(residual\_col\_name %in% names(resultados\_gwr\_poligonos\_sf))) {  
 cat(paste0(" - A coluna '", residual\_col\_name, "' (resíduos) não foi encontrada nos resultados finais.\n"))  
 }  
 if (nrow(resultados\_gwr\_poligonos\_sf) < 30) {  
 cat(paste0(" - Número insuficiente de observações (", nrow(resultados\_gwr\_poligonos\_sf), ") para calcular o Teste I de Moran (mínimo recomendado: 30).\n"))  
 }  
 }  
  
  
   
  
} # Fim do if(exists)

##   
## ## 1. Informações Gerais do Modelo GWR ##  
## ------------------------------------  
## Fórmula do modelo: log1p\_n\_roubos ~ log1p\_n\_drogas  
## Tipo de kernel: gaussian  
## Método de seleção de largura de banda:   
## Largura de banda ótima (Adaptativa): 18 vizinhos  
## Número de observações (pontos de regressão): 406  
## CRS Final Projetado Utilizado: EPSG:31983  
##   
## ## 2. Diagnósticos Globais do Modelo GWR ##  
## ---------------------------------------  
## AIC: 881.229  
## -> Métrica de qualidade de ajuste, penaliza complexidade. Menor é melhor.  
## AICc: 911.9409  
## -> AIC corrigido para amostras pequenas. Mais confiável em GWR.  
## BIC: 600.4164  
## -> Similar ao AIC/AICc, penaliza mais a complexidade. Favorece modelos mais simples.  
## ENP (Effective Number of Parameters): Não disponível ou não numérico/finito (Valor: NULL).  
## -> Mede a complexidade 'efetiva' do modelo GWR. (Não calculado/Reportado)  
## EDF (Effective Degrees of Freedom): 370.3623  
## -> Graus de liberdade efetivos. Relacionado ao ENP.  
## Sigma (Est. Desvio Padrão Resíduos - Calculado do SDF): 0.6954  
## -> Dispersão típica dos resíduos. Menor é melhor.  
## RSS (Residual Sum of Squares): 195.8601  
## -> Soma dos resíduos quadrados (na escala transformada). Menor é melhor.  
##   
## R2 Global (Calculado - escala transformada):  
## R2 Global: 0.5059  
## -> Proporção da variância da VD (transformada) explicada pelo modelo.  
## R2 Ajustado: -4.7775  
## -> R2 global penalizado pela complexidade (EDF/ENP).  
##   
## ## 3. Resumo dos Coeficientes Locais e Significância (na escala log1p) ##  
## ---------------------------------------------------------------------  
## Resumo Estatístico para 'Intercept (Intercepto Local)':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -3.64426 -1.21255 -0.26722 -0.67367 0.08167 0.57886   
## -> Representa o valor esperado da variável dependente (log1p\_n\_roubos) quando todas as variáveis independentes são zero, variando em cada localidade.  
##   
## Resumo Estatístico para 'Intercept\_TV (Valor-t Intercepto Local)':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -8.1480 -3.2234 -0.8166 -1.6113 0.2879 1.6091   
## -> Indica a significância estatística do Intercepto local em cada ponto. |t| > ~1.96 sugere significância a p < 0.05 (bicaudal).  
##   
## Resumo Estatístico para 'coef\_log1p\_n\_drogas (Coeficiente Local de log1p\_n\_drogas)':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.05208 0.19378 0.25260 0.35453 0.48359 0.99487   
## -> Mede a força e a direção da relação entre 'log1p\_n\_drogas' e 'log1p\_n\_roubos' em cada localidade.  
## \*\*A VARIAÇÃO NESTES VALORES (Min. a Max.) É A EVIDÊNCIA CHAVE DA NÃO ESTACIONARIEDADE ESPACIAL.\*\*  
## Isso justifica o uso do GWR: o efeito da variável preditora não é o mesmo em toda a área de estudo.  
##   
## - Média dos coeficientes locais: 0.3545  
## - Desvio Padrão dos coeficientes locais: 0.2314  
## - Proporção de coeficientes positivos: 100 %  
## - Proporção de coeficientes negativos: 0 %  
##   
## Resumo Estatístico para 'log1p\_n\_drogas\_TV (Valor-t Local de log1p\_n\_drogas)':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.4926 2.4993 3.2024 4.4190 6.1797 11.8244   
## -> Indica a significância estatística do coeficiente local de 'log1p\_n\_drogas' em cada localidade.  
## Valores |t| maiores sugerem maior confiança de que o coeficiente local é diferente de zero.  
## |t| > ~1.96 sugere significância estatística a p < 0.05 (bicaudal, aproximação).  
##   
## - Número de localidades significantes a 5% (|t| > 1.96): 368 (90.6 %)  
## - Número de localidades significantes a 1% (|t| > 2.58): 295 (72.7 %)  
## - Número de localidades NÃO significantes a 5%: 38 (9.4 %)  
##   
## ## 4. Resumo do R2 Local (Poder Explicativo Variável) ##  
## ------------------------------------------------------  
## Resumo Estatístico para 'Local\_R2':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1788 0.2551 0.3980 0.4171 0.5398 0.8013   
## -> Indica a proporção da variação local na variável dependente (log1p\_n\_roubos) que é explicada pelo modelo GWR em cada localidade.  
## Uma alta variação (Min. a Max.) no R2 Local confirma que o poder explicativo do modelo difere no espaço.  
##   
## - Média do R2 Local: 0.417  
## - Desvio Padrão do R2 Local: 0.173  
## - Coeficiente de Variação do R2 Local: 41.6 % (Um CV alto indica grande variabilidade na capacidade explicativa do modelo entre as localidades)  
##   
## Distribuição do R2 Local por classes:  
## r2\_classes  
## <0.1 (Muito Baixo) 0.1-0.3 (Baixo) 0.3-0.5 (Moderado) 0.5-0.7 (Alto)   
## 0 138 141 97   
## >0.7 (Muito Alto)   
## 30   
##   
##   
## ## 5. Análise de Resíduos ##  
## ---------------------------  
## Resumo Estatístico para 'residual':  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -2.924125 -0.548303 -0.048512 -0.004367 0.411694 2.588215   
## -> As diferenças entre os valores observados (log1p\_n\_roubos) e os valores previstos (yhat) pelo modelo GWR em cada localidade.  
## Resíduos indicam a porção da variável dependente que não foi explicada pelo modelo.  
##   
## - Média dos resíduos: -0.004367 (Idealmente próximo de zero)  
## - Desvio Padrão dos resíduos: 0.6954  
## - Assimetria (Skewness): 0.4607 (Mede a simetria da distribuição. 0 indica simetria)  
## - Curtose (Kurtosis): 1.1451 (Mede o 'achatamento'/'caudas' da distribuição. 0 para Normal (Fisher), 3 para Normal (Pearson))  
##   
## Teste de Normalidade dos Resíduos (Shapiro-Wilk):  
## - Estatística W: 0.9717  
## - p-valor: 4.326061e-07  
## - Conclusão: Resíduos NÃO seguem distribuição normal (p < 0.05).  
## -> \*\*Implicação:\*\* A não normalidade dos resíduos é uma violação de um pressuposto do modelo GWR Gaussiano.  
## -> Isso pode afetar a validade dos testes de significância baseados no pressuposto de normalidade (valores-t).  
## -> \*\*Sugestão:\*\* Considere usar Generalized Geographically Weighted Regression (GGWR) com uma família de distribuição apropriada para seus dados de contagem (ex: Binomial Negativa, 'nbinomial'), que não pressupõe normalidade dos erros.  
##   
## ## 6. Autocorrelação Espacial dos Resíduos (Teste I de Moran) ##  
## -----------------------------------------------------------  
##   
## Teste I de Moran para os resíduos (baseado em vizinhança por adjacência):  
## - Estatística I de Moran: 0.102  
## - Expectativa sob H0 (aleatoriedade espacial): -0.0025  
## - Variância: 0.000935  
## - Desvio padrão: 0.0306  
## - p-valor (alternativa: maior que a expectativa): 3.17255e-04  
##   
## --> \*\*AVISO CRÍTICO:\*\* Foi detectada AUTOCORRELAÇÃO ESPACIAL POSITIVA e estatisticamente SIGNIFICATIVA nos resíduos (p-valor < 0.05).  
## Isso é um indicador forte de que o modelo GWR atual NÃO capturou completamente a estrutura espacial subjacente nos dados de roubos.  
## Resíduos em localidades próximas tendem a ser semelhantes (altos resíduos perto de altos resíduos, baixos perto de baixos).  
## \*\*Possíveis causas e soluções:\*\*  
## - \*\*Variáveis Omitidas:\*\* Fatores espaciais importantes que influenciam os roubos e/ou a relação drogas-roubos não foram incluídos no modelo.  
## - \*\*Forma Funcional:\*\* A relação entre as variáveis pode ser mais complexa do que a modelada (e.g., não linear, interações espaciais não capturadas).  
## - \*\*Necessidade de Modelagem de Erro Espacial:\*\* Pode ser apropriado usar modelos que incluam um termo de erro espacial explícito (ex: modelos no framework INLA, ou GWR-ESF - Geographically Weighted Regression with Eigenvector Spatial Filtering).

# --- Bloco 11: Salvar Resultados Finais em GeoPackage ---  
cat("\n\n--- Bloco 11: Salvar Resultados Finais em GeoPackage ---\n")

##   
##   
## --- Bloco 11: Salvar Resultados Finais em GeoPackage ---

# Verificar se a biblioteca 'sf' está carregada, pois é necessária para st\_write.  
if (!requireNamespace("sf", quietly = TRUE)) {  
 cat("AVISO: O pacote 'sf' não está instalado. Não é possível salvar em GeoPackage.\n")  
 cat("Por favor, instale o pacote com: install.packages('sf')\n")  
} else if (!exists("resultados\_gwr\_poligonos\_sf") || is.null(resultados\_gwr\_poligonos\_sf) || nrow(resultados\_gwr\_poligonos\_sf) == 0) {  
 cat("AVISO: O objeto 'resultados\_gwr\_poligonos\_sf' não foi encontrado ou está vazio.\n")  
 cat("Nenhum resultado para salvar em GeoPackage. Verifique as etapas anteriores do script.\n")  
} else {  
 # Definir o caminho completo e o nome do arquivo GeoPackage de saída  
 caminho\_diretorio\_saida <- "C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/h3/resultados\_gwr/"  
 nome\_base\_arquivo <- "resultados\_analise\_gwr\_final.gpkg" # Você pode alterar o nome do arquivo se desejar  
 nome\_arquivo\_gpkg\_completo <- file.path(caminho\_diretorio\_saida, nome\_base\_arquivo)  
  
 nome\_camada\_gpkg <- "gwr\_coeficientes\_locais" # Nome da camada dentro do GeoPackage  
  
 cat(paste("Tentando salvar os resultados GWR no arquivo GeoPackage em:", nome\_arquivo\_gpkg\_completo, "\n"))  
 cat(paste("Nome da camada a ser criada:", nome\_camada\_gpkg, "\n"))  
  
 # Opcional: Verificar se o diretório de saída existe.  
 # Se não existir, você pode querer criá-lo com dir.create(caminho\_diretorio\_saida, recursive = TRUE, showWarnings = FALSE)  
 # ou simplesmente alertar o usuário. Por ora, vamos assumir que ele existe.  
 if (!dir.exists(caminho\_diretorio\_saida)) {  
 cat(paste("ALERTA: O diretório de saída especificado NÃO EXISTE:", caminho\_diretorio\_saida, "\n"))  
 cat("Por favor, crie o diretório manualmente ou ajuste o caminho no script.\n")  
 # Você pode optar por parar o script aqui se o diretório for crucial.  
 # stop("Diretório de saída não encontrado.")  
 }  
  
 tryCatch({  
 # Salvar o objeto sf (SpatialPolygonsDataFrame com resultados GWR) em um arquivo GeoPackage.  
 sf::st\_write(obj = resultados\_gwr\_poligonos\_sf,  
 dsn = nome\_arquivo\_gpkg\_completo, # Usar o caminho completo  
 layer = nome\_camada\_gpkg,  
 driver = "GPKG", # Especifica o driver para GeoPackage  
 delete\_layer = TRUE, # Sobrescreve a camada se já existir  
 # Use delete\_dsn = TRUE para sobrescrever o arquivo inteiro  
 quiet = FALSE) # Mostra mensagens do processo  
  
 cat(paste("\nResultados GWR salvos com sucesso em:", nome\_arquivo\_gpkg\_completo, "como camada:", nome\_camada\_gpkg, "\n"))  
 cat("Você pode abrir este arquivo em um software GIS (QGIS, ArcGIS, etc.) para visualizar os mapas de coeficientes, valores-t e R² local.\n")  
  
 }, error = function(e) {  
 cat("\nERRO AO SALVAR EM GEOPACKAGE:\n")  
 cat(paste("Mensagem de erro:", e$message, "\n"))  
 cat(paste("Verifique se o caminho do diretório está correto, se o diretório existe e se você tem permissão de escrita nele:\n", caminho\_diretorio\_saida, "\n"))  
 cat("Certifique-se também de que o pacote 'sf' está funcionando corretamente.\n")  
 })  
}

## Tentando salvar os resultados GWR no arquivo GeoPackage em: C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/h3/resultados\_gwr//resultados\_analise\_gwr\_final.gpkg   
## Nome da camada a ser criada: gwr\_coeficientes\_locais   
## Deleting layer `gwr\_coeficientes\_locais' using driver `GPKG'  
## Writing layer `gwr\_coeficientes\_locais' to data source   
## `C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/h3/resultados\_gwr//resultados\_analise\_gwr\_final.gpkg' using driver `GPKG'  
## Writing 406 features with 14 fields and geometry type Polygon.  
##   
## Resultados GWR salvos com sucesso em: C:/Users/Rodrigo - H2R/OneDrive - Conhecimento e Ação em Marketing Ltda/Documentos/mba/mba\_arrumado/nova abordagem/h3/resultados\_gwr//resultados\_analise\_gwr\_final.gpkg como camada: gwr\_coeficientes\_locais   
## Você pode abrir este arquivo em um software GIS (QGIS, ArcGIS, etc.) para visualizar os mapas de coeficientes, valores-t e R² local.

cat("\n--- Fim do Bloco 11: Salvar Resultados ---\n")

##   
## --- Fim do Bloco 11: Salvar Resultados ---

# Dentro do Bloco 10, na seção "## 2. Diagnósticos Globais do Modelo GWR ##"  
  
if (!is.null(gwr\_resultado\_lista$GW.diagnostic)) {  
 diagnostics <- gwr\_resultado\_lista$GW.diagnostic  
  
 # Função auxiliar para verificar e imprimir diagnósticos  
 print\_diagnostic <- function(value, name, description) {  
 if (!is.null(value) && is.numeric(value) && is.finite(value)) { # is.finite() verifica NA, NaN, Inf  
 cat(paste0(name, ": ", round(value, 2), "\n"))  
 cat(paste0(" -> ", description, "\n"))  
 } else {  
 cat(paste0(name, ": Não disponível ou não numérico (Valor: ", as.character(value), ").\n"))  
 }  
 }  
  
 # AICc  
 print\_diagnostic(diagnostics$AICc, "AICc (Akaike Information Criterion Corrigido)", "O AICc é uma métrica de qualidade de ajuste que penaliza modelos com mais parâmetros...")  
  
 # ENP  
 print\_diagnostic(diagnostics$ENP, "ENP (Effective Number of Parameters)", "O ENP reflete a complexidade do modelo GWR, indicando o número efetivo de parâmetros...")  
  
 # EDF  
 print\_diagnostic(diagnostics$edf, "EDF (Effective Degrees of Freedom)", "Similar ao ENP, o EDF é usado em cálculos estatísticos e representa os graus de liberdade efetivos do modelo...")  
  
 # Sigma  
 print\_diagnostic(diagnostics$sigma, "Sigma (Estimativa do Desvio Padrão dos Resíduos)", "O sigma representa o desvio padrão dos resíduos, uma medida da dispersão dos erros do modelo...")  
  
 # RSS  
 print\_diagnostic(diagnostics$RSS, "RSS (Residual Sum of Squares)", "O RSS mede a soma das diferenças quadráticas entre os valores observados e previstos, indicando a variação não explicada pelo modelo...")  
  
 # Cálculo do R² Global (manter como está, pois já tem uma verificação if)  
 if ("y" %in% names(gwr\_resultado\_lista$SDF) && "yhat" %in% names(gwr\_resultado\_lista$SDF)) {  
 # ... (código do R² global) ...  
 } else {  
 cat("R² Global (Calculado): Não foi possível calcular pois 'y' ou 'yhat' não estão presentes no SDF do GWR.\n")  
 }  
} else {  
 cat("Diagnósticos globais (gwr\_resultado\_lista$GW.diagnostic) não disponíveis ou a estrutura está vazia.\n")  
}

## AICc (Akaike Information Criterion Corrigido): 911.94  
## -> O AICc é uma métrica de qualidade de ajuste que penaliza modelos com mais parâmetros...  
## ENP (Effective Number of Parameters): Não disponível ou não numérico (Valor: ).  
## EDF (Effective Degrees of Freedom): 370.36  
## -> Similar ao ENP, o EDF é usado em cálculos estatísticos e representa os graus de liberdade efetivos do modelo...  
## Sigma (Estimativa do Desvio Padrão dos Resíduos): Não disponível ou não numérico (Valor: ).  
## RSS (Residual Sum of Squares): 195.86  
## -> O RSS mede a soma das diferenças quadráticas entre os valores observados e previstos, indicando a variação não explicada pelo modelo...

## NULL