**CPP-Day-3**

**Inline functions:**

Inside the main() method, when the function fun1() is called, the control is transferred to the definition of the called function. The addresses from where the function is called and the definition of the function are different. This control transfer takes a lot of time and increases the overhead.

When the inline function is encountered, then the definition of the function is copied to it. In this case, there is no control transfer which saves a lot of time and also decreases the overhead.

If a function is inline, the compiler places a copy of the code of that function at each point where the function is called at compile time.

Any change to an inline function could require all clients of the function to be recompiled because compiler would need to replace all the code once again otherwise it will continue with old functionality.

To inline a function, place the keyword inline before the function name and define the function before any calls are made to the function. The compiler can ignore the inline qualifier in case defined function is more than a line.

A function definition in a class definition is an inline function definition, even without the use of the inline specifier.

#include <iostream>

using namespace std;

inline int Max(int x, int y) {

   return (x > y)? x : y;

}

// Main function for the program

int main() {

   cout << "Max (20,10): " << Max(20,10) << endl;

   cout << "Max (0,200): " << Max(0,200) << endl;

   cout << "Max (100,1010): " << Max(100,1010) << endl;

   return 0;

}

Ex:

#include <iostream>

using namespace std;

inline int add(int a, int b)

{

    return(a+b);

}

int main()

{

    cout<<"Addition of 'a' and 'b' is:"<<add(2,3);A

    return 0;

}

Uses:

The main use of the inline function in C++ is to save memory space. Whenever the function is called, then it takes a lot of time to execute the tasks, such as moving to the calling function. If the length of the function is small, then the substantial amount of execution time is spent in such overheads, and sometimes time taken required for moving to the calling function will be greater than the time taken required to execute that function.

The solution to this problem is to use macro definitions known as macros. The preprocessor macros are widely used in C, but the major drawback with the macros is that these are not normal functions which means the error checking process will not be done during the compilation.

C++ has provided one solution to this problem. In the case of function calling, the time for calling such small functions is huge, so to overcome such a problem, a new concept was introduced known as an inline function. When the function is encountered inside the main() method, it is expanded with its definition thus saving time.

We cannot provide the inlining to the functions in the following circumstances:

If a function is recursive.

If a function contains a loop like for, while, do-while loop.

If a function contains static variables.

If a function contains a switch or go to statement

An inline function can be used in the following scenarios:

An inline function can be used when the performance is required.

It can be used over the macros.

We can use the inline function outside the class so that we can hide the internal implementation of the function.

Advantages of inline function

In the inline function, we do not need to call a function, so it does not cause any overhead.

It also saves the overhead of the return statement from a function.

It does not require any stack on which we can push or pop the variables as it does not perform any function calling.

An inline function is mainly beneficial for the embedded systems as it yields less code than a normal function.

Disadvantages of inline function

The following are the disadvantages of an inline function:

The variables that are created inside the inline function will consume additional registers. If the variables increase, then the use of registers also increases, which may increase the overhead on register variable resource utilization. It means that when the function call is replaced with an inline function body, then the number of variables also increases, leading to an increase in the number of registers. This causes an overhead on resource utilization.

If we use many inline functions, then the binary executable file also becomes large.

The use of so many inline functions can reduce the instruction cache hit rate, reducing the speed of instruction fetch from the cache memory to that of the primary memory.

It also increases the compile-time overhead because whenever the changes are made inside the inline function, then the code needs to be recompiled again to reflect the changes; otherwise, it will execute the old functionality.

Sometimes inline functions are not useful for many embedded systems because, in some cases, the size of the embedded is considered more important than the speed.

It can also cause thrashing due to the increase in the size of the binary executable file. If the thrashing occurs in the memory, then it leads to the degradation in the performance of the computer.

**Return from void functions in C++**

Void functions are “void” due to the fact that they are not supposed to return values. True, but not completely. We cannot return values but there is something we can surely return from void functions.

A void function can do return

We can simply write return statement in a void fun(). In-fact it is considered a good practice (for readability of code) to write return; statement to indicate end of function.

#include <iostream>

using namespace std;

void fun()

{

cout << "Hello";

// We can write return in void

return;

}

int main()

{

fun();

return 0;

}

Ex:

**A void fun() can return another void function**

// C++ code to demonstrate void()

// returning void()

#include<iostream>

using namespace std;

// A sample void function

void work()

{

    cout << "The void function has returned "

            " a void() !!! \n";

}

// Driver void() returning void work()

void test()

{

    // Returning void function

    return work();

}

int main()

{

    // Calling void function

    test();

    return 0;

}

A void() can return a void value.

A void() cannot return a value that can be used. But it can return a value which is void without giving an error.

Ex:

// C++ code to demonstrate void()

// returning a void value

#include<iostream>

using namespace std;

// Driver void() returning a void value

void test()

{

    cout << "Hello";

    // Returning a void value

    return (void)"Doesn't Print";

}

int main()

{

    test();

    return 0;

}

o/p: Hello

**Pointers in CPP**

Difference between void pointer in C and C++

In C, we can assign the void pointer to any other pointer type without any typecasting, whereas in C++, we need to typecast when we assign the void pointer type to any other pointer type.

#include <stdio.h>

int main()

{

void \*ptr; // void pointer declaration

int \*ptr1; // integer pointer declaration

int a =90; // integer variable initialization

ptr=&a; // storing the address of 'a' in ptr

ptr1=ptr; // assigning void pointer to integer pointer type.

printf("The value of \*ptr1 : %d",\*ptr1);

return 0;

}

In the above program, we declare two pointers 'ptr' and 'ptr1' of type void and integer, respectively. We also declare the integer type variable, i.e., 'a'. After declaration, we assign the address of 'a' variable to the pointer 'ptr'. Then, we assign the void pointer to the integer pointer, i.e., ptr1 without any typecasting because in C, we do not need to typecast while assigning the void pointer to any other type of pointer.

Output

C++ Void Pointer

In C++,

#include <iostream>

using namespace std;

int main()

{

void \*ptr; // void pointer declaration

int \*ptr1; // integer pointer declaration

int data=10; // integer variable initialization

ptr=&data; // storing the address of data variable in void pointer variable

ptr1=(int \*)ptr; // assigning void pointer to integer pointer

std::cout << "The value of \*ptr1 is : " <<\*ptr1<< std::endl;

return 0;

}

In the above program, we declare two pointer variables of type void and int type respectively. We also create another integer type variable, i.e., 'data'. After declaration, we store the address of variable 'data' in a void pointer variable, i.e., ptr. Now, we want to assign the void pointer to integer pointer, in order to do this, we need to apply the cast operator, i.e., (int \*) to the void pointer variable. This cast operator tells the compiler which type of value void pointer is holding. For casting, we have to type the data type and \* in a bracket like (char \*) or (int \*).

**Exception handling**

Exception Handling in C++ is a process to handle runtime errors. We perform exception handling so the normal flow of the application can be maintained even after runtime errors.

In C++, exception is an event or object which is thrown at runtime. All exceptions are derived from std::exception class. It is a runtime error which can be handled. If we don't handle the exception, it prints exception message and terminates the program.

Advantage

It maintains the normal flow of the application. In such case, rest of the code is executed even after exception.

C++ Exception Classes

In C++ standard exceptions are defined in <exception> class that we can use inside our programs. The arrangement of parent-child class hierarchy is shown below:
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All the exception classes in C++ are derived from std::exception class. Let's see the list of C++ common exception classes.

Exception Description

std::exception It is an exception and parent class of all standard C++ exceptions.

std::logic\_failure It is an exception that can be detected by reading a code.

std::runtime\_error It is an exception that cannot be detected by reading a code.

std::bad\_exception It is used to handle the unexpected exceptions in a c++ program.

std::bad\_cast This exception is generally be thrown by dynamic\_cast.

std::bad\_typeid This exception is generally be thrown by typeid.

std::bad\_alloc This exception is generally be thrown by new.

C++ Exception Handling Keywords

In C++, we use 3 keywords to perform exception handling:

try

catch, and

throw

C++ try/catch

In C++ programming, exception handling is performed using try/catch statement. The C++ try block is used to place the code that may occur exception. The catch block is used to handle the exception.

C++ example without try/catch

#include <iostream>

using namespace std;

float division(int x, int y) {

return (x/y);

}

int main () {

int i = 50;

int j = 0;

float k = 0;

k = division(i, j);

cout << k << endl;

return 0;

}

Output:

Floating point exception (core dumped)

C++ try/catch example

#include <iostream>

using namespace std;

float division(int x, int y) {

if( y == 0 ) {

throw "Attempted to divide by zero!";

}

return (x/y);

}

int main () {

int i = 25;

int j = 0;

float k = 0;

try {

k = division(i, j);

cout << k << endl;

}

catch (const char\* e)

{

cerr << e << endl;

}

return 0;

}

Output:

(or)

Attempted to divide by zero!

#include<iostream>

using namespace std;

float divide(int x,int y)

{

    if(y==0)

        throw "Div by zero is impossible";

    return x/y;

}

int main()

{

int a,b;

cout<<"Enter two numbers:";

fflush(stdin);

cin>>a>>b;

try

{

    float res=divide(a,b);

    cout<<"Result="<<res<<endl;

}

catch(const char\* e)

{

    cout<<e<<endl;

}

return 0;

}

Ex:

/\* Write a program to illustrate array index out of bounds exception. \*/

#include <iostream>

using namespace std;

int main() {

int a[5]={1,2,3,4,5},i;

try{

i=0;

while(1){

if(i!=5)

{

cout<<a[i]<<endl;

i++;

}

else

throw i;

}

}

catch(int i)

{

cout<<"Array Index out of Bounds Exception: "<<i<<endl;

}

return 0;

}

Ex:

/\* Write a C++ program to define function that generates exception. \*/

#include<iostream>

using namespace std;

void sqr()

{

int s;

cout<<"\n Enter a number:";

cin>>s;

if (s>0)

{

cout<<"Square="<<s\*s;

}

else

{

throw (s);

}

}

int main()

{

try

{

sqr();

}

catch (int j)

{

cout<<"\n Caught the exception \n";

}

return 0;

}

Multiple catch Statements

It is also possible that a program segment has more than one condition to throw an

exception. In such cases, we can associate more than one catch statement with a try (similar to

switch statement). The format of multiple catch statements is as follows:

try

{

// try block

}

catch (type1 arg)

{

// catch section1

}

catch (type2 arg)

{

// catch section2

}

. . . . . . .

. . . . . . .

catch (typen arg)

{

// catch section-n

}

When an exception is thrown, the exception handlers are searched in the order for an

appropriate mach. The first handler that yields a match is executed. After executing the handler,

the control goes to the first statement after the last catch block for that try. When no match is

found the program will terminate.

It is possible that arguments of several catch statements match the type of exception. In

such cases, the first handler that matches the exception type is executed.

/\*Write a C++ program to throw multiple exceptions and define multiple catch

statement. \*/

#include <iostream>

using namespace std;

void num (int k)

{

try

{

if (k==0) throw k;

else

if (k>0) throw 'P';

else

if (k<0) throw 1.0;

cout<<"\*\*\* end of try block \*\*\*\n";

}

catch(char g)

{

cout<<"Caught a positive value \n";

}

catch (int j)

{

cout<<"caught an null value \n";

}

catch (double f)

{

cout<<"Caught a Negative value \n";

}

cout<<"\*\*\* end of try catch \*\*\*\n \n";

}

int main()

{

cout<<"Demo of Multiple catches"<<endl;

num(0);

num(5);

num(-1);

return 0;

}

Catching Multiple Exceptions

In some situations, we may not able to anticipate all possible types of exceptions and therefore

may not be able to design independent catch handlers to catch them. In such circumstances, we

can create a catch statement to catch all exceptions instead of a certain type alone.

Syntax:

catch(...)

{

// Statements for handling

// all exceptions

}

/\* Write a C++ program to catch multiple exceptions.\*/

#include <iostream>

using namespace std;

void num (int k)

{

try

{

if (k==0) throw k;

else

if (k>0) throw 'P';

else

if (k<0) throw 1.0;

}

catch(...)

{

cout<<"Caught an Exception"<<endl;

}

}

int main()

{

cout<<"Demo of Multiple catches"<<endl;

num(0);

num(5);

num(-1);

return 0;

}

Specifying Exceptions

It is possible to restrict a function to throw only certain specified exceptions. This is

achieved by adding a throw list clause to the function definition. The general form of using an

exception specification is:

return\_type fucntion\_name (parameter list) throw (data type list)

{

// function body

}

The data type list indicates the type of exception that is permitted to be thrown. If we

want to deny a function from throwing any exception, declaring the data type list void as per the

following statement can do this.

throw(); // void or vacant list

/\* Write a C++ program to restrict a function to throw only specified type of

exceptions. \*/

#include<iostream>

using namespace std;

void check (int k) throw(int)

{

if (k==1) throw 'k';

else

if (k==2) throw k;

else

if (k==-2) throw 1.0;

}

int main()

{

try {

check(1);

check(-2);

check(3);

}

catch (char g)

{

cout<<"Caught a character exception \n";

}

catch (int j)

{

cout<<"Caught a character exception \n";

}

catch (double s)

{

cout<<"Caught a double exception \n";

}

cout<<"\n End of main()";

return 0;

}

**C++ User-Defined Exceptions**

The new exception can be defined by overriding and inheriting exception class functionality.

C++ user-defined exception example

Let's see the simple example of user-defined exception in which std::exception class is used to define the exception.

#include <iostream>

#include <exception>

using namespace std;

class MyException : public exception{

public:

const char \* what() const throw()

{

return "Attempted to divide by zero!\n";

}

};

int main()

{

try

{

int x, y;

cout << "Enter the two numbers : \n";

cin >> x >> y;

if (y == 0)

{

MyException z;

throw z;

}

else

{

cout << "x / y = " << x/y << endl;

}

}

catch(exception& e)

{

cout << e.what();

}

}

Output:

Enter the two numbers :

10

2

x / y = 5

Enter the two numbers :

10

0

Attempted to divide by zero!

Dynamic memory Allocation

In C language

we use the malloc() or calloc() functions to allocate the memory dynamically at run time, and free() function is used to deallocate the dynamically allocated memory. C++ also supports these functions, but C++ also defines unary operators such as new and delete to perform the same tasks, i.e., allocating and freeing the memory.

New operator

A new operator is used to create the object while a delete operator is used to delete the object. When the object is created by using the new operator, then the object will exist until we explicitly use the delete operator to delete the object. Therefore, we can say that the lifetime of the object is not related to the block structure of the program.

Syntax

pointer\_variable = new data-type

The above syntax is used to create the object using the new operator. In the above syntax, 'pointer\_variable' is the name of the pointer variable, 'new' is the operator, and 'data-type' defines the type of the data.

Example 1:

int \*p;

p = new int;

In the above example, 'p' is a pointer of type int.

Example 2:

float \*q;

q = new float;

In the above example, 'q' is a pointer of type float.

In the above case, the declaration of pointers and their assignments are done separately. We can also combine these two statements as follows:

int \*p = new int;

float \*q = new float;

Assigning a value to the newly created object

Two ways of assigning values to the newly created object:

We can assign the value to the newly created object by simply using the assignment operator. In the above case, we have created two pointers 'p' and 'q' of type int and float, respectively. Now, we assign the values as follows:

\*p = 45;

\*q = 9.8;

We assign 45 to the newly created int object and 9.8 to the newly created float object.

We can also assign the values by using new operator which can be done as follows:

pointer\_variable = new data-type(value);

int \*p = new int(45);

float \*p = new float(9.8);

Ex:

#include<iostream>

using namespace std;

int main()

{

int \*ptr=new int;

\*ptr=45;

cout<<\*ptr;

}

**Creating a single dimensional array:**

new operator is used to create memory space for any data-type or even user-defined data type such as an array, structures, unions, etc., so the syntax for creating a one-dimensional array is given below:

pointer-variable = new data-type[size];

Examples:

int \*a1 = new int[8];

In the above statement, we have created an array of type int having a size equal to 8 where p[0] refers first element, p[1] refers the first element, and so on.

Delete operator

When memory is no longer required, then it needs to be deallocated so that the memory can be used for another purpose. This can be achieved by using the delete operator, as shown below:

delete pointer\_variable;

In the above statement, 'delete' is the operator used to delete the existing object, and 'pointer\_variable' is the name of the pointer variable.

In the previous case, we have created two pointers 'p' and 'q' by using the new operator, and can be deleted by using the following statements:

delete p;

delete q;

The dynamically allocated array can also be removed from the memory space by using the following syntax:

delete [size] pointer\_variable;

In the above statement, we need to specify the size that defines the number of elements that are required to be freed. The drawback of this syntax is that we need to remember the size of the array. But, in recent versions of C++, we do not need to mention the size as follows:

delete [ ] pointer\_variable;

#include <iostream>

using namespace std

int main()

{

int size; // variable declaration

int \*arr = new int[size]; // creating an array

cout<<"Enter the size of the array : ";

std::cin >> size; //

cout<<"\nEnter the element : ";

for(int i=0;i<size;i++) // for loop

{

cin>>arr[i];

}

cout<<"\nThe elements that you have entered are :";

for(int i=0;i<size;i++) // for loop

{

cout<<arr[i]<<",";

}

delete arr; // deleting an existing array.

return 0;

}

In the above code, we have created an array using the new operator. The above program will take the user input for the size of an array at the run time. When the program completes all the operations, then it deletes the object by using the statement **delete arr**.

**Output**

![C++ Memory Management](data:image/png;base64,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)

(or)

#include<iostream>

using namespace std;

int main()

{

int n;

int \*arr=new int[n];

cout<<"Enter n:";

cin>>n;

cout<<"Enter array elements:";

for(int i=0;i<n;i++)

    cin>>arr[i];

cout<<"Array is\n";

for(int i=0;i<n;i++)

    cout<<arr[i]<<" ";

delete(arr);

}

Advantages of the new operator

The following are the advantages of the new operator over malloc() function:

It does not use the sizeof() operator as it automatically computes the size of the data object.

It automatically returns the correct data type pointer, so it does not need to use the typecasting.

Like other operators, the new and delete operator can also be overloaded.

It also allows you to initialize the data object while creating the memory space for the object.

malloc() vs new in C++

Both the malloc() and new in C++ are used for the same purpose. They are used for allocating memory at the runtime. But, malloc() and new have different syntax. The main difference between the malloc() and new is that the new is an operator while malloc() is a standard library function that is predefined in a stdlib header file.

The new operator constructs an object, i.e., it calls the constructor to initialize an object while malloc() function does not call the constructor. The new operator invokes the constructor, and the delete operator invokes the destructor to destroy the object. This is the biggest difference between the malloc() and new.

The new is an operator, while malloc() is a predefined function in the stdlib header file.

The operator new can be overloaded while the malloc() function cannot be overloaded.

If the sufficient memory is not available in a heap, then the new operator will throw an exception while the malloc() function returns a NULL pointer.

In the new operator, we need to specify the number of objects to be allocated while in malloc() function, we need to specify the number of bytes to be allocated.

In the case of a new operator, we have to use the delete operator to deallocate the memory. But in the case of malloc() function, we have to use the free() function to deallocate the memory.

Syntax of new operator

type reference\_variable = new type name;

where,

type: It defines the data type of the reference variable.

reference\_variable: It is the name of the pointer variable.

new: It is an operator used for allocating the memory.

On the other hand, the memory allocated using malloc() function can be deallocated using the free() function.

Once the memory is allocated using the new operator, then it cannot be resized. On the other hand, the memory is allocated using malloc() function; then, it can be reallocated using realloc() function.

The execution time of new is less than the malloc() function as new is a construct, and malloc is a function.

The new operator does not return the separate pointer variable; it returns the address of the newly created object. On the other hand, the malloc() function returns the void pointer which can be further typecast in a specified type.

ree() function

The free() function is used in C++ to de-allocate the memory dynamically. It is basically a library function used in C++, and it is defined in stdlib.h header file. This library function is used when the pointers either pointing to the memory allocated using malloc() function or Null pointer.

Syntax of free() function

Suppose we have declared a pointer 'ptr', and now, we want to de-allocate its memory:

free(ptr);

The above syntax would de-allocate the memory of the pointer variable 'ptr'.

free() parameters

In the above syntax, ptr is a parameter inside the free() function. The ptr is a pointer pointing to the memory block allocated using malloc(), calloc() or realloc function. This pointer can also be null or a pointer allocated using malloc but not pointing to any other memory block.

If the pointer is null, then the free() function will not do anything.

If the pointer is allocated using malloc, calloc, or realloc, but not pointing to any memory block then this function will cause undefined behavior.

free() Return Value

The free() function does not return any value. Its main function is to free the memory.

1. #include <iostream>
2. #include <cstdlib>
3. **using** **namespace** std;
5. **int** main()
6. {
7. **int** \*ptr;
8. ptr = (**int**\*) malloc(5\***sizeof**(**int**));
9. cout << "Enter 5 integer" << endl;
11. **for** (**int** i=0; i<5; i++)
12. {
13. // \*(ptr+i) can be replaced by ptr[i]
14. cin >>ptr[i];
15. }
16. cout << endl << "User entered value"<< endl;
18. **for** (**int** i=0; i<5; i++)
19. {
20. cout <<\*(ptr+i)  << " ";
21. }
22. free(ptr);
24. /\* prints a garbage value after ptr is free \*/
25. cout << "Garbage Value" << endl;
27. **for** (**int** i=0; i<5; i++)
28. {
29. cout << \*(ptr+i)<< " ";
30. }
31. **return** 0;
32. }

The above code shows how free() function works with malloc(). First, we declare integer pointer \*ptr, and then we allocate the memory to this pointer variable by using malloc() function. Now, ptr is pointing to the uninitialized memory block of 5 integers. After allocating the memory, we use the free() function to destroy this allocated memory. When we try to print the value, which is pointed by the ptr, we get a garbage value, which means that memory is de-allocated.

**Output**

![free vs delete in C++](data:image/png;base64,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)

Let's see how free() function works with a calloc.

#include <iostream>

#include <cstdlib>

using namespace std;

int main()

{

float \*ptr; // float pointer declaration

ptr=(float\*)calloc(1,sizeof(float));

\*ptr=6.7;

std::cout << "The value of \*ptr before applying the free() function : " <<\*ptr<< std::endl;

free(ptr);

std::cout << "The value of \*ptr after applying the free() function :" <<\*ptr<< std::endl;

return 0;

}

In the above example, we can observe that free() function works with a calloc(). We use the calloc() function to allocate the memory block to the float pointer ptr. We have assigned a memory block to the ptr that can have a single float type value.
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#include <iostream>

#include <cstdlib>

using namespace std;

int main()

{

int \*ptr1=NULL;

int \*ptr2;

int x=9;

ptr2=&x;

if(ptr1)

{

std::cout << "Pointer is not Null" << std::endl;

}

else

{

cout<<"Ponter is NULL";

}

free(ptr1);

//free(ptr2); // If this statement is executed, then it gives a runtime error.

return 0;

}

The above code shows how free() function works with a NULL pointer. We have declared two pointers, i.e., ptr1 and ptr2. We assign a NULL value to the pointer ptr1 and the address of x variable to pointer ptr2. When we apply the free(ptr1) function to the ptr1, then the memory block assigned to the ptr is successfully freed. The statement free(ptr2) shows a runtime error as the memory block assigned to the ptr2 is not allocated using malloc or calloc function.

Output

free vs delete in C++

Delete operator

It is an operator used in C++ programming language, and it is used to de-allocate the memory dynamically. This operator is mainly used either for those pointers which are allocated using a new operator or NULL pointer.

Syntax

delete pointer\_name

For example, if we allocate the memory to the pointer using the new operator, and now we want to delete it. To delete the pointer, we use the following statement:

delete p;

To delete the array, we use the statement as given below:

delete [] p;

Some important points related to delete operator are:

It is either used to delete the array or non-array objects which are allocated by using the new keyword.

To delete the array or non-array object, we use delete[] and delete operator, respectively.

The new keyword allocated the memory in a heap; therefore, we can say that the delete operator always de-allocates the memory from the heap

It does not destroy the pointer, but the value or the memory block, which is pointed by the pointer is destroyed.

1. #include <iostream>
2. #include <cstdlib>
3. **using** **namespace** std;
5. **int** main()
6. {
7. **int** \*ptr;
8. ptr=**new** **int**;
9. \*ptr=68;
10. std::cout << "The value of p is : " <<\*ptr<< std::endl;
11. **delete** ptr;
12. std::cout <<"The value after delete is : "  <<\*ptr<< std::endl;
13. **return** 0;
14. }

In the above code, we use the new operator to allocate the memory, so we use the delete ptr operator to destroy the memory block, which is pointed by the pointer ptr.

Output

free vs delete in C++

Let's see how delete works with an array of objects.

#include <iostream>

using namespace std;

int main()

{

int \*ptr=new int[5]; // memory allocation using new operator.

std::cout << "Enter 5 integers:" << std::endl;

for(int i=1;i<=5;i++)

{

cin>>ptr[i];

}

std::cout << "Entered values are:" << std::endl;

for(int i=1;i<=5;i++)

{

cout<<\*(ptr+i)<<endl;

}

delete[] ptr; // deleting the memory block pointed by the ptr.

std::cout << "After delete, the garbage value:" << std::endl;

for(int i=1;i<=5;i++)

{

cout<<\*(ptr+i)<<endl;

}

return 0;

}

Output

free vs delete in C++

Differences between delete and free()

The following are the differences between delete and free() in C++ are:

The delete is an operator that de-allocates the memory dynamically while the free() is a function that destroys the memory at the runtime.

The delete operator is used to delete the pointer, which is either allocated using new operator or a NULL pointer, whereas the free() function is used to delete the pointer that is either allocated using malloc(), calloc() or realloc() function or NULL pointer.

When the delete operator destroys the allocated memory, then it calls the destructor of the class in C++, whereas the free() function does not call the destructor; it only frees the memory from the heap.

The delete() operator is faster than the free() function.