**GS 373 Homework 9**

Due June 7th before 1:30 PM on Canvas

* (100 points): 4 bioinformatics questions (80 points), 1 programming assignment (20 points).
* Bonus programming question (3 points)
* Submit answers to the bioinformatics questions in a Microsoft Word document or PDF via Canvas. Your answers do not need to contain the text of the questions, but they need to be clearly labeled (e.g., 1a., 3b., etc.)

Submit the programming assignment as a separate .py file onto Canvas. The script should be able to be directly run by Python.

**Bioinformatics Questions (80 points)**

1. (15 points) **What HTS assay or combination of assays** could you use to determine the following pieces of information**? Briefly explain the general experimental and computational workflow** needed to obtain the information from the assay(s):
   1. (5 points) The introns and exons of an organism
   2. (5 points) The regulatory targets of a transcription factor
   3. (5 points) The number of copies of each gene in a genome
2. (20 points) Sequencing technologies
   1. (10 points) **Describe the purpose of the emulsion in emulsion PCR**. What would we observe from a given bead if we omitted the emulsion step, but completed the rest of the workflow for randomly sheared genomic DNA?
   2. (10 points) Suppose you are doing a study using **paired-end sequencing of 500bp fragments with 150bp reads**. You obtain a number of reads that align to the reference genome at or near the coordinates below.
      1. What kind of **structural variant** is captured by these reads?
      2. What information can be inferred about the **size and location of this variant**?

**Explain your reasoning.**

|  |  |  |  |
| --- | --- | --- | --- |
| fwd start position | fwd end position | rev start position | rev end position |
| chr1:1000 | chr1:1150 | chr1:1800 | chr1:1950 |

1. (25 points) Hash-based alignment
   1. (10 points) If the average human genome contains 4 million SNPs uniformly randomly distributed amongst the 6 billion bases, **compute the likelihood that a random 100 base short read is not an exact match to the reference**. Ignore sequencing error and **show your work**.
   2. (5 points) Consider a read that aligns to the reference with 3 mismatches. If the read is split into 5 spaced seeds, **what are the minimum and maximum numbers of spaced seeds that map to the correct region of the reference genome**?
   3. (10 points) Describe **one advantage and one disadvantage** of using a hashing-based alignment compared to a Smith-Waterman local alignment.
2. (20 points) Variant calling
   1. (15 points) A genomic position is covered by five observed reads that contain A, T, T, G, T at that position with Phred scores of 25, 6, 6, 20, 15, respectively. **Which single base has the highest likelihood of being correc**t? Show your work.
   2. (5 points) Cancer cells often have structural defects like large duplications. If HTS was applied to cancer tissue with a whole chromosomal duplication, **what are the possible allele ratios of the reads you would expect to see at the loci in that chromosome**? Assume the effects of sequencing error and de novo mutations are minor.

**Programming (20 points)**

**Write a program that computes the log likelihood of a given set of observed reads given each base (A, T, C, or G) in a single genomic position, based on the Phred scores of the nucleotides from the reads.**   
  
The probabilities that each read’s call reflects a sequence error are shown below:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Read | Base call | Q Phred score | P(error) = 10-Q/10 | P(correct) |
| 1 | A | 10 | 0.1 | 0.9 |
| 2 | A | 10 | 0.1 | 0.9 |
| 3 | G | 30 | 0.001 | 0.999 |

In this example, the likelihood *p(A)* for if A is the true base at this position is:

*p(A)= P(Read 1 correct) \* P(Read 2 correct) \* P(Read 3 error)*

*p(G)* could be calculated in the same way for this example set of reads. Problem 4a above is another example calculation.

* **Your program should take an input file from the command line an input file that lists nucleotide calls and corresponding Phred scores from multiple aligned reads.** The input file (“input\_phred.txt”) is formatted such that each line corresponds to a read. The first element in the line is the nucleotide observed in the read, and the second element is its Phred score. The elements are separated by spaces.
* **The program should output the base and the log10(probability) of that base (separated by spaces).**
* **Because these computations require multiplying many small probabilities together, doing them by adding the logarithms of the probabilities will be easier and more accurate**. Remember that adding the logarithms of two numbers is equivalent to multiplying them; e.g.: , and therefore, .
* The math.log10(x) function computes the base 10 logarithm of x. The pow(10,y) function can convert a log10 probability y back into the original probability space. Remember to place import math at the top of your program.

Example usage of your program:

python homework9\_skh.py input\_phred.txt

Nucleotide log10(probability)

A -31.7

C -24.5

T -2.8

G -7.7

**Hints. you may want to …**

* Define a function that converts Phred scores into the log probability that a base is correct.
* Read in your input file into a list of lists or dictionaries, where every element represents a read (line in the file). You can then loop through each read and use its information to calculate its contribution to the probabilities.
* Keep track of log probabilities in a dictionary, where the keys are bases and the value is the log probability calculated so far.

**Optional programming question (3 bonus points):**

**Implement the recursive binary search algorithm.** The binary search algorithm is for finding a value in a sorted list. If you were looking for a specific name in a phonebook, you might first open the book to the middle, then decide whether you are before or after your query, and then repeat your “splitting” on either the first or second half of the book depending on your result. See the figure below for an example.

![File:Binary search into array.png](data:image/png;base64,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)

* Your implementation should work on a large list of non-repeating, sorted integers (like binsearch\_example.txt).
* The input will be this large list and a query number
* The output will be either “Not in the list” or the index where the query number exists in the list.

Example:

python homework9\_skh\_binary.py binsearch\_example.txt 2033

Found on line 11

python homework9\_skh\_binary.py binsearch\_example.txt 20

Not in the list