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**Introduction**

This turned out to be a really interesting project for me. I learned a lot about Ruby programming and this was something that I was willing to learn from a very long time. The tasks in this project gave me an insight into Ruby programming.

The purpose of this report is to demonstrate the workflow that I implemented for successful execution of the tasks.

For writing the code, I did not use any IDE such as IntelliJ IDEA. I used a simple text editor-Notepad++ to write the Ruby and Java programs. I used NetBeans for Java though.

**Task implementation**

This project involves three tasks. The implementation is described separately for each task:

**Task 1: BookShout API Request / Parse**

This task involved parsing a JSON file in Ruby. Initially, I was unsure about the approach, but there were some really useful documentations available online such as ruby-doc.org and tutorialspoint.com that helped me a lot in finding out the methods/functions which were required if we’re parsing a JSON file in Ruby.

We need to use " require ‘json’ " before we parse JSON, so I added this statement. Before this, I ensured I did "gem install json" so that " require ‘json’ " does not return false (I went through the stack overflow link that was provided and I just wanted to be sure I installed the required gems).

Then, to access the JSON file with the help of the REST client library, I wrote:

*url = https://www.bookshout.com/api/books/#{book\_id}.json*

Here, the *#{book\_id}* value would change depending on the argument that we pass when executing the program. Then, for RestClient request, I used the following function:

*response = RestClient.get url, {:accept => :json}*

Now, since we’re passing the book\_ID and the tax\_rate as an argument, in the command line, we need to use "ARGV", which is an input method used to pass values in the script. This is done as follows:

*book\_id = ARGV[0]*

*tax\_rate = ARGV[1].to\_f*

Since the tax rate is a float value, I appended *".to\_f"* to ARGV.

The logic of the program is explained in the following two operations:

Subtotal = current price \* tax rate

Total price = subtotal + current price.

This operation is written in Ruby as follows:

current\_price = ((JSON.parse(response))["current\_price"][1..-1]).to\_f

total\_price = current\_price\*(1 + tax\_rate)

The current price of the book is retrieved using JSON.parse(response), which converts the string to JSON object.

The output which displays the Deception is printed using the puts statement as follows:

*puts "Deception - $#{'%.2f' % total\_price}"*

The output obtained is displayed in the following screenshot:

![](data:image/png;base64,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)

**Task 2: CSV parse**

In order to parse a CSV file in Ruby, we use Ruby’s built-in standard library by using " require ‘csv’ "

Now, similar to the first task, this program is executed by passing an argument in the command line, which in this task is a CSV file. So, we use the following:

csv\_path = ARGV[0]

I then declared the no\_of\_books variable and the sum\_price variable and initialized them to zero. I also declared the most\_exp and least\_exp variable which will be used to return the most expensive and the least expensive book.

no\_of\_books = 0

sum\_price = 0.0

most\_exp = "None"

least\_exp = "None"

max\_price = -1

min\_price = 99999999

I also used the max\_price and the min\_price variable which are initialized to the given values such that they are set to the price of first book in first iteration. This is because the price cannot go below zero, max\_price will always be less than the book price for first row, forcing it to set the max\_price to first book's price initially and similarly for the min\_price.

The CSV file is read as follows:

CSV.foreach(csv\_path) do |row|

In the program, I ensured I have not included headers, so the preceding command explains the same. Here, csv\_path specifies the path where the CSV file is stored on the system.

I included three functions that performed the operation of finding out the average book price, the most expensive, and the least expensive book. These values are printed using the puts statement as follows:

puts "Most Expensive: #{most\_exp}"

puts "Least Expensive: #{least\_exp}"

puts "Average Book Price: #{'%.2f' % (sum\_price/no\_of\_books)}"

The output obtained is shown in the following screenshot:
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The CSV file that I've used (test.csv) consists of eight books and their costs:
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**Task 3: Array implementation of Stack**

The *DynamicStack.java* program uses a dynamic-sized stack. In this Java program, I've used the push, pop, top, and isEmpty operations.

The implementation of these operations is explained in the form of comments of the Java program.

The obtained output is as follows:
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