java语法总结

OOP

构造函数可以调用另一个构造函数，使用this

构造函数没显示给变量赋值，系统给一个默认值，数字是0，boolean为假，对象为null。

final关键字修饰对象，只是引用不能变，对象内容可以修改；

所有类都至少有一个构造函数，如果类没有声明构造函数，系统提供一个默认无参的构造函数，如果已经编写了一个构造函数还想要无参的构造函数，必须自己写一个无参构造函数。

System.out就是System类的静态常量，但是它能绕过Java的语言机制，将out设置到不同的流上，这是个例外。

将类放到包中，将包的声明作为源文件第一个声明

package com.test

class Test()

{

}

Test类就在com.test包中

使用jar将多个class文件制作到jar包内，类库就是这么做的；

包作用域：

public可以被所有其他类使用，private只能被声明他的类使用，啥也不加的能被同一个包下的所有类使用

源文件名必须和类名一样，一个文件只能有一个被声明为public

静态导入

import static java.lang.Math.\* 导入Math类的静态方法和静态变量

静态嵌套类和内部类

接口

public interface IntSeq {

boolean hasNext();

int next;

}

接口的方法默认是public的；

实现类必须将接口的方法声明为public的，否则报错；

如果一个类只实现部分接口方法，那它必须用abstract修饰声明；

可以将子类型不需要转换就赋值给父类型：

Parent p = new Child;

父类型赋值给子类型最好先用instanceof判断一下，然后使用转换后赋值

if (p instanceof Child) {

Child test = (Child)p;

}

继承接口

一个接口可以继承另外一个接口，来提供额外的方法，实现次接口必须将两个接口方法都实现；

一个类可以实现多个接口

public class FileSeq implements IntSeq, Closeable {

...

}

接口中任何变量都是自动是public static final,你无法在接口中拥有实例变量，接口指定行为，而不是状态；

继承

子类覆写父类方法注意函数名一致，函数参数的类型必须一致，不一致就是子类定义了一个新的方法，为了避免这种错误，方法前家注解@override,这个时候如果子类方法中把参数类型修改，编译器直接报错

覆盖一个方法，可以将返回值改为父类方法返回类型的子类型：

public Employee getSupervior();

@override public Manager getSupervior();

构造函数

public Manager(String name, double salary) {

super(name, salary);

bonus = 0;

}

super来调用父类的构造函数；如果子类中忘记调父类构造函数，父类必须有一个无参的，被隐式调用的构造函数。

动态查找

将子类实例变量赋值给一个父类变量，调用这个父类变量的方法是，会实际调用子类对应的方法。这么做可以将所有父类。注意这种情况下只能调用父类中存在的方法(子类覆写后就执行子类的)。如果要执行子类中存在的方法要这么做：

if (emp1 instanceof Manager) {

Manager mgr = (Manager)emp1;

mgr.setBonus(100);

}

final

一个方法声明为final的时候，子类不能覆写它；

抽象类

一个类中定义的方法用abstract修饰，称为抽象方法，对应的类叫抽象类，抽象类不能被实例化。抽象类可以有实现好的非抽象方法。继承了抽象类的方法如果没有实现抽象方法，那它也必须定义成抽象的。

抽象类和接口的区别：抽象类可以有实例变量和构造函数，例如

public abstract Person {

private String name; 实例变量；

public Person(String name) {this.name = name;}

public abstract int getId();

}

protected:

允许同一个包内的访问