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# Syntetyczny opis tematu projektowego

Celem projektu jest stworzenie systemu detekcji i odczytu tablic rejestracyjnych na obrazach przy użyciu języka Python. System będzie wykorzystywał bibliotekę OpenCV do wykrywania tablic rejestracyjnych na obrazach oraz bibliotekę Tesseract do odczytywania znaków z tych tablic.

Projekt składa się z kilku głównych etapów. Na początku zostanie zaimplementowany moduł detekcji tablic rejestracyjnych, który wykorzysta algorytmy przetwarzania obrazu dostępne w bibliotece OpenCV. Moduł ten będzie odpowiedzialny za lokalizację i wyodrębnienie tablic rejestracyjnych na zdjęciach.

Następnie, po wykryciu tablic rejestracyjnych, zostanie użyta biblioteka Tesseract w celu odczytania tablicy. Tesseract jest potężnym narzędziem do rozpoznawania znaków, które można skonfigurować i dostosować do konkretnych wymagań projektu.

W ramach projektu istotne będzie także przetestowanie systemu na różnych zestawach danych testowych, aby ocenić jego skuteczność i dokładność. Będzie to wymagać przygotowania odpowiedniego zbioru testowego.

Projekt detektora tablic rejestracyjnych ma na celu zastosowanie technik przetwarzania obrazu i rozpoznawania znaków w praktycznym zastosowaniu. Może zostać wykorzystany w różnych dziedzinach, takich jak monitorowanie ruchu drogowego, zarządzanie parkingami, identyfikacja pojazdów itp.

# Podział pracy w zespole

<Opis>

# Lokalizacja dokumentacji i kodu projektu

Linki do githuba

<https://github.com/slaweksystem/license-plate-recognition>

# Specyfikacja zastosowanych metodyk projektowych/implementacyjnych

W celu usprawnienia procesu projektowego, oraz odpowiedniego zorganizowania pracy zespołu, zminimalizowaniu ryzyka i zwiększeniu efektywności procesu implementacji wykorzystano poniższe metodyki:

1. Metodyka Agile: Projekt będzie realizowany zgodnie z metodyką Agile, która pozwoli na elastyczne i iteracyjne podejście do procesu tworzenia oprogramowania. Oznacza to, że prace będą podzielone na krótkie iteracje, nazywane sprintami, z regularnymi spotkaniami zespołu w celu omówienia postępu i dostosowania priorytetów.
2. Podział na moduły: Projekt zostanie podzielony na logiczne moduły, które będą realizować różne zadania, takie jak detekcja tablic rejestracyjnych, odczyt znaków, testowanie, interfejs użytkownika itp. Każdy moduł będzie miał dobrze zdefiniowane zadania i interfejsy, co ułatwi współpracę w zespole.
3. Wykorzystanie repozytorium kodu: Zespół będzie korzystał z systemu kontroli wersji Git. Repozytorium kodu zostanie zamieszczone na GitHubie ( <https://github.com/slaweksystem/license-plate-recognition> ) do przechowywania i zarządzania kodem projektu. Pozwoli to na śledzenie zmian, łatwe wprowadzanie poprawek i integrację zmian dokonywanych przez różne osoby.
4. Praca zespołowa: Projekt będzie realizowany jako praca zespołowa, co wymagać będzie efektywnej komunikacji i współpracy między członkami zespołu. Regularne spotkania będą miały na celu synchronizację postępów, omówienie problemów i planowanie dalszych kroków.
5. Dokumentacja: W trakcie projektu zostanie stworzona dokumentacja, która będzie opisywać wszystkie etapy procesu projektowego, wykorzystane metody, konfiguracje środowiska, a także instrukcje dotyczące instalacji, uruchamiania i korzystania z aplikacji.

# Specyfikacja zastosowanych metodyk testowania i zarządzania jakością

1. Testowanie jednostkowe: Przeprowadzane będą testy jednostkowe, które sprawdzą poprawność działania poszczególnych modułów projektu, takich jak detekcja tablic rejestracyjnych i odczyt znaków. Testy te zostaną wykonane na przykładowych danych wejściowych i porównane zostaną oczekiwane wyniki z rzeczywistymi wynikami.
2. Testy z wykorzystaniem puli zdjęć: Wykorzystana zostanie określona pula zdjęć zawierających tablice rejestracyjne, na której przeprowadzane będą testy. Będą one obejmować różne warunki oświetleniowe, perspektywę, skalę i inne czynniki wpływające na jakość obrazu. Testy te pozwolą ocenić skuteczność i dokładność detekcji oraz odczytu tablic rejestracyjnych na różnych przykładach.
3. Zarządzanie jakością: W trakcie implementacji projektu zadba się o wysoką jakość kodu i oprogramowania. Będzie to obejmować przestrzeganie standardów kodowania, stosowanie dobrych praktyk programistycznych oraz regularne inspekcje kodu. Celem jest zapewnienie czytelności, spójności i wysokiej jakości kodu.
4. Monitorowanie błędów: Podczas testowania aplikacji wszelkie wychwycone błędy będą ,rejestrowane do późniejszej analizy. Wszelkie problemy będą adresowane i naprawiane na bieżąco.

W przypadku projektu "Detektor Tablic Rejestracyjnych" testowanie będzie skupione na puli zdjęć z tablicami rejestracyjnymi, aby ocenić skuteczność detekcji i odczytu w różnych warunkach.

# Specyfikacja zastosowanych narzędzi/środowisk implementacyjnych

W celu zrealizowania projektu zastosowano następujące narzędzia:

1. Język programowania: Głównym językiem programowania używanym w projekcie jest Python. Python jest popularnym językiem programowania o czytelnej składni i bogatym ekosystemie bibliotek, co czyni go odpowiednim wyborem do implementacji detektora tablic rejestracyjnych.
2. Kontrola wersji: Git jest wykorzystywany do zarządzania kontrolą wersji kodu. Umożliwia śledzenie zmian w kodzie, łatwe wprowadzanie poprawek oraz effektywną współpracę. W tym projekcie wykorzystano platformę GitHub, która dostarcza hosting repozytoriów Git oraz narzędzia do zarządzania projektem.
3. Środowisko programistyczne: Kod źródłowy projektu jest pisany w środowisku programistycznym Visual Studio Code (VS Code). VS Code to popularne, wieloplatformowe środowisko programistyczne, które oferuje bogate funkcje, takie jak podświetlanie składni, debugowanie, integrację z Git i wiele innych.
4. Biblioteka Gradio: Do implementacji interfejsu użytkownika (GUI) została wykorzystana biblioteka Gradio. Jest to biblioteka Python’owa, która umożliwia tworzenie interaktywnych interfejsów użytkownika dla modeli ML i aplikacji. Biblioteka ta oferuje łatwe w użyciu narzędzia do budowania interaktywnych formularzy i wizualizacji wyników.
5. Jupyter Notebook: Do eksploracji danych, testowania kodu i dokumentowania projektu wykorzystano Jupyter Notebook. Jest to środowisko umożliwiające tworzenie i udostępnianie dokumentów, które łączą kod, tekst oraz wyniki obliczeń. Ułatwia to eksperymentowanie, testowanie i dokumentowanie poszczególnych fragmentów kodu w projekcie.

# Pracochłonność projektu

## Oszacowanie metodą punktów funkcyjnych

1. Zadanie detekcji tablic rejestracyjnych: Wysoka pracochłonność może być przypisana do modułu detekcji tablic rejestracyjnych, który obejmuje przetwarzanie obrazu, wykrywanie konturów, segmentację i rozpoznawanie tablic rejestracyjnych. W tym przypadku, pracochłonność może być większa ze względu na złożoność tych operacji.
2. Odczyt znaków: Moduł odczytu znaków również może być pracochłonny, szczególnie jeśli wymaga zastosowania technik przetwarzania obrazu, uczenia maszynowego lub biblioteki OCR, takiej jak Tesseract. Przetwarzanie obrazu, ekstrakcja cech i rozpoznawanie znaków mogą wymagać znaczącej ilości pracy.
3. Interfejs użytkownika: Implementacja interfejsu użytkownika przy użyciu biblioteki Gradio może być mniej pracochłonna, ponieważ biblioteka ta zapewnia prosty sposób tworzenia formularzy i wizualizacji wyników. Jednakże, w zależności od wymagań i funkcjonalności interfejsu, prace nad dostosowaniem go do potrzeb projektu mogą zwiększyć pracochłonność.

<Opis i wyliczenia>

## Faktyczna pracochłonność

<Dane wynikające z realizacji >

# Wykres Gantta/harmonogram

<Opis>

# Projekt systemu z zastosowaniem wybranej metodyki

<Opis>

# Opis systemu/instrukcja użytkownika

<Opis, z załączeniem zrzutów ekranów>

# Podsumowanie

<Imiona i nazwiska członków zespołu z podpisami >