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# المقدمة

هذا المشروع يهدف إلى بناء نموذج تنبؤ آلي يستطيع تحديد ما إذا كان سيتم الموافقة على طلب قرض أو رفضه اعتمادًا على خصائص مقدم الطلب مثل الدخل، الحالة الاجتماعية، التعليم، ومكان الإقامة. يعتمد النموذج على بيانات تاريخية حقيقية من مؤسسة قروض.

# مراحل بناء النموذج

## استيراد البيانات وتحضيرها

تم تحميل البيانات من ملف CSV، وتنظيف أسماء الأعمدة لتجنب المشكلات البرمجية، ثم **فصل البيانات إلى ميزات (**X**) وهدف (**y**)** وهو حالة القرض.

|  |
| --- |
| df = pd.read\_csv('loan\_prediction.csv')  df.columns = df.columns.str.strip()  X = df.drop(['Loan\_ID', 'Loan\_Status'], axis=1)  y = df['Loan\_Status']  # ------------------------data splitting ------------------------  X\_train, X\_test, y\_train, y\_test = train\_test\_split(  X, y,  test\_size=0.2,  random\_state=42,  stratify=y  ) |

## معالجة القيم المفقودة

تم استخدام SimpleImputer لمعالجة القيم الناقصة:

* الأعمدة الرقمية تم ملؤها بالمتوسط.
* الأعمدة الفئوية تم ملؤها بالقيم الأكثر تكرارًا.

|  |
| --- |
| # ------------------------ معالجة القيم المفقودة ------------------------  # الأعمدة الرقمية  num\_imputer = SimpleImputer(strategy='mean')  num\_cols = ['LoanAmount', 'Loan\_Amount\_Term', 'Credit\_History']  X\_train[num\_cols] = num\_imputer.fit\_transform(X\_train[num\_cols])  X\_test[num\_cols] = num\_imputer.fit(X\_test[num\_cols])  # الأعمدة الفئوية  cat\_imputer = SimpleImputer(strategy='most\_frequent')  cat\_cols = ['Gender', 'Married','Dependents', 'Self\_Employed']  X\_train[cat\_cols] = cat\_imputer.fit\_transform(X\_train[cat\_cols])  X\_test[cat\_cols] = cat\_imputer.fit(X\_test[cat\_cols]) |

## تحويل القيم الفئوية

* تم استخدام LabelEncoder لتحويل بعض القيم الفئوية إلى أرقام.
* OneHotEncoder لتحويل عمود Property\_Area إلى أعمدة ثنائية لتجنّب التأثير الخاطئ للتصنيفات الاسمية.

|  |
| --- |
| # ------------------------ المعالجة الأولية ------------------------  # تحويل الأنواع الفئوية  le = LabelEncoder()  cat\_cols = ['Gender', 'Married', 'Dependents', 'Education', 'Self\_Employed', 'Credit\_History', 'Loan\_Status']  for col in cat\_cols:  X\_train[col] = le.fit\_transform(X\_train[col])  ohe= OneHotEncoder(drop='first', sparse\_output=False)  property\_ohe = ohe.fit\_transform(df[['Property\_Area']])  df\_ohe = pd.DataFrame(property\_ohe, columns=ohe.get\_feature\_names\_out(["Property\_Area"]))  df = pd.concat([df.drop("Property\_Area", axis=1), df\_ohe], axis=1) |

## هندسة الميزات

تم إنشاء ميزتين جديدتين لتعزيز أداء النموذج:

* TotalIncome = دخل مقدم الطلب + دخل الشريك.
* LoanToIncomeRatio = نسبة مبلغ القرض إلى الدخل الكلي.

كما تم تطبيق دالة log1p لتقليل تأثير القيم المتطرفة.

|  |
| --- |
| # ------------------------ هندسة الميزات ------------------------  # إضافة ميزات جديدة  df['TotalIncome'] = df['ApplicantIncome'] + df['CoapplicantIncome']  df['LoanToIncomeRatio'] = df['LoanAmount'] / (df['TotalIncome'] + 1e-6) # تجنب القسمة على صفر  # معالجة القيم المتطرفة  X\_train\_transformed = np.log1p(X\_train) # Log Transformation  X\_test\_transformed = np.log1p(X\_test) # Log Transformation |

## معالجة عدم التوازن

استخدمنا SMOTE (Synthetic Minority Oversampling Technique) لزيادة تمثيل الفئة الأقل (الطلبات المرفوضة ) لتحقيق توازن بين الفئات قبل تدريب النموذج.

|  |
| --- |
| smote = SMOTE(random\_state=42, sampling\_strategy='auto')  X\_res, y\_res = smote.fit\_resample(X\_train\_transformed, y\_train) |

## بناء النموذج

**النموذج المستخدم:**

* **Random Forest Classifier**
* تم ضبطه على:
  + 100 شجرة (n\_estimators=100)
  + عمق شجرة أقصى = 10
  + موازنة الفئات باستخدام class\_weight='balanced'

تم تدريب النموذج على البيانات المعالجة والمتوازنة، ثم اختبار أدائه باستخدام البيانات المختبرة.

|  |
| --- |
| model = RandomForestClassifier(  n\_estimators=100, # عدد الأشجار  max\_depth=10, # الحد الأقصى لعمق الشجرة  random\_state=42,  # enable for best recal  class\_weight='balanced' # لمعالجة عدم التوازن في الفئات    )  model.fit(X\_res, y\_res)  # ----------- التنبؤ والتقييم -----------  y\_pred = model.predict(X\_test) |

## تقييم الأداء

تم قياس أداء النموذج باستخدام عدة مؤشرات:

* **الدقة (Accuracy)**
* **تقرير التصنيف (Classification Report)**

|  |
| --- |
|  |

* **مصفوفة الارتباك (Confusion Matrix)** مع تمثيل حراري باستخدام مكتبة Seaborn.

|  |
| --- |
|  |

* **التحقق المتقاطع (Cross Validation)** لقياس ثبات النموذج على 5 طيات، مع حساب متوسط وانحراف f1-score.

|  |
| --- |
|  |

|  |
| --- |
| print("----- model evaluation -----")  print(f"Accuracy: {accuracy\_score(y\_test, y\_pred):.2f}")  print("\n Confusion Matrix :")  print(confusion\_matrix(y\_test, y\_pred))  print("\n Classification Report :")  print(classification\_report(y\_test, y\_pred))  # ------------------------ مصفوفة الارتباك ------------------------  plt.figure(figsize=(8,6))  sns.heatmap(confusion\_matrix(y\_test, y\_pred),  annot=True,  fmt='d',  cmap='Blues',  xticklabels=['Rejected', 'Approved'],  yticklabels=['Rejected', 'Approved'])  plt.title('Confusion Matrix')  plt.show()  # Cross Validation  scores = cross\_val\_score(model, X\_res, y\_res, cv=5, scoring="f1")  print(f"F1 Scores: {scores}")  print(f"Mean F1: {scores.mean()}")  print(f"STD F1: {scores.std()}") |

# هيكلية المشروع

يتكون مشروع Django من عدة مكونات رئيسية تعمل معًا:

|  |
| --- |
|  |

## Requests\_app :

* **نقاط الوصول (urls.py)**: تُحدد عناوين URL وتربطها بملف ml\_app/urls.py.

|  |
| --- |
| from django.urls import path  from .views import request\_list, request\_create, request\_update, request\_delete, home, report  urlpatterns = [  path('', home, name='home'),  path('report/', report, name='EDA\_REPORT'),  path('requests/', request\_list, name='request\_list'),  path('new/', request\_create, name='request\_create'),  path('edit/<int:pk>/', request\_update, name='request\_update'),  path('delete/<int:pk>/', request\_delete, name='request\_delete'),  ] |

* **الواجهات (views.py)**: تحتوي على منطق معالجة الطلبات؛ حيث يتم استخراج البيانات من الطلب، تطبيق دالة التهيئة (), وتمريرها إلى نموذج التنبؤ. بعد ذلك تُعاد النتائج إلى المستخدم عبر قوالب HTML.
* **النماذج (models.py)**: توفر تعريف بيانات الطلب وتُستخدم في تخزين محفوظات الطلبات.
* **القوالب (templates)**: ملفات HTML التي تُعرض للمستخدم وتُدمج معها البيانات المعالجة والنتائج.

يوجد عدة ملفات في الtemplates كل صفحة ملف html خاص بها ، وملف base.html الرئيسي لكل templates يحوي التنسيق العام للصفحة وhead وكل الوسوم المشتركة.

* صفحة ` EDA\_Report.htm`: تعرض التقرير عن أداء هذا النموذج وبعض البيانات الإحصائية المهمة.
* صفحة `request\_form.html`: تعرض النموذج form للسماح للمستخدم بإدخال بيانات الطلب.
* صفحة `request\_list.html`: تقوم بعرض مجموعة الطلبات الموجودة في قاعدة البيانات مع خيارت الحذف أو التعديل لكل طلب.
* **المعالجة المسبقة (preprocessing)**: نقوم بعملية المعالجة المسبقة للبيانات كما تمت خلال مرحلة تدريب النموذج.

|  |
| --- |
| import joblib  import numpy as np  from django.shortcuts import render, redirect  from .models import Request  from .forms import RequestForm  from .preprocessing import preprocess\_data # Import the preprocessing function  # Load the trained model  model = joblib.load('ml\_model/trained\_randomforest\_model.pkl') # Update the path to your model file  def home(request):  return render(request, 'home.html')  def report(request):  return render(request, 'EDA\_Report.html')  def request\_list(request):  requests = Request.objects.all()  return render(request, 'request\_list.html', {'requests': requests})  def request\_create(request):  if request.method == 'POST':  form = RequestForm(request.POST)  if form.is\_valid():  # Save the request first  new\_request = form.save()  # Preprocess the input data  processed\_data = preprocess\_data(new\_request.Applicant\_Name, new\_request.Gender,new\_request.Married,new\_request.Dependents, new\_request.Education, new\_request.Self\_Employed, new\_request.ApplicantIncome, new\_request.CoapplicantIncome,new\_request.LoanAmount,new\_request.Loan\_Amount\_Term, new\_request.Credit\_History, new\_request.Property\_Area)  # Make a prediction  prediction = model.predict(processed\_data)  # Update the request with the prediction result  new\_request.status = 'approved' if prediction[0] == 1 else 'rejected' # Adjust based on your model's output  new\_request.save()  return redirect('request\_list')  else:  form = RequestForm()  return render(request, 'request\_form.html', {'form': form})  def request\_update(request, pk):  request\_instance = Request.objects.get(pk=pk)  if request.method == 'POST':  form = RequestForm(request.POST, instance=request\_instance)  if form.is\_valid():  form.save()  return redirect('request\_list')  else:  form = RequestForm(instance=request\_instance)  return render(request, 'request\_form.html', {'form': form})  def request\_delete(request, pk):  request\_instance = Request.objects.get(pk=pk)  request\_instance.delete()  return redirect('request\_list') |

## Ml\_app:

يحوي ملفات الموقع الرئيسية، ويحوي ملف urls.py الذي يُحدد عناوين URL وتربطها بالوظائف (views) المناسبة، مما يتيح توجيه الطلبات إلى المنطق الصحيح.

وملف settings.py الذي يحدد الإعدادات الأساسية للموقع.

## Ml\_model:

يحوي ملف البيانات والنموذج المدرب لاستخدامه بالتنبؤ بالطلبات الواردة على المخدم.