# 第一章 绪论

内核线程是一个能被**独立调度**的执行环境

系统的根本样子和能力是由内核决定

“并发”是代表几个应用程序能够同时处于活动状态并竞争各种资源

“独立”是代表每个应用程序能执行自己的任务，无需考虑其他用户的应用程序在干什么

用户程序的非特权模式和内核的特权模式在Unix下被称为用户态和内核态

进程可以理解为一个程序的实例，也就是说一个正在运行的程序，线程是在一个进程内的可以多个线程

操作系统中有一个名叫调度程序的程序，这个程序决定了哪个进程可以执行哪个不可以

但是有一些操作系统是只允许有非抢占式进程，也就说只有进程自愿放弃CPU的时候，程序调度才会被调用

多用户系统中的进程必须是抢占式的，操作系统记录下每个进程占有的CPU时间，并周期性的激活调度程序

微内核操作系统比单块内核（Unix）更加充分地利用了RAM，因为暂且不需要执行的进程可以直接被调出或者撤销

即使模块依赖于某些特殊的硬件特点，但它不依赖于某个固定的硬件平台

模块代码一旦被连接到内核，其作用与静态链接的内核的目标代码完全等价

如果路径名的第一个字符是斜杠“/”那么这个路径就是绝对路径，它的起点是跟目录

如果第一项是目录名或文件名，那么这个路径就是相对路径，它的起点是进程当前的目录

包含在目录中的文件名就是一个文件的硬链接，简称连接，在同一目录或不同的目录中，同一文件可以有几个连接，因此对应不同文件名

软连接的路径名可以指向位于任意一个文件系统的任意文件或目录，甚至可以指向一个不存在的文件

除了设备文件和特殊文件系统文件外，每个文件都是由字符序列组成，文件内容不包含任何控制信息，每个文件都有自己的**索引节点**，文件系统用索引节点来标识文件

文件访问权限的组合用九种不同的二进制来标记，还有三种附加标记

当文件由一个进程创建时，文件拥有者的ID就是该进程的UID，而其用户组ID可以是进程创建者的ID，也可以是父目录的ID，这取决于父目录sgid的值

文件系统是硬盘分区物理组织的用户级视图

每个实际的文件操作必须在内核态下进行

文件描述符表示进程与打开文件之间的交互

同一打开文件对象也许由同一个进程中的几个文件描述符标识

文件系统给每个文件分配一个单独的打开文件对象以及但速度的文件描述符

对普通Unix文件，可以顺序地访问，也可以随机地访问，而对设备文件和命名管道文件通常只能顺序地访问

顺序访问是文件的默认访问方式

Unix内核提供了应用程序可以运行的执行环境

标准的Unix内核只用到了内核态和用户态

当一个程序在用户态下执行时，它不能直接访问内核数据结构或内核的程序，当在内核态是这些限制将不再有效

每种CPU两个状态的切换都提供了特殊的指令

一个程序在执行时一般情况下都是在用户态下执行，只有需要内核所提供的服务时才会切换到内核态，当内核满足了用户程序的请求后，它让程序又回到用户态

内核本身不是一个进程，而是进程的管理者

在单处理器系统中，任何时候只有一个进程在运行，它要么处于内核态要么处于用户态

当一个进程切换到内核态的时候调度程序就会开启定时器，到定时器中断的时候调度程序就会把这个进程切换到用户态

每个中断信号都是由内核中的中断处理程序来处理的

每个进程都会有一个进程描述符，这个描述符包含有关进程当前状态的信息

因为程序计数器中所存的值指向下一条将要执行的指令，所以进程从它停止的地方恢复执行

所有的Unix内核都是可重入的，也就是说可以有若干个进程可以同时在内核态下执行

内核控制路径表示内核处理系统调用、异常或中断所执行的指令序列

每个进程都运行在它私有的地址空间，但有时进程之间也共享部分地址空间

每个内核控制路径都引用它自己的私有内核栈

进程间也能共享部分地址空间，以实现一种进程间通信

临界区：当进程进入临界区之后该进程就必须执行完，它是不能被打断的区域（也就是一段代码）

信号量：也就是一个可以代表这个进程现在的状况的一个量

自旋锁：跟信号量差不多，当一个进程发现锁被另外一个进程锁住时，那么这个进程就会不停地死循环直到锁打开为止

自旋锁在单处理器环境下是无效的

死锁：也就是说当出现了非常复杂的情况的时候就会出现死锁，比如说进程a可以访问c，进程b可以访问d，但是现在进程却要访问d，进程b要访问c，这时候就会形成死锁，死锁会导致很严重的后果，很可能使系统崩溃

所以现在的系统通过按照规定的顺序请求信号量来避免死锁

内核通常要求使用物理内存的连续区域，因此，即使有足够大的内存时，如果它不是连续的大块内存的话，那就会产生内存请求失败

KMA----内核内存分配器，试图满足所有对内存的请求，它由所有的子系统调用包括中断处理程序

Linux在KMA上使用的slab算法

内存分配情况

实际上我们使用的malloc函数并不是马上就给我们分配了一个空间，首先在堆内开辟了一个框架，然后等我们读取的时候会产生一个异常，因为没有对应的内存空间，这时候异常处理函数就会给它分配一个空闲的内存空间

磁盘的读取速度远没有RAM快，所以当进程在执行的时候会首先检查数据是否在RAM中

Sync()是把脏的缓冲区( 缓冲区内容和磁盘块的内容不一样 )周期性地放到磁盘中