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1. Подготовка

Переводим граф в вид матрицы смежности, тип данных unordered\_map. Так как пары не могут самостоятельно хэшироваться, применяем простую функцию для хэширования h1 \* 31 + h2.
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Проходим по строкам и парсим их

void parseString(const string& input, unordered\_map<pair<double, double>, vector<pair<pair<double, double>, double>>, PairHash>& graph) {

    stringstream ss(input);

    string node\_part;

    getline(ss, node\_part, ':');

    double lon1, lat1;

    if (sscanf(node\_part.c\_str(), "%lf,%lf", &lon1, &lat1) != 2) return;

    string edges\_part;

    getline(ss, edges\_part);

    stringstream edges\_ss(edges\_part);

    string edge\_str;

    while (getline(edges\_ss, edge\_str, ';')) {

        double lon2, lat2, weight;

        if (sscanf(edge\_str.c\_str(), "%lf,%lf,%lf", &lon2, &lat2, &weight) != 3) continue;

        graph[{lon1, lat1}].push\_back({{lon2, lat2}, weight});

        graph[{lon2, lat2}].push\_back({{lon1, lat1}, weight});

    }

}

1. BFS

Стандартная реализация. Помещаем стартовую вершину в очередь и помечаем её как посещённую. Извлекаем вершины из очереди и обрабатываем их: для каждой вершины находим её непосещённые соседние вершины, добавляем эти вершины в очередь и помечаем как посещённые. Если мы нашли целевую вершину, возвращаем результат. Если очередь пуста и целевая вершина не найдена, значит, путь не существует.

1. int BFS(const unordered\_map<pair<double, double>, vector<pair<pair<double, double>, double>>, PairHash>& graph,
2. const pair<double, double>& start, const pair<double, double>& finish) {
3. if (!graph.count(start) || !graph.count(finish)) return -1;
4. queue<pair<pair<double, double>, int>> q;
5. unordered\_set<pair<double, double>, PairHash> visited;
6. q.push({start, 0});
7. visited.insert(start);
8. while (!q.empty()) {
9. auto [current\_node, depth] = q.front();
10. q.pop();
11. if (current\_node == finish) return depth;
12. if (graph.count(current\_node)) {
13. for (const auto& edge : graph.at(current\_node)) {
14. if (!visited.count(edge.first)) {
15. visited.insert(edge.first);
16. q.push({edge.first, depth + 1});
17. }
18. }
19. }
20. }
21. return -1;  // Если путь не найден
22. }

Время работы и результат

![](data:image/png;base64,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)

2. DFS

Алгоритм используется для поиска пути (не всегда кратчайшего, есть много контрпримеров) в графе.

int DFS(const unordered\_map<pair<double, double>, vector<pair<pair<double, double>, double>>, PairHash>& graph,

                 const pair<double, double>& start, const pair<double, double>& finish) {

    unordered\_set<pair<double, double>, PairHash> visited;

    stack<pair<pair<double, double>, int>> s;

    s.push({start, 0});

    while (!s.empty()) {

        auto [current, depth] = s.top();

        s.pop();

        if (current == finish) {

            return depth;  // Путь найден, возвращаем глубину (число рёбер)

        }

        if (visited.count(current)){

continue;  // Пропускаем уже посещённые вершины

}

        visited.insert(current);  // Отмечаем вершину как посещённую

        // Если есть рёбра, проходим по ним

        if (graph.count(current)) {

            for (const auto& edge : graph.at(current)) {

                if (!visited.count(edge.first)) {

                    s.push({edge.first, depth + 1});

                }

            }

        }

    }

    return -1;  // Путь не найден

}

DFS использует стек для обхода графа. Алгоритм обходит граф вглубь, то есть идёт по одному пути до конца, а затем возвращается и пробует другие возможные пути. Множество visited гарантирует, что каждая вершина будет обработана только один раз, что предотвращает зацикливание в графах с циклами.

Время работы и результат
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Как мы видим, нашёлся не кратчайший путь, что весьма логично, так как в графе есть циклы.

3. Алгоритм Дейкстры

double dijkstra(const unordered\_map<pair<double, double>, vector<pair<pair<double, double>, double>>, PairHash>& graph,

              const pair<double, double>& start, const pair<double, double>& finish) {

    if (!graph.count(start) || !graph.count(finish)) return -1;

    unordered\_map<pair<double, double>, double, PairHash> dist;

    priority\_queue<pair<double, pair<double, double>>, vector<pair<double, pair<double, double>>>, greater<pair<double, pair<double, double>>>> pq;

    for (const auto& node : graph) dist[node.first] = numeric\_limits<double>::infinity();

    dist[start] = 0;

    pq.push({0, start});

    while (!pq.empty()) {

        auto [d, u] = pq.top();

        pq.pop();

        if (u == finish) return d;

        if (d > dist[u]) continue;

        if (graph.count(u)) {

            for (const auto& edge : graph.at(u)) {

                if (dist[edge.first] > d + edge.second) {

                    dist[edge.first] = d + edge.second;

                    pq.push({dist[edge.first], edge.first});

                }

            }

        }

    }

    return -1;

}

Ищет длину кратчайшего пути во взвешенном графе

**Инициализация**:

* Если одна из вершин (старт или финиш) отсутствует в графе, возвращается -1 (путь не найден).
* Множество **dist** хранит минимальные расстояния от стартовой вершины до каждой другой вершины, инициализируется значением infinity для всех вершин, кроме стартовой (её расстояние равно 0).
* В **приоритетную очередь** pq помещается стартовая вершина с расстоянием 0.

**Основной цикл**:

* Извлекается вершина с минимальным расстоянием из очереди.
* Если текущая вершина — это целевая, то возвращается её расстояние (кратчайший путь найден).
* Если текущее расстояние больше уже найденного для этой вершины, то пропускаем её (это проверка на старые более дорогие пути).
* Для каждой соседней вершины проверяется, можно ли улучшить её расстояние через текущую вершину. Если можно, обновляется расстояние и соседняя вершина добавляется в очередь с новым расстоянием.

**Завершение**:

* Если очередь пуста, значит, путь до целевой вершины не существует (возвращается -1).

Время и результат:
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4. Алгоритм A\*

double euclidean\_distance(const pair<double, double>& p1, const pair<double, double>& p2) {

    return sqrt(pow(p2.first - p1.first, 2) + pow(p2.second - p1.second, 2));

}

double astar(const unordered\_map<pair<double, double>, vector<pair<pair<double, double>, double>>, PairHash>& graph,

            const pair<double, double>& start, const pair<double, double>& finish) {

    if (!graph.count(start) || !graph.count(finish)) return -1;

    unordered\_map<pair<double, double>, double, PairHash> g\_cost;

    unordered\_map<pair<double, double>, double, PairHash> f\_cost;

    priority\_queue<pair<double, pair<double, double>>, vector<pair<double, pair<double, double>>>, greater<pair<double, pair<double, double>>>> pq;

    for (const auto& node : graph) {

        g\_cost[node.first] = numeric\_limits<double>::infinity();

        f\_cost[node.first] = numeric\_limits<double>::infinity();

    }

    g\_cost[start] = 0;

    f\_cost[start] = euclidean\_distance(start, finish);

    pq.push({f\_cost[start], start});

    while (!pq.empty()) {

        auto [f, u] = pq.top();

        pq.pop();

        if (u == finish) return g\_cost[u];

        if (graph.count(u)) {

            for (const auto& edge : graph.at(u)) {

                double tentative\_g\_cost = g\_cost[u] + edge.second;

                if (tentative\_g\_cost < g\_cost[edge.first]) {

                    g\_cost[edge.first] = tentative\_g\_cost;

                    f\_cost[edge.first] = tentative\_g\_cost + euclidean\_distance(edge.first, finish);

                    pq.push({f\_cost[edge.first], edge.first});

                }

            }

        }

    }

    return -1;

}

1. **Основные компоненты**:
   * **g\_cost** — хранит минимальную стоимость пути от стартовой вершины до текущей вершины (по аналогии с Дейкстрой).
   * **f\_cost** — сумма стоимости пути от старта до текущей вершины (g\_cost) и эвристической оценки расстояния от текущей вершины до финиша. Эвристика используется для направления поиска в сторону целевой вершины.
   * **Эвристическая функция** — оценивает расстояние между текущей вершиной и целевой. Здесь используется евклидова метрика.
2. **Инициализация**:
   * Расстояния всех вершин устанавливаются как бесконечность, кроме стартовой вершины, которая инициализируется как 0.
   * Расстояние до финиша для стартовой вершины оценивается через эвристическую функцию (f\_cost[start] = euclidean\_distance(start, finish)).
   * Стартовая вершина помещается в приоритетную очередь с приоритетом по значению f\_cost.
3. **Основной цикл**:
   * Извлекается вершина с минимальным значением f\_cost (приоритетной очередью), что означает, что эта вершина наиболее перспективна для продолжения поиска.
   * Если текущая вершина совпадает с целевой (finish), то возвращается её стоимость пути g\_cost, что означает нахождение кратчайшего пути.
   * Для каждой соседней вершины вычисляется **tentative g\_cost** (временная стоимость пути через текущую вершину). Если она меньше текущего g\_cost для соседней вершины, то обновляется стоимость и рассчитывается её новый f\_cost, после чего она добавляется в очередь.
4. **Завершение**:
   * Если приоритетная очередь пуста, значит путь не найден, и возвращается -1.

Время и результат
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1. Вывод

Длины пути, посчитанные через DFS и BFS оказались различными, так как DFS не всегда находит кратчайший. DFS работает дольше: граф большой, долго идти в глубину, а засчёт ранжирования в BFS мы не посещаем так много вершин.

Длины путей, посчитанные через алгоритм Дейкстры и A\* одинаковые, как и должно быть. Алгоритм Дейкстры работает быстрее: евклидова метрика здесь не дала достаточного прироста производительности, хотя разницу во времени можно объяснить тем, что A\* сначала считал все евклидовы расстояния. Можно попробовать манхэттенскую метрику, что является довольно логичным выбором, если двигаться по, грубо говоря, клетчатой сетке, но в условиях реальной жизни (дороги изогнуты) евклидово расстояние выглядело перспективнее на момент написания кода.