ФЕДЕРАЛЬНОЕ ГОСУДАРСТВЕННОЕ АВТОНОМНОЕ ОБРАЗОВАТЕЛЬНОЕ УЧРЕЖДЕНИЕ ВЫСШЕГО ОБРАЗОВАНИЯ

«НАЦИОНАЛЬНЫЙ ИСCЛЕДОВАТЕЛЬСКИЙ УНИВЕРСИТЕТ ИТМО»

Факультет безопасности информационных технологий

**Дисциплина:**

«Программирование»

**ОТЧЁТ ПО ЛАБОРАТОРНОЙ РАБОТЕ №6**

**Вариант  
2-4**

**Выполнил:**

Студент гр. N3151, Мочеков Семён Сергеевич

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAA6CAMAAAAN8tJ9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAtJJREFUaEPNltGWpDAIRLv//6cX4SYmGBOw1dn70EJRVDjzNJ9vms/nwtKP5F+UK9+/M/2gXtltvXFz9g27stnqu6e4dibNhu+fIfmCHuX/mP/dmXZUc5ZrHyP1hB31B1deOpPurisjIZlHNO9w5W9nknHjmT7Q9yG6Dd03UM5In0lz5Uo22KE2VJkQf8blWZtdV/pOMMeM8Ds+0PfgRWs3tdB3ghnnhEwbLlHb2lOa2Njoh/iMKTEXkdSCtqW3puV0UHERK4I+H9n0Wu5oP5zs1Jn5AsScPrPptSxUxektzZLa14gxZPWhTaslmNJJnnau5iVxs3c2nZZS89mlEd1UvSvwCggTMBbnsamfIozohmpdgVeQGu0U85m59l2DVPsjbrS1K7AK1urvOcVpH+02bNi+Xa4VOtnD5hSsAsLqzOrVwthqHfZnFoaiwdYcvALCxnS1NWstUPbimN6hCyvwCggw2Xb2ptNygTlTsCkg7JzHjf2KjqZgTMCigNAxFgv0R5iPwZOARQHBM9LZWLyHR11Uik0TsCcgDDg/k+YE8/gbbZaCzcXuleQ2mkJgloFNAeGUfDrBL94oJB8gWKL5KgwTsCggLMg8QbCDYQIWBYQ1CecQhnHYExBCBM0kOxjGYU9AiBLxk+xhGoY1ASHBeoXoA4yDsCQg5FhsEX2EeQx2BIQ0s0Wid6qEIQQrAsIVTneJ3tk1M4RgQ0C4yMk62ZVG03kIFgSE64wSyK60otYBsG+g/MQhhOxCr9KtwL2B8it9DtkF1NSReDdQ7qDNIh0QM0fiVJBuosaRDojCQTgD4wbKjVgk8aASHJUR5lJQbkZiyTeQYaQdMJOCcj/d/7dolaHYoQ4D5Rl4Y/jKmV7QuYHyGJNHps/rnoHyKPNDKHv0tgLa00zPpNqx0wqIbzA9s7lEuwbkt1icOYL5q0we5aoORq8zf5jjBIS/4fv9B6d9Hbw44PblAAAAAElFTkSuQmCC)

**Проверил:**

Грозов Владимир Андреевич

Санкт-Петербург

2024

1. **Задание.**

Разработать на языке Python для ОС Linux модуль, содержащий определение заданного типа, и тестовый модуль для pytest, содержащий набор тестов для проверки корректности определения типа.

Модуль состоит из наследника класса set, и принимает в себя только строки формата: Доменное имя.

**II. Исходный код**

Модуль:

import re

class FormatError(Exception):

    pass

class UndoError(Exception):

    pass

class RedoError(Exception):

    pass

class DomainSet(set):

    def \_\_init\_\_(self, \*args):

        super().\_\_init\_\_()

        self.history = []

        self.redo\_stack = []

        if args:

            for item in args[0]:

                self.add(item)

    def \_is\_valid\_domain(self, value):

        pattern = r'^(?:[a-zA-Z0-9-]+\.)+[a-zA-Z]{2,}$'

        return re.match(pattern, value)

    def add(self, value):

        if not isinstance(value, str):

            raise TypeError("Only strings are allowed")

        if not self.\_is\_valid\_domain(value):

            raise FormatError("Invalid domain name format")

        self.history.append(self.copy())

        self.redo\_stack.clear()

        super().add(value)

    def remove(self, value):

        if value not in self:

            raise KeyError(f"{value} not found in set")

        self.history.append(self.copy())

        self.redo\_stack.clear()

        super().remove(value)

    def undo(self):

        if not self.history:

            raise UndoError("No actions to undo")

        self.redo\_stack.append(self.copy())

        previous\_state = self.history.pop()

        self.clear()

        super().update(previous\_state)

    def redo(self):

        if not self.redo\_stack:

            raise RedoError("No actions to redo")

        self.history.append(self.copy())

        next\_state = self.redo\_stack.pop()

        self.clear()

        super().update(next\_state)

Pytest:

import pytest

from lab6ssmN3151 import DomainSet, FormatError, UndoError, RedoError

def test\_add\_valid\_domain():

    dset = DomainSet()

    dset.add("example.com")

    assert "example.com" in dset

def test\_add\_invalid\_domain():

    dset = DomainSet()

    with pytest.raises(FormatError):

        dset.add("1312321/1123")

def test\_add\_non\_string():

    dset = DomainSet()

    with pytest.raises(TypeError):

        dset.add(123)

def test\_remove():

    dset = DomainSet(["example.com"])

    dset.remove("example.com")

    assert "example.com" not in dset

def test\_remove\_nonexistent():

    dset = DomainSet()

    with pytest.raises(KeyError):

        dset.remove("nonexistent.com")

def test\_undo():

    dset = DomainSet(["example.com"])

    dset.add("example.org")

    dset.undo()

    assert "example.org" not in dset

    assert "example.com" in dset

def test\_redo():

    dset = DomainSet(["example.com"])

    dset.add("example.org")

    dset.undo()

    dset.redo()

    assert "example.org" in dset

def test\_undo\_without\_history():

    dset = DomainSet()

    with pytest.raises(UndoError):

        dset.undo()

def test\_redo\_without\_history():

    dset = DomainSet()

    with pytest.raises(RedoError):

        dset.redo()

def test\_undo\_redo\_sequence():

    dset = DomainSet(["example.com"])

    dset.add("example.org")

    dset.undo()

    dset.redo()

    assert "example.org" in dset

def test\_undo\_after\_undo\_redo():

    dset = DomainSet(["example.com"])

    dset.add("example.org")

    dset.undo()

    dset.redo()

    dset.undo()

    assert "example.org" not in dset

    assert "example.com" in dset

def test\_add\_multiple\_valid\_domains():

    dset = DomainSet()

    domains = ["example.com", "test.org", "domain.net"]

    for domain in domains:

        dset.add(domain)

    for domain in domains:

        assert domain in dset

def test\_remove\_multiple\_domains():

    dset = DomainSet(["example.com", "test.org", "domain.net"])

    dset.remove("test.org")

    assert "test.org" not in dset

    assert "example.com" in dset

    assert "domain.net" in dset

def test\_undo\_after\_multiple\_adds():

    dset = DomainSet()

    dset.add("example.com")

    dset.add("test.org")

    dset.add("domain.net")

    dset.undo()

    assert "domain.net" not in dset

    assert "test.org" in dset

    assert "example.com" in dset

def test\_redo\_after\_multiple\_undos():

    dset = DomainSet(["example.com", "test.org", "domain.net"])

    dset.remove("test.org")

    dset.undo()

    dset.undo()

    assert "example.com" in dset

    assert "test.org" in dset

    assert "domain.net" in dset

    dset.redo()

    assert "example.com" in dset

    assert "test.org" not in dset

    assert "domain.net" in dset

def test\_mixed\_operations\_with\_undo\_redo():

    dset = DomainSet()

    dset.add("example.com")

    dset.add("test.org")

    dset.remove("example.com")

    dset.undo()

    dset.add("domain.net")

    dset.redo()

    assert "example.com" in dset

    assert "test.org" in dset

    assert "domain.net" in dset

def test\_redo\_after\_new\_addition():

    dset = DomainSet(["example.com"])

    dset.add("test.org")

    dset.undo()

    dset.add("domain.net")

    with pytest.raises(RedoError):

        dset.redo()

def test\_undo\_redo\_boundary\_conditions():

    dset = DomainSet(["example.com"])

    dset.undo()

    with pytest.raises(UndoError):

        dset.undo()

    dset.redo()

    with pytest.raises(RedoError):

        dset.redo()

def test\_add\_multiple\_valid\_domains():

    dset = DomainSet()

    domains = ["example.com", "test.org", "domain.net"]

    for domain in domains:

        dset.add(domain)

    for domain in domains:

        assert domain in dset

def test\_remove\_multiple\_domains():

    dset = DomainSet(["example.com", "test.org", "domain.net"])

    dset.remove("test.org")

    assert "test.org" not in dset

    assert "example.com" in dset

    assert "domain.net" in dset

def test\_undo\_after\_multiple\_adds():

    dset = DomainSet()

    dset.add("example.com")

    dset.add("test.org")

    dset.add("domain.net")

    dset.undo()

    assert "domain.net" not in dset

    assert "test.org" in dset

    assert "example.com" in dset

def test\_redo\_after\_multiple\_undos():

    dset = DomainSet(["example.com", "test.org", "domain.net"])

    dset.remove("test.org")

    dset.undo()

    assert "example.com" in dset

    assert "test.org" in dset

    assert "domain.net" in dset

    dset.redo()

    assert "example.com" in dset

    assert "test.org" not in dset

    assert "domain.net" in dset

def test\_mixed\_operations\_with\_undo\_redo():

    dset = DomainSet()

    dset.add("example.com")

    dset.add("test.org")

    dset.remove("example.com")

    dset.undo()

    dset.add("domain.net")

    dset.undo()

    dset.redo()

    assert "example.com" in dset

    assert "test.org" in dset

    assert "domain.net" in dset

def test\_redo\_after\_new\_addition():

    dset = DomainSet(["example.com"])

    dset.add("test.org")

    dset.undo()

    dset.add("domain.net")

    with pytest.raises(RedoError):

        dset.redo()

def test\_undo\_redo\_boundary\_conditions():

    dset = DomainSet(["example.com"])

    dset.undo()

    with pytest.raises(UndoError):

        dset.undo()

    dset.redo()

    with pytest.raises(RedoError):

        dset.redo()

def test\_domain\_format\_check():

    dset = DomainSet()

    valid\_domains = ["example.com", "sub.example.co.uk", "test.org", "my-domain.net", "another.test.edu"]

    invalid\_domains = ["example", "test@org", "my\_domain.net", "sub.example.", "example.c"]

    for domain in valid\_domains:

        dset.add(domain)

        assert domain in dset

    for domain in invalid\_domains:

        with pytest.raises(FormatError):

            dset.add(domain)
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