# Architettura

## Modello dati

## API

**Premessa**: il body delle risposte degli endpoints è sempre un oggetto di tipo [infrastructure.net.HttpMessage<T>](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/net.ts#L1).

### Users

* /users
  + [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L34)
    - **Autenticazione richiesta**: no
    - **Request.body**: [application.DTOs.ISignupRequestDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts#L3) (le informazioni necessarie alla registrazione)
    - **Response.body**: infrastructure.net.HttpMessage<boolean> (l'esito della richiesta di registrazione)
    - **Descrizione**: Crea un nuovo utente con le caratteristiche specificate e restituisce l'esito della registrazione.
* /users/rankings
  + [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L91)
    - **Autenticazione richiesta**: no
    - **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IUserRanking](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts" \l "L40)[]> (l'elenco dei rankings)
    - **Descrizione**: Restituisce la classifica dei 10 giocatori migliori, valutati in base a percentuale di vittoria e numero di partite vinte.
* /users/:userId
  + [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L167)
    - **Autenticazione richiesta**: no
    - **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IUserProfile](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts" \l "L35)> (le informazioni del profilo)
    - **Descrizione**: Restituisce tutte le informazioni sull'utente: dati del profilo e valori di ranking.
  + [DELETE](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L216)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<boolean> (l'esito della richiesta di eliminazione account)
    - **Eventi**:
      * UserDeleted
        + **Addressee**: utente il cui account è stato eliminato
      * PendingMatchesChanged
        + **Addressee**: pubblico
      * MatchCanceled
        + **Addressee**: eventuale utente che era in partita con l'utente eliminato
    - **Descrizione**: Elimina l'utente specificato. Questa operazione può essere eseguito solo dall'amministratore. Se presente, la partita in attesa aperta dal giocatore viene chiusa o, nel caso l'utente fosse in partita, questa viene annullata e non conteggiata nello storico delle partite. Le partite già concluse rimarranno invece nello storico.

Tutti messaggi scambiati con l'utente eliminato vengono eliminati.

* /users/:userId/powers
  + [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L315)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IUserPowers](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts" \l "L53)> (le azioni di moderazione disponibili)
    - **Descrizione**: Restituisce un oggetto che descrive quali azioni di moderazione l'utente è autorizzato ad eseguire.
* /users/:userId/ban
  + [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L346)
    - **Autenticazione richiesta**: si
    - **Request.body**: [application.DTOs.IUserBanRequest](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts#L48) (trasporta la durata del ban)
    - **Response.body**: infrastructure.net.HttpMessage<Date> (la data di scadenza del ban)
    - **Eventi**:
      * UserBanned
        + **Addressee**: utente il cui account è stato bannato
      * PendingMatchesChanged
        + **Addressee**: pubblico
      * MatchCanceled
        + **Addressee**: eventuale utente che era in partita con l'utente bannato
    - **Descrizione**: Modifica o rimuove la data di scadenza del ban per l'utente specificato. Questa operazione può essere eseguita solo dagli utenti con grado [infrastructure.identity.Roles.Moderator](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L4) o superiore.

Solo gli utenti con grado [infrastructure.identity.Roles.Administrator](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L5) possono applicare ban permanenti.

Solo gli utenti con grado [infrastructure.identity.Roles.Administrator](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L5) possono applicare ban ad altri utenti con grado [infrastructure.identity.Roles.Administrator](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L5).

* /users/:userId/role
  + [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L432)
    - **Autenticazione richiesta**: si
    - **Request.body**: [application.DTOs.IRoleAssignmentRequestDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts#L62) (trasporta il nuovo ruolo da assegnare)
    - **Response.body**: infrastructure.net.HttpMessage<[Infrastructure.Identity.UserRole](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts" \l "L2)> (il nuovo ruolo assegnato)
    - **Eventi**:
      * UserRoleUpdated
        + **Addressee**: utente il cui ruolo è stato cambiato
        + **Body**: [infrastructure.identity.UserRole](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L2) (il nuovo ruolo assegnato)
    - **Descrizione**: Modifica il ruolo dell'utente specificato. Questa operazione può essere eseguita solo dagli utenti con grado [infrastructure.identity.Roles.Administrator](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/identity.ts#L5).
* /users/:userId/matchHistory
  + [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/UsersRoutes.ts#L477)
    - **Autenticazione richiesta**: no
    - **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IEndedMatchSummaryDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/game.ts#L93)[]> (la lista delle partite)
    - **Descrizione**: Restituisce la lista delle ultime 20 partite giocate dall'utente specificato.

### Auth

* /auth/login
  + [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/AuthRoutes.ts#L50)
    - **Autenticazione richiesta**: no
    - **Response.body**: infrastructure.net.HttpMessage<string> (JWT di accesso)
    - **Descrizione**: Se l'utente identificato dalle credenziali fornite non è bannato fornisce il JWT di accesso, altrimenti restituisce null.

Le tecniche utilizzate per l'invio delle credenziali e la validazione delle richieste sono descritte [qui](https://github.com/snalesso/UniVe.TAW/wiki/Autenticazione).

### Game

* /game/playables
  + [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/GameRoutes.ts#L34)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IPlayablesDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/game.ts" \l "L10)>
    - **Descrizione**: Fornisce le informazioni relative alle partite in attesa disponibili, alla possibilità del giocatore di crearne una, gli ID delle eventuali partite in attesa creata dall'utente e partita a cui sta partecipando
* /game/pendingMatches
  + [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/PendingMatchesRoutes.ts#L40)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<string> (l'ID della partita in attesa creata)
    - **Eventi**:
      * PendingMatchesChanged
        + **Addressee**: pubblico
    - **Descrizione**: Crea una nuova partita in attesa assegnata all'utente identificato tramite il JWT contenuto nella richiesta.
* /game/pendingMatches/:pendingMatchId
  + [DELETE](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/PendingMatchesRoutes.ts#L102)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<boolean> (l'esito dell'operazione)
    - **Eventi**:
      * PendingMatchesChanged
        + **Addressee**: pubblico
    - **Descrizione**: Elimina la partita con l'ID specificato creata dall'utente identificato dal JWT contenuto nella richiesta.
  + [PUT](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/PendingMatchesRoutes.ts#L151)
    - **Autenticazione richiesta**: si
    - **Response.body**: infrastructure.net.HttpMessage<string> (l'ID della partita creata)
    - **Eventi**:
      * PendingMatchesChanged
        + **Addressee**: pubblico
      * PendingMatchJoined
      * **Addressee**: giocatore che ha creato la partita in attesa
      * **Body**: string (ID della partita creata)
  + **Descrizione**: L'utente identificato dal JWT contenuto nella richiesta si unisce alla partita in attesa specificata che diventa quindi una partita vera e propria.
* /game/matches/:matchId
* [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/MatchesRoutes.ts#L40)
  + **Autenticazione richiesta**: si
  + **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IMatchDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/game.ts" \l "L32>)> (informazioni sulla partita)
  + **Descrizione**: Restituisce tutte le informazioni relative alla partita a cui l'utente loggato sta partecipando, e solamente le informazioni visibili dal punto di vista di quel giocatore.
* /game/matches/:matchId/config
* [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/MatchesRoutes.ts#L145)
  + **Autenticazione richiesta**: si
  + **Request.body**: [infrastructure.game.IShipPlacement](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/game.ts#L26) (posizione e orientamento di ogni singola nave)
  + **Response.body**: infrastructure.net.HttpMessage<boolean> (l'esito della configurazione)
  + **Descrizione**: Invia l'elenco dei posizionamenti e degli orientamenti di ogni singola nave, e restituisce l'esito della configurazione.
* /game/matches/:matchId/singleShot
* [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/MatchesRoutes.ts#L255)
  + **Autenticazione richiesta**: si
  + **Request.body**: [infrastructure.game.ISingleShotMatchAction](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/infrastructure/game.ts#L66) (informazioni sull’attacco)
  + **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IAttackResultDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/game.ts#L74)> (il risultato dell'attacco)
  + **Descrizione**: Invia la coordinata da attaccare e restituisce un oggetto che rappresenta l'esito dell'attacco, contenente le celle nemiche coinvolte e i relativi cambiamenti.

### Chat

* /chat
* [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/ChatRoutes.ts#L33)
  + **Autenticazione richiesta**: si
  + **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IChatDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/chat.ts" \l "L20)[]> (la lista delle chat)
  + **Descrizione**: Restituisce la lista degli utenti con cui l'utente specificato può parlare, e per gli utenti con cui ha già parlato il relativo storico dei messaggi scambiati.
* /chat/:userId
* [GET](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/ChatRoutes.ts#L222)
  + **Autenticazione richiesta**: si
  + **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IChatMessageDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/chat.ts" \l "L8)> (la lista dei messaggi)
  + **Descrizione**: Restituisce la lista dei messaggi scambiati con l'utente specificato.
* [POST](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/ChatRoutes.ts#L145)
  + **Autenticazione richiesta**: si
  + **Request.body**: [application.DTOs.INewMessage](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/chat.ts#L3) (il messaggio da inviare)
  + **Response.body**: infrastructure.net.HttpMessage<[application.DTOs.IChatMessageDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/chat.ts#L8)[]> (il messaggio inviato e il relativo timestamp)
  + **Eventi**:
    - YouGotANewMessage
      * **Addressee**: giocatore a cui è indirizzato il messaggio
  + **Body**: [application.DTOs.IChatMessageDto](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/chat.ts#L8)
  + **Descrizione**: Invia un messaggio all'utente specificato e, in caso la consegna vada a buon fine, restituisce il messaggio inviato con il timestamp della consegna.

## Autenticazione

L'autenticazione si basa su [Basic Access Authentication](https://en.wikipedia.org/wiki/Basic_access_authentication) al momento del login, tramite cui si ottiene un [JSON Web Token](https://en.wikipedia.org/wiki/JSON_Web_Token) che viene utilizzato per validare le richieste successive.

Le tecniche utilizzate non si occupano della protezione delle credenziali, che è invece delegata al protocollo HTTPS.

### Basic Access Authentication

La fase di login si effettua inviando all'endpoint </auth/login> una richiesta HTTP di tipo POST contenente l'header Authorization con le credenziali di accesso in formato [Basic](https://en.wikipedia.org/wiki/Basic_access_authentication#Client_side): la stringa Basic <username>:<password> codificata in base 64. [passport-http.BasicStrategy](https://github.com/jaredhanson/passport-http#usage-of-http-basic) si occupa del parsing del campo Authorization, estraendo username e password per poi validarli tramite una [funzione dedicata](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/AuthRoutes.ts#L29).

Questa funzione può passare ad express un oggetto come errore oppure, nel caso le credenziali siano valide, confermare la validazione fornendo un oggetto contenente i dati dell'utente che si vuole mettere a disposizione della funzione dell'endpoint, la quale potrà accedervi tramite il campo user dell'oggetto Request di express.

Nel caso le credenziali siano valide l'endpoint restituisce un JWT generato utilizzando [jsonwebtoken](https://github.com/auth0/node-jsonwebtoken), valido per 7 giorni, contenente il payload [IUserJWTPayload](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/DTOs/identity.ts#L29).

### JSON Web Token

Il JWT viene salvato localmente dal client, per essere poi inserito in tutte le richieste che richiedono l'autenticazione.

Il token viene inviato inserendo nel campo Authorization della richiesta una stringa in formato: Bearer <token>.

La validazione del token è effettuata tramite [express-jwt](https://github.com/auth0/express-jwt), un middleware che si occupa di effettuare il parsing del valore nell'header Authorization, decodificare il token, estrarne il payload e metterlo a dispozione della funzione dell'endpoint tramite il campo user dell'oggetto Request.

express-jwt mette a disposizione la possibilità di specificare una [funzione per la revoca del token](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.WebService/src/application/routing/RoutesBase.ts#L41), utile quando il server ha necessità di invalidare il token prima della sua scadenza. Questa funzionalità viene utilizzata per invalidare il token degli utenti bannati, i quali riceveranno una risposta con codice 401 pur avendo fornito un token valido.

## WebApp

### Registrazione

La pagina di registrazione è mappata sulla route “/signup” e visualizza il component “app/ui/identity/signup/signup.component.ts” il quale mette a disposizione il form per la registrazione, i cui campi sono:

* Username (obbligatorio)
* Password (obbligatorio)
* Ripeti password (obbligatorio)
* Data di nascita (facoltativo)
* Nazione (facoltativo)

Tramite il servizio “app/services/identity.service.ts” effettua la chiamata a “/users:POST” per eseguire la registrazione.

La richiesta di registrazione può essere inviata solo se tutti i campi obbligatori sono stati compilati e se le password inserite nei campi Password e Ripeti Password corrispondono.

### Login

La pagina di login è mappata sulla route “/login” e visualizza il component “app /ui/identity/login/login.component.ts”, il quale mette a disposizione il form per l'autenticazione, i cui campi sono:

* Username
* Password

Tramite il servizio “app/services/identity.service.ts” effettua la [procedura di autenticazione](https://github.com/snalesso/UniVe.TAW/wiki/Autenticazione) per ottenere il JWT necessario alla validazione delle richieste successive.

### Match Finder

Questa pagina fornisce lo strumento per la ricerca e creazione delle partite.

È mappata sulla route “/match-finder”, in cui viene caricato il component “app/ui/game/match-finder/match-finder.component.ts”.

È possibile unirsi alle partite "in attesa" aperte da altri utenti tramite la lista delle partite disponibili, oppure aprirne una propria ed attendere che qualcuno raccolga la sfida.  
Nel caso non si voglia più attendere è sempre possibile chiudere la propria partita in attesa e unirsi ad un'altra partita in attesa.

Quando ci si unisce ad un partita in attesa si viene reindirizzati alla pagina Match ad essa relativa.  
Il reindirizzamento avviene anche nel caso qualcuno si unisca alla partita in attesa creata dall'utente corrente mentre egli si trova nella pagina Match Finder.

### Match

La pagina "Match" visualizza i controlli per la gestione di tutte le fasi di una partita. È mappata sulla route “/match/:matchId” e visualizza il component “app/ui/game/match/match.component.ts”, che a sua volta utilizza i seguenti components:

* “app/ui/game/match/match/fleet-configurator.component.ts”
* “app/ui/game/match/match/own-turn-controller.component.ts”
* “app/ui/game/match/match/enemy-turn-controller.component.ts”
* “app/ui/game/match/match/match-chat.component.ts”

#### Fleet Configurator

Questo component controlla la prima fase della partita: la configurazione del proprio schieramento.

Mette a disposizione i tasti "Randomize" e "Play", i quali permettono rispettivamente di generare un nuovo schieramento randomizzato e di confermalo inviandolo al server.

Una volta che entrambi hanno terminato la fase di schieramento, il component viene chiuso e il controllo torna al parent component (“match.component.ts”) che visualizza i campi dei giocatori e la chat.

#### Own Field Controller & Enemy Field Controller

Questi due componenti visualizzano le griglie dei campi battaglia dei due giocatori.

* “app/ui/game/match/match/own-field-controller.component.ts” rappresenta il campo del giocatore loggato, visualizza le proprie navi e le coordinate colpite dal nemico
* “app/ui/game/match/match/enemy-field-controller.component.ts” rappresenta visualizza le navi nemiche, i punti già colpiti e, durante il proprio turno, permette di sferrare un attacco tramite click sulla coordinata che si vuole colpire.

Il nome dell'avversario inoltre è un link alla pagina del profilo del giocatore.

#### Match chat

La pagina del match visualizza anche la chat fra i 2 utenti in partita. La chat elenca tutti i messaggi scambiati in passato e permette di comunicare durante il match.

### Chat

La pagina "Chat" rappresenta lo strumento per scambiare messaggi privati con qualsiasi utente e visualizzare i lo storico dei messaggi, anche quando non si è in partita. È mappata sulla route “/chat” e visualizza il component “app/ui/game/match/match-chat/match-chat.component.ts”, il quale mostra:

* la lista di tutti gli utenti con cui è possibile scambiare messaggi privati
* l'elenco di tutti i messaggi scambiati con uno specifico utente

### Rankings

La pagina dei rankings permette di visualizzare la classifica dei 10 migliori giocatori, valutati in base alla percentuale di vittorie/sconfitte e al numero partite giocate.

È mappata sulla route “/rankings” ed è rappresentata dal component “app/ui/identity/rankings/rankings.component.ts”.

Per ogni utente in classifica visualizza:

* Username
* Numero della graduatoria
* Percentuale delle partite vinte rispetto al totale delle partite giocate
* Numero di partite vinte
* Numero di partite perse

### Profilo

La pagina profilo permette di visualizzare tutte le informazioni relative ad un utente, comprendendo oltre all'anagrafica dell'account anche lo storico delle partite giocate e i comandi di moderazione (visualizzabili solo dagli utenti con poteri elevati).

È mappata sulla route “/user/:userId” ed è rappresentata dal component “app/ui/identity/users/profile/profile.component.ts”, il quale visualizza al suo interno anche il componente relativo al Match History.

#### Match History

È rappresentato dal component “app/ui/identity/users/match-history/match-history.component.ts” e visualizza l'elenco delle ultime 20 partite giocate, visualizzando per ognuna di queste data e ora, avversario ed esito della partita.

# Installazione

* Visual Studio Code
  + [Link per il download](https://code.visualstudio.com/download)
* Node.js
  + [Link per il download](https://nodejs.org/en/download/)
* MongoDB - Community Server
  + [Link per il download](https://www.mongodb.com/download-center?jmp=nav#community)
  + Assicurarsi che la path della **cartella** che contiene mongod.exe (es. "C:\Program Files\MongoDB\Server\4.0\bin\mongod.exe") sia presente nella variabile di ambiente Path (utente o sistema)
* JDK
  + [Link per il download](https://www.oracle.com/technetwork/java/javase/downloads/index.html)
* Android Studio
  + [Link per il download](https://developer.android.com/studio/)
  + Assicurarsi che le seguenti funzionalità siano installate e i relativi percorsi inseriti nella variabile di ambiente Path:
  + Android SDK Emulator
  + Android SDK Platform-Tools
  + Android SDK Tools
  + Android SDK Build Tools
    - Almeno una versione di Android
* CLI
  + Angular: npm i -g @angular-cli
  + Ionic: npm i -g ionic
  + Cordova: npm i -g cordova
  + gulp: npm i -g gulp-cli
* Packages
  + Eseguire nella shell di VSCode di ogni progetto: npm i

# Avvio

## Avvio web service

* Aprire la cartella UniVe.TAW.WebService
* Eseguire: mongod.cmd
* Aprire la cartella UniVe.TAW.WebService in Visual Studio Code
* Eseguire:
  + Primo avvio: Export dependencies & launch WebService
  + Riavvio: Launch WebService

## Avvio web app

**Importante**: Prima di avviare il client, assicurarsi di che il task "Export dependencies" del progetto WebService sia stato eseguito almeno una volta, tramite il pannello dei task o tramite il debug launcher “Export dependencies & launch WebService“

Aprire la cartella UniVe.TAW.WebSite in Visual Studio Code

* Eseguire il comando: npm start
* Premere: F5

## Avvio mobile app

**Importante**: Prima di avviare il client, assicurarsi di che il task "Export dependencies" del progetto WebService sia stato eseguito almeno una volta, tramite il pannello dei task o tramite il debug launcher “Export dependencies & launch WebService“

* Aprire la cartella UniVe.TAW.Mobile in Visual Studio Code
* Aprire il file [src\app\services\ServiceConstants.ts](https://github.com/snalesso/UniVe.TAW/blob/master/UniVe.TAW.Mobile/src/app/services/ServiceConstants.ts)
* Web browser
  + Impostare l'IP del servizio web a: 127.0.0.1
  + Eseguire il **task**: ionic cordova run browser
* Emulatore Android
  + Impostare l'IP del servizio web a: 10.0.2.2
  + Eseguire il **task**: ionic cordova run android

## Avvio applicazione windows

**Importante**: Prima di avviare il client, assicurarsi di che il task "Export dependencies" del progetto WebService sia stato eseguito almeno una volta, tramite il pannello dei task o tramite il debug launcher “Export dependencies & launch WebService“

* Aprire la cartella UniVe.TAW.Windows in Visual Studio Code
* Eseguire il comando: npm start