ASSIGNMENT-4

1) How to automatically set the height of div to take the height of parent?

A) For the parent div:

style="display: flex;"

For child div:

style="align-items: stretch;"

2) What is the difference in using px, em, pt, vh, vw? Which is the best measuring unit to use? Explain.

A) **Absolute units**

Absolute units are fixed in its size, you can't discuss how long a centimetre is. If you have a case where the exact length is required, you should use absolute units (for example for components which should not be resized). They can also be useful if you want to define restrictions to avoid that areas become too wide or too narrow. Absolute units do not change according to screen size, direction or other variations.

| Unit | Description |  |
| --- | --- | --- |
| cm | centimetres | 1 cm = 1 cm |
| mm | millimetres | 10 mm = 1 cm |
| in | inches | 1 in = 96px = 2.54 cm |
| px | pixels | 1 px = 1/96th of 1 in |
| pt | points | 1 pt = 1/72 of 1 in |
| pc | pica | 1pc = 12 pt |

**Viewport units**

Viewport units represent a percentage of the current browser viewport.  
The difference to percentage units is, that viewport units always being calculated as the percentage of the browser's viewport size. Whereas percentage units inherit the size of their parent element.

| Unit | Description |
| --- | --- |
| vw | 1% of the viewport's width (50% means the half of the viewport width) |
| vh | 1% of the viewport's height (50% means the half of the viewport height) |
| vmin | 1% of viewport's smaller (vw or vh) dimension |
| vmax | 1% of viewport's larger (vw or vh) dimension |

vmin and vmax can change whilst the browser window is resized or the orientation of the mobile phone is changed.  
vmin is the minimum between the viewport's height or width in percentage depending on which is smaller.

vmax is the maximum between the viewport's height or width in percentage depending on which is bigger.

**Relative units**

As opposed to absolute units like pixels, points or centimetres, you can also define sizes in relative units like percentage, em or rem.  
Relative units also [comply with accessibility standards](https://www.w3.org/WAI/WCAG21/Techniques/css/C28.html).  
In most browsers, the default font size is 16px, you can use this value as a basis for calculations (e.g. 16px equals 1em, 1rem or 100%).

| Unit | Description |
| --- | --- |
| % | percentage |
| em | font size of the element (e.g. 2.5em means the font is 2.5 times bigger than the normal font) |
| rem | font size of the root element of the document |
| ch | width of the "0" character, in mono space fonts, where all characters have the same width, 1ch equals 1 character |
| ex | x-height of the current font, measured at the height of the lower case x |

**What is the difference between em and rem?**

The difference lies in the inheritance. The rem value is based on the root element (html). Every child element uses the html font size as their calculation basis.

em on the other hand, is based on the font size of the parent element.

rem makes the calculation of the font size much easier. With nested elements or even multiple nested elements (e.g. lists), the font size no longer has to be calculated in relation to the font size of the parent element. rem always calculates the font size in relation to the html tag.

**The best measuring unit while using fonts is rem while the best unit for setting height and width is %.**

**Because, rem refers to the parent element for sizing; % refers to the viewport height or viewport width while setting element width or height respectively.**

3) How to draw geometrical shapes using CSS and SVG?

A) Using SVG:

To insert a shape, you create an element in the document. Different elements correspond to different shapes and take different parameters to describe the size and position of those shapes. Some are slightly redundant in that they can be created by other shapes, but they're all there for your convenience and to keep your SVG documents as short and as readable as possible. All the basic shapes are shown in the image to the right. The code to generate that looks something like:

![](data:image/png;base64,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)

<?xml version="1.0" standalone="no"?>

<svg width="200" height="250" version="1.1" xmlns="http://www.w3.org/2000/svg">

<rect x="10" y="10" width="30" height="30" stroke="black" fill="transparent" stroke-width="5"/>

<rect x="60" y="10" rx="10" ry="10" width="30" height="30" stroke="black" fill="transparent" stroke-width="5"/>

<circle cx="25" cy="75" r="20" stroke="red" fill="transparent" stroke-width="5"/>

<ellipse cx="75" cy="75" rx="20" ry="5" stroke="red" fill="transparent" stroke-width="5"/>

<line x1="10" x2="50" y1="110" y2="150" stroke="orange" stroke-width="5"/>

<polyline points="60 110 65 120 70 115 75 130 80 125 85 140 90 135 95 150 100 145"

stroke="orange" fill="transparent" stroke-width="5"/>

<polygon points="50 160 55 180 70 180 60 190 65 205 50 195 35 205 40 190 30 180 45 180"

stroke="green" fill="transparent" stroke-width="5"/>

</svg>

Rectangle

The [rect](https://developer.mozilla.org/en-US/Web/SVG/Element/rect" \o "en-US/Web/SVG/Element/rect) element draws a rectangle on the screen. There are 6 basic attributes that control the position and shape of the rectangles on screen. The one on the right has its rx and ry parameters set, giving it rounded corners. If they're not set, they default to 0.

<rect x="10" y="10" width="30" height="30"/>

<rect x="60" y="10" rx="10" ry="10" width="30" height="30"/>

**x**

The x position of the top left corner of the rectangle.

**y**

The y position of the top left corner of the rectangle.

**width**

The width of the rectangle

**height**

The height of the rectangle

**rx**

The x radius of the corners of the rectangle

**ry**

The y radius of the corners of the rectangle

Circle

The [circle](https://developer.mozilla.org/en-US/Web/SVG/Element/circle) element draws a circle on the screen. It takes 3 basic parameters to determine the shape and size of the element.

<circle cx="25" cy="75" r="20"/>

**r**

The radius of the circle.

**cx**

The x position of the center of the circle.

**cy**

The y position of the center of the circle.

Ellipse

An [ellipse](https://developer.mozilla.org/en-US/Web/SVG/Element/ellipse) is a more general form of the circle element, where you can scale the x and y radius (commonly refferred to as the semimajor and semiminor axis in maths) of the circle separately.

<ellipse cx="75" cy="75" rx="20" ry="5"/>

**rx**

The x radius of the ellipse.

**ry**

The y radius of the ellipse.

**cx**

The x position of the center of the ellipse.

**cy**

The y position of the center of the ellipse.

Line

The [line](https://developer.mozilla.org/en-US/Web/SVG/Element/line) element takes the positions of two points as parameters and draws a straight line between them.

<line x1="10" x2="50" y1="110" y2="150"/>

**x1**

The x position of point 1.

**y1**

The y position of point 1.

**x2**

The x position of point 2.

**y2**

The y position of point 2.

Polyline

A [polyline](https://developer.mozilla.org/en-US/Web/SVG/Element/polyline) is a group of connected straight lines. Since the list of points can get quite long, all the points are included in one attribute:

<polyline points="60 110, 65 120, 70 115, 75 130, 80 125, 85 140, 90 135, 95 150, 100 145"/>

A list of points, each number separated by a space, comma, EOL, or a line feed character. Each point must contain two numbers, an x coordinate and a y coordinate. So the list (0,0), (1,1) and (2,2) could be written: "0 0, 1 1, 2 2".

Polygon

A [polygon](https://developer.mozilla.org/en-US/Web/SVG/Element/polygon) is similar to a polyline in that it is composed of straight line segments connecting a list of points. For polygons though, the path automatically connects the last point with the first, creating a closed shape. Note that a rectangle is a type of polygon, so a polygon can be used to create a <rect/> element in cases where you need a little more flexibility.

<polygon points="50 160, 55 180, 70 180, 60 190, 65 205, 50 195, 35 205, 40 190, 30 180, 45 180"/>

A list of points, each number separated by a space, comma, EOL, or a line feed character. Each point must contain two numbers, an x coordinate and a y coordinate. So the list (0,0), (1,1) and (2,2) could be written: "0 0, 1 1, 2 2". The drawing then closes the path, so a final straight line would be drawn from (2,2) to (0,0).

Path

A [path](https://developer.mozilla.org/en-US/Web/SVG/Element/path) is probably the most general shape that can be used in SVG. Using a path element, you can draw rectangles (with or without rounded corners), circles, ellipses, polylines, and polygons. Basically any of the other types of shapes, bezier curves, quadratic curves, and many more. For that reason, [the next section](https://developer.mozilla.org/en-US/Web/SVG/Tutorial/Paths) in this tutorial will be focused on paths, but for now, note that there is a single parameter used to control its shape.

<path d="M20,230 Q40,205 50,230 T90,230" fill="none" stroke="blue" stroke-width="5"/>

Using CSS:

inset()

The inset() type defines a rectangle, which may not seem very useful as simply floating an item will give you a rectangular shape around it. However the inset() types enables the definition of offsets, thus pulling the content in over the shape.

Therefore inset() takes four values for the top, right, bottom and left values plus a final value for border-radius. The below CSS creates a rectangular shape inset from the reference box of the floated element 20 pixels from the top and bottom and 10 pixels from the left and right, with a border-radius value of 10 pixels.

.shape {

float: left;

shape-outside: inset(20px 10px 20px 10px round 10px);

}

circle()

The circle() value for shape-outside can accept two possible arguments. The first is the shape-radius.

Both circle() and ellipse() values for shape-outside are specified as accepting this argument of <shape-radius>. This argument can be a length or percentage but can also be one of the keywords closest-side or farthest-side.

The keyword **closest-side** uses the length from the centre of the shape to the closest side of the reference box. For circles, this is the closest side in any dimension. For ellipses, this is the closest side in the radius dimension.

The keyword **farthest-side** uses the length from the centre of the shape to the farthest side of the reference box. For circles, this is the farthest side in any dimension. For ellipses, this is the farthest side in the radius dimension.

The second argument is a position. If omitted this will be set to centre. However, you can use any valid position here to indicate the position of the centre of the circle.

Our circle therefore accepts one radius value, which may be a length, a percentage or the closest-side or farthest side keyword then optionally the keyword **at** followed by a position value.

img {

float: left;

shape-outside: circle(50% at 60%);

}

ellipse()

An ellipse is essentially a squashed circle and so ellipse() acts in a very similar way to circle() except that we have to specify two radii x and y in that order.

These may then be followed by position values as with circle() to move the centre of the ellipse around. In the example below we have an ellipse with an x radius of 40%, a y radius of 50% and the position being left.

Example:

.shape {

float: left;

shape-outside: ellipse (40% 50% at left);

margin: 20px;

width: 100px;

height: 200px;

}

polygon()

The final Basic Shape is the most complex and enables the creation of many side shapes by way of creating a polygon(). This shape accepts three or more pairs of values (a polygon must at least draw a triangle).

Example:

.shape {

float: left;

shape-outside: polygon(0px 0px, 0px 189px, 100.48% 94.71%, 200px 120px, 80.67% 37.17%);

width: 200px;

height: 200px;

}