**Работа с SqlDataAdapter и DataSet**

**SqlDataAdapter и DataSet**

Ранее для получения данных мы использовали объект SqlDataReader, с помощью которого построчно можно перебрать ответ от сервера базы данных. Но есть и другой способ, который демонстрирует использование объектов SqlDataAdapter и DataSet. DataSet представляет хранилище данных, с которыми можно работать независимо от наличия подключения, а SqlDataAdapter заполняет DataSet данными из БД.

Для получения данных через объект SqlDataAdapter необходимо организовать подключение к БД и выполнить команду SELECT. Есть несколько способов создания SqlDataAdapter:

|  |  |
| --- | --- |
| 1  2  3  4 | SqlDataAdapter adapter = new SqlDataAdapter();  SqlDataAdapter adapter = new SqlDataAdapter(command);  SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);  SqlDataAdapter adapter = new SqlDataAdapter(sql, connectionString); |

* Можно использовать конструктор без параметров, а команду SELECT и подключение установить позже
* Можно передать в конструктор объект SqlCommand
* Можно в конструкторе установить sql-выражение SELECT и объект SqlConnection
* Можно в конструкторе установить sql-выражение SELECT и строку подключения

Рассмотрим, как получить данные в DataSet через SqlDataAdapter. Для работы с DataSet особенно удобно использовать элементы управления, которые могут заполняться из внешнего источника данных, например, DataGridView в Windows Forms. Поэтому создадим новый проект по типу Windows Forms Application.

Добавим на единственную форму в проекте элемент DataGridView и определим следующий код формы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | using System.Data;  using System.Windows.Forms;  using System.Data.SqlClient;    namespace AdoNetWinFormsApp  {      public partial class Form1 : Form      {          public Form1()          {              InitializeComponent();                string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";              string sql = "SELECT \* FROM Users";              using (SqlConnection connection = new SqlConnection(connectionString))              {                  connection.Open();                  // Создаем объект DataAdapter                  SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);                  // Создаем объект Dataset                  DataSet ds = new DataSet();                  // Заполняем Dataset                  adapter.Fill(ds);                  // Отображаем данные                  dataGridView1.DataSource = ds.Tables[0];              }          }      }  } |

В конструкторе формы в DataGridView загружаются данные. Для загрузки данных создается объект SqlDataAdapter, который принимает объект подключения и sql-выражение SELECT. Затем создается объект DataSet и с помощью метода adapter.Fill() в него загружаются данные. Дальше происходит установка источника данных для DataGridView:

|  |  |
| --- | --- |
| 1 | dataGridView1.DataSource = ds.Tables[0]; |

В качестве источника устанавливается одна из таблиц в DataSet. Каждая таблица представляет объект DataTable, и в DataSet может быть определено несколько таких таблиц. Но в данном случае при выборке в DataSet есть только одна таблица, которую мы можем получить из коллекции Tables по индексу.
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## Постраничный просмотр в SqlDataAdapter

В прошлой теме была рассмотрена загрузка данных через SqlDataAdapter в DataSet с последующим отображением в DataGridView. Однако если в базе данных очень много строк, то для более комфортной работы может потребоваться разбить эти данные на отдельные куски или страницы. Используя DataGridView очень легко сделать постраничный просмотр объект. Для этого определим на форме DataGridView и две кнопки - backButton и nextButton соответственно для перехода назад и вперед.

Затем определим следующий код формы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 | using System;  using System.Data;  using System.Data.SqlClient;  using System.Windows.Forms;    namespace PagingApp  {      public partial class Form1 : Form      {          int pageSize = 5; // размер страницы          int pageNumber = 0; // текущая страница          string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";          SqlDataAdapter adapter;          DataSet ds;          public Form1()          {              InitializeComponent();                dataGridView1.SelectionMode = DataGridViewSelectionMode.FullRowSelect;              dataGridView1.AllowUserToAddRows = false;                using (SqlConnection connection = new SqlConnection(connectionString))              {                  adapter = new SqlDataAdapter(GetSql(), connection);                    ds = new DataSet();                  adapter.Fill(ds, "Users");                  dataGridView1.DataSource = ds.Tables[0];                  dataGridView1.Columns["Id"].ReadOnly = true;              }          }          // обработчик кнопки Вперед          private void nextButton\_Click(object sender, EventArgs e)          {              if (ds.Tables["Users"].Rows.Count < pageSize) return;                pageNumber++;              using (SqlConnection connection = new SqlConnection(connectionString))              {                  adapter = new SqlDataAdapter(GetSql(), connection);                    ds.Tables["Users"].Rows.Clear();                    adapter.Fill(ds,"Users");              }          }          // обработчик кнопки Назад          private void backButton\_Click(object sender, EventArgs e)          {              if (pageNumber==0) return;              pageNumber--;                using (SqlConnection connection = new SqlConnection(connectionString))              {                  adapter = new SqlDataAdapter(GetSql(), connection);                    ds.Tables["Users"].Rows.Clear();                    adapter.Fill(ds, "Users");              }          }            private string GetSql()          {              return "SELECT \* FROM Users ORDER BY Id OFFSET ((" + pageNumber + ") \* " + pageSize + ") " +                  "ROWS FETCH NEXT " + pageSize + "ROWS ONLY";          }      }  } |

Переменная pageSize определяет количество строк на одной странице, а переменная pageNumber будет хранить номер текущей просматриваемой страницы.

Запрос к базе данных будет создаваться с помощью функции GetSql().

В обработчике кнопки Вперед увеличивается текущая страница на единицу и производится запрос. В обработчике кнопки Назад уменьшается счетчик текущей страницы.
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## SqlCommandBuilder и сохранение изменений DataSet в базе данных

Получив данные в DataSet, мы можем производить с ними различными операции: удалять, изменять, добавлять новые записи. Однако все делаемые нами изменения автоматически не будут сохраняться в БД. Для этого нам еще надо вызвать метод **Update** объекта SqlDataAdapter, который заполнял DataSet.

Для модификации данных в БД в соответствии с изменениями в DataSet SqlDataAdapter использует команды InsertCommand, UpdateCommand иDeleteCommand. Мы можем сами определить для этих команд sql-выражения, либо мы можем воспользоваться классом **SqlCommandBuilder**, который позволяет автоматически сгенерировать нужные выражения. Используем SqlCommandBuilder:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | static string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";  static void Main(string[] args)  {      string sql = "SELECT \* FROM Users";      using (SqlConnection connection = new SqlConnection(connectionString))      {          connection.Open();          SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);          DataSet ds = new DataSet();          adapter.Fill(ds);            DataTable dt = ds.Tables[0];          // добавим новую строку          DataRow newRow = dt.NewRow();          newRow["Name"] = "Alice";          newRow["Age"] = 24;          dt.Rows.Add(newRow);            // создаем объект SqlCommandBuilder          SqlCommandBuilder commandBuilder = new SqlCommandBuilder(adapter);          adapter.Update(ds);          // альтернативный способ - обновление только одной таблицы          //adapter.Update(dt);          // заново получаем данные из бд          // очищаем полностью DataSet          ds.Clear();          // перезагружаем данные          adapter.Fill(ds);            foreach (DataColumn column in dt.Columns)              Console.Write("\t{0}", column.ColumnName);          Console.WriteLine();          // перебор всех строк таблицы          foreach (DataRow row in dt.Rows)          {              // получаем все ячейки строки              var cells = row.ItemArray;              foreach (object cell in cells)                  Console.Write("\t{0}", cell);              Console.WriteLine();          }      }      Console.Read();  } |

![SqlCommandBuilder в ADO.NET](data:image/png;base64,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)

Здесь после загрузки данных создается новая строка, которая затем добавляется в DataTable. При вызове у адаптера метода Update()происходит анализ изменений, которые произошли. И после этого выполняется соответствующая команда. В данном случае так как идет добавление новой строки, то будет выполняться команда InsertCommand. Однако в данном коде мы нигде явным образом не задаем эту команду, за нас все автоматически делает SqlCommandBuilder. Для применения этого класса достаточно вызвать его конструктор, в который передается нужный адаптер:

|  |  |
| --- | --- |
| 1 | SqlCommandBuilder commandBuilder = new SqlCommandBuilder(adapter); |

Причем больше нигде в коде вы этот объект не вызываем.

При необходимости мы можем получить sql-выражения используемых команд:

|  |  |
| --- | --- |
| 1  2  3 | Console.WriteLine(commandBuilder.GetUpdateCommand().CommandText);  Console.WriteLine(commandBuilder.GetInsertCommand().CommandText);  Console.WriteLine(commandBuilder.GetDeleteCommand().CommandText); |

В моем случае команда обновления будет выглядеть так:

|  |  |
| --- | --- |
| 1 | UPDATE [Users] SET [Name]=@p1, [Age]=@p2 WHERE (([Id]=@p3) AND ([Name]=@p4) AND ([Age]=@p5)) |

Команда вставки:

|  |  |
| --- | --- |
| 1 | INSERT INTO [Users] ([Name],[Age]) VALUES (@p1, @p2) |

Команда удаления:

|  |  |
| --- | --- |
| 1 | DELETE FROM [Users] WHERE (([Id]=@p1) AND ([Name]=@p2) AND ([Age]=@p3)) |

## Обновление БД из DataSet вручную

Хотя в предыдущей теме объект SqlCommandBuilder позволял нам автоматически создать все нужные выражения для обновления данных в БД из DataSet, но все же этот способ имеет свои недостатки. Например, взглянем на следующий кусочек кода, который использовался в прошлой теме:

|  |  |
| --- | --- |
| 1  2  3  4 | SqlCommandBuilder commandBuilder = new SqlCommandBuilder(adapter);  adapter.Update(ds);  ds.Clear();  adapter.Fill(ds); |

После обновления происходит очистка DataSet и перезагрузка данных, что снижает производительность приложения. Хотя в DataTable у нас уже добавлена строка с новыми данными, и в ней не хватает только id - значения, которое генерируется самой базой данных при добавлении. Без id нам трудно будет управлять данными, мы не сможем их автоматически через тот же SqlCommandBuilder обновлять или удалять. Поэтому в идеале хотелось бы избежать и перезагрузки данных и в то же время получить id новой записи при выполнении метода adapter.Update. И более гибкий способ состоит в том, что мы сами вручную определяем все те выражения, которые будут выполняться.

Итак, добавим в базу данных следующую хранимую процедуру:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | CREATE PROCEDURE [dbo].[sp\_CreateUser]      @name nvarchar(50),      @age int,      @Id int out  AS      INSERT INTO Users (Name, Age)      VALUES (@name, @age)        SET @Id=SCOPE\_IDENTITY()  GO |

В качестве входных параметров она принимает имя и возраст пользователя и возвращает его id.

Теперь изменим код из прошлой темы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | static string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";  static void Main(string[] args)  {      string sql = "SELECT \* FROM Users";      using (SqlConnection connection = new SqlConnection(connectionString))      {          connection.Open();          SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);          SqlCommandBuilder commandBuilder = new SqlCommandBuilder(adapter);            // устанавливаем команду на вставку          adapter.InsertCommand = new SqlCommand("sp\_CreateUser", connection);          // это будет зранимая процедура          adapter.InsertCommand.CommandType = CommandType.StoredProcedure;          // добавляем параметр для name          adapter.InsertCommand.Parameters.Add(new SqlParameter("@name", SqlDbType.NVarChar, 50, "Name"));          // добавляем параметр для age          adapter.InsertCommand.Parameters.Add(new SqlParameter("@age", SqlDbType.Int, 0, "Age"));          // добавляем выходной параметр для id          SqlParameter parameter = adapter.InsertCommand.Parameters.Add("@Id", SqlDbType.Int, 0, "Id");          parameter.Direction = ParameterDirection.Output;            DataSet ds = new DataSet();          adapter.Fill(ds);            DataTable dt = ds.Tables[0];          // добавим новую строку          DataRow newRow = dt.NewRow();          newRow["Name"] = "Kris";          newRow["Age"] = 26;          dt.Rows.Add(newRow);            adapter.Update(ds);          ds.AcceptChanges();          foreach (DataColumn column in dt.Columns)              Console.Write("\t{0}", column.ColumnName);          Console.WriteLine();          // перебор всех строк таблицы          foreach (DataRow row in dt.Rows)          {              // получаем все ячейки строки              var cells = row.ItemArray;              foreach (object cell in cells)                  Console.Write("\t{0}", cell);              Console.WriteLine();          }      }      Console.Read();  } |

![InsertCommand и SqlDataAdapter](data:image/png;base64,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)

Здесь также используется SqlCommandBuilder, но теперь из-за переустановки свойства adapter.InsertCommand выполнение добавления нового объекта будет переопределено.

При определении выходного параметра мы указываем, что он будет называться "@Id" и будет возвращать значение для столбца Id в DataTable:

|  |  |
| --- | --- |
| 1 | adapter.InsertCommand.Parameters.Add("@Id", SqlDbType.Int, 0, "Id"); |

В итоге при выполнении метода adapter.Update() id автоматически попадет в DataTable. При этом операции по обновлению и удалению мы можем использовать те же, что предоставляет SqlCommandBuilder.

И после обновления базы данных с помощью метода AcceptChanges() объекта DataSet производится принятие всех изменений в DataSet ко всем измененным строкам.

## Все операции с БД в графическом приложении

Ранее мы рассмотрели, как удобно загружать данные в приложении Windows Forms в элемент DataGridView через DataSet. Теперь определим полнофункциональную форму, через которую мы сможем производить все стандартные CRUD операции в базе данных.

Итак, определим форму, на которой будет элемент DataGridView и три кнопки для добавления, удаления и сохранения изменений. Форма в итоге будет выглядеть примерно следующим образом:
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Код формы будет выглядеть следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63 | using System;  using System.Data;  using System.Windows.Forms;  using System.Data.SqlClient;    namespace AdoNetWinFormsApp  {      public partial class Form1 : Form      {          DataSet ds;          SqlDataAdapter adapter;          SqlCommandBuilder commandBuilder;          string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";          string sql = "SELECT \* FROM Users";            public Form1()          {              InitializeComponent();                dataGridView1.SelectionMode = DataGridViewSelectionMode.FullRowSelect;              dataGridView1.AllowUserToAddRows = false;                using (SqlConnection connection = new SqlConnection(connectionString))              {                  connection.Open();                  adapter = new SqlDataAdapter(sql, connection);                    ds = new DataSet();                  adapter.Fill(ds);                  dataGridView1.DataSource = ds.Tables[0];                  // делаем недоступным столбец id для изменения                  dataGridView1.Columns["Id"].ReadOnly = true;              }            }          // кнопка добавления          private void addButton\_Click(object sender, EventArgs e)          {              DataRow row = ds.Tables[0].NewRow(); // добавляем новую строку в DataTable              ds.Tables[0].Rows.Add(row);          }          // кнопка удаления          private void deleteButton\_Click(object sender, EventArgs e)          {              // удаляем выделенные строки из dataGridView1              foreach(DataGridViewRow row in dataGridView1.SelectedRows)              {                  dataGridView1.Rows.Remove(row);              }          }          // кнопка сохранения          private void saveButton\_Click(object sender, EventArgs e)          {              using (SqlConnection connection = new SqlConnection(connectionString))              {                  connection.Open();                  adapter = new SqlDataAdapter(sql, connection);                  commandBuilder = new SqlCommandBuilder(adapter);                  adapter.InsertCommand = new SqlCommand("sp\_CreateUser", connection);                  adapter.InsertCommand.CommandType = CommandType.StoredProcedure;                  adapter.InsertCommand.Parameters.Add(new SqlParameter("@name", SqlDbType.NVarChar, 50, "Name"));                  adapter.InsertCommand.Parameters.Add(new SqlParameter("@age", SqlDbType.Int, 0, "Age"));                    SqlParameter parameter = adapter.InsertCommand.Parameters.Add("@Id", SqlDbType.Int, 0, "Id");                  parameter.Direction = ParameterDirection.Output;                    adapter.Update(ds);              }          }      }  } |

Здесь для добавления объекта мы будем обращаться к хранимой процедуре sp\_CreateUser, которая была добавлена в базу данных в прошлой теме.

В конструкторе данные загружаются в DataSet, первая таблица которого устанавливается в качестве источника данных для dataGridView1:

|  |  |
| --- | --- |
| 1 | dataGridView1.DataSource = ds.Tables[0]; |

Также в конструкторе устанавливается полное выделение строки и запрет на ручное добавление новых строк:

|  |  |
| --- | --- |
| 1  2 | dataGridView1.SelectionMode = DataGridViewSelectionMode.FullRowSelect;  dataGridView1.AllowUserToAddRows = false; |

В обработчике кнопки добавления создается новая строка, которая добавляется в таблицу объекта DataSet. И так как мы ранее установили привязку к источнику данных, то автоматически новая строка также будет добавляться и в dataGridView1:

|  |  |
| --- | --- |
| 1  2  3  4  5 | private void addButton\_Click(object sender, EventArgs e)  {      DataRow row = ds.Tables[0].NewRow(); // добавляем новую строку в DataTable      ds.Tables[0].Rows.Add(row);  } |

В обработчике кнопки удаления удаляются выделенные строки в dataGridView1. Опять же в силу привязки к источнику данных будет также происходить удаление и из таблицы в DataSet:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | private void deleteButton\_Click(object sender, EventArgs e)  {      foreach(DataGridViewRow row in dataGridView1.SelectedRows)      {          dataGridView1.Rows.Remove(row);      }  } |

Для обновления на не нужна никакая кнопка, так как мы можем нажать на любую ячейку таблицы (кроме заблокированного для изменения столбца Id) и изменить в ней данные. Однако сами по себе добавление новой строки, удаление строк, изменение ячеек ни как автоматически не отразятся на базе данных. И чтобы бд синхронизировалась, пользователю надо будет нажать на кнопку сохранения, обработчик которой выглядит следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | private void saveButton\_Click(object sender, EventArgs e)  {      using (SqlConnection connection = new SqlConnection(connectionString))      {          connection.Open();          adapter = new SqlDataAdapter(sql, connection);          commandBuilder = new SqlCommandBuilder(adapter);          adapter.InsertCommand = new SqlCommand("sp\_CreateUser", connection);          adapter.InsertCommand.CommandType = CommandType.StoredProcedure;          adapter.InsertCommand.Parameters.Add(new SqlParameter("@name", SqlDbType.NVarChar, 50, "Name"));          adapter.InsertCommand.Parameters.Add(new SqlParameter("@age", SqlDbType.Int, 0, "Age"));            SqlParameter parameter = adapter.InsertCommand.Parameters.Add("@Id", SqlDbType.Int, 0, "Id");          parameter.Direction = ParameterDirection.Output;            adapter.Update(ds);      }  } |

Как в прошлой теме здесь устанавливается у адаптера команда на добавление InsertCommand и затем вызывается метод Update(). В итоге мы можем добавить несколько строк, удалить, изменить, и потом один раз мы нажмем на кнопку, и все изменения будут применены к базе данных.

## DataSet и DataTable

После получения данных из базы данных через SqlDataAdapter в DataSet мы можем локально работать с этими данными вне зависимости от наличия подключения. Более того если нам даже и не надо использовать никакую базу данных, но при этом мы хотим иметь удобный функционал для работы с данными в виде наборов таблиц, то мы также можем воспользоваться классом DataSet.

Объект DataSet содержит таблицы, которые представлены типом **DataTable**. Таблица, в свою очередь, состоит из столбцов и строк. Каждый столбец представляет объект **DataColumn**, а строка - объект **DataRow**. Все данные строки хранятся в свойстве **ItemArray**, который представляет массив объектов - значений отдельных ячеек строки. Например, получим все таблицы и выведем их содержимое:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | static void Main(string[] args)  {      string sql = "SELECT \* FROM Users";      string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";      using (SqlConnection connection = new SqlConnection(connectionString))      {          connection.Open();          SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);            DataSet ds = new DataSet();          adapter.Fill(ds);          // перебор всех таблиц          foreach (DataTable dt in ds.Tables)          {              Console.WriteLine(dt.TableName); // название таблицы              // перебор всех столбцов              foreach(DataColumn column in dt.Columns)                  Console.Write("\t{0}", column.ColumnName);              Console.WriteLine();              // перебор всех строк таблицы              foreach (DataRow row in dt.Rows)              {                  // получаем все ячейки строки                  var cells = row.ItemArray;                  foreach (object cell in cells)                      Console.Write("\t{0}", cell);                  Console.WriteLine();              }          }      }  } |

![DataSet и DataTable в ADO.NET](data:image/png;base64,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)

Теперь рассмотрим, как мы можем работать с объектами DataSet и DataTable без какой-либо базы данных. Например, создадим вручную в DataSet несколько таблиц и определим их структуру:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | static void Main(string[] args)  {      DataSet bookStore = new DataSet("BookStore");      DataTable booksTable = new DataTable("Books");      // добавляем таблицу в dataset      bookStore.Tables.Add(booksTable);        // создаем столбцы для таблицы Books      DataColumn idColumn = new DataColumn("Id", Type.GetType("System.Int32"));      idColumn.Unique = true; // столбец будет иметь уникальное значение      idColumn.AllowDBNull = false; // не может принимать null      idColumn.AutoIncrement = true; // будет автоинкрементироваться      idColumn.AutoIncrementSeed = 1; // начальное значение      idColumn.AutoIncrementStep = 1; // приращении при добавлении новой строки        DataColumn nameColumn = new DataColumn("Name", Type.GetType("System.String"));      DataColumn priceColumn = new DataColumn("Price", Type.GetType("System.Decimal"));      priceColumn.DefaultValue = 100; // значение по умолчанию      DataColumn discountColumn = new DataColumn("Discount", Type.GetType("System.Decimal"));      discountColumn.Expression = "Price \* 0.2";        booksTable.Columns.Add(idColumn);      booksTable.Columns.Add(nameColumn);      booksTable.Columns.Add(priceColumn);      booksTable.Columns.Add(discountColumn);      // определяем первичный ключ таблицы books      booksTable.PrimaryKey = new DataColumn[] { booksTable.Columns["Id"] };        DataRow row = booksTable.NewRow();      row.ItemArray = new object[] { null, "Война и мир", 200 };      booksTable.Rows.Add(row); // добавляем первую строку      booksTable.Rows.Add(new object[] { null, "Отцы и дети", 170 }); // добавляем вторую строку        Console.Write("\tИд \tНазвание \tЦена \tСкидка");      Console.WriteLine();      foreach (DataRow r in booksTable.Rows)      {          foreach (var cell in r.ItemArray)              Console.Write("\t{0}", cell);          Console.WriteLine();      }      Console.Read();  } |

![DataTable в ADO.NET](data:image/png;base64,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)

Разберем весь код. Сначала создаются объекты DataSet и DataTable, в конструктор которых передается название. Затем создается четыре столбца. Каждый столбец в конструкторе принимает два параметра: имя столбца и его тип.

|  |  |
| --- | --- |
| 1 | DataColumn idColumn = new DataColumn("Id", Type.GetType("System.Int32")); |

Причем для столбца Id устанавливается, что значения этого столбца должны иметь уникальное значение, не должны принимать null, и их значение при добавлении нового объекта будет инкрементироваться на единицу. То есть фактически это стандартный столбец Id, как в большинстве баз данных.

Далее создается еще три столбца, при этом для столбца Discount устанавливается свойство Expression, указывающее на выражение, которое будет использоваться для вычисления значения столбца:

|  |  |
| --- | --- |
| 1 | discountColumn.Expression = "Price \* 0.2"; |

То есть в данном случае значение столбца Discount равно значению столбца Price, помноженного на 0.2.

Затем устанавливается первичный ключ для таблицы с помощью свойства PrimaryKey:

|  |  |
| --- | --- |
| 1 | booksTable.PrimaryKey = new DataColumn[] { booksTable.Columns["Id"] }; |

В роли первичного ключа выступает столбец Id. Но мы также можем использовать набор различных столбцов для создания составного ключа.

После определения схемы таблицы в нее добавляются две строки:

|  |  |
| --- | --- |
| 1  2  3  4 | DataRow row = booksTable.NewRow();  row.ItemArray = new object[] { null, "Война и мир", 200 };  booksTable.Rows.Add(row); // добавляем первую строку  booksTable.Rows.Add(new object[] {null, "Отцы и дети", 170 }); |

Значения в метод booksTable.Rows.Add можно передать как напрямую в виде массива объектов, так и в виде объекта DataRow. При этом нам надо передать ровно столько значений, сколько в таблице столбцов. Однако поскольку первый столбец Id устанавливается через автоинкремент, мы можем передать значение null - оно все равно будет игнорироваться. Также мы можем опустить последний параметр для столбца Discount, так как его значение вычисляется с помощью выражения "Price \* 0.2". Более того мы даже можем опустить значение для третьего столбца Price, так как у него установлено свойство DefaultValue, которое устанавливает значение по умолчанию, если значение отсутствует:

|  |  |
| --- | --- |
| 1 | booksTable.Rows.Add(new object[] {null, "Отцы и дети"}); |

И в конце идет перебор строк таблицы.

Кроме добавления мы можем производить и другие операции со строками. Например, мы можем получить строку по индексу:

|  |  |
| --- | --- |
| 1 | DataRow row = booksTable.Rows[0]; // первая строка |

Получив строку по индексу, можно изменить ее ячейки:

|  |  |
| --- | --- |
| 1 | booksTable.Rows[0][2] = 300; //третьей ячейке первой строки присваивается значение 300 |

И также можно удалять строку:

|  |  |
| --- | --- |
| 1  2  3  4 | booksTable.Rows.RemoveAt(1); // удаление второй строки по индексу  // другой сопосб удаления  DataRow row = booksTable.Rows[0];  booksTable.Rows.Remove(row); |

Используя метод Select() объекта DataTable мы легко можем найти строки, которые соответствуют определенному критерию. Например, получим строки, в которых цена больше 120:

|  |  |
| --- | --- |
| 1  2  3 | var selectedBooks = booksTable.Select("Price > 120");  foreach (var b in selectedBooks)      Console.WriteLine("{0} - {1}", b["Name"], b["Price"]); |

## Отношения между таблицами в DataSet

DataSet может содержать множество таблиц, которые могут быть связаны различными отношениями. Например, пусть у нас в dataset будет определена таблица производителей смартфонов и таблица самих смартфонов, которая связана с первой:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80 | static void Main(string[] args)  {      DataSet ds = new DataSet("Store");        // таблица компаний      DataTable companiesTable = new DataTable("Companies");      // два столбца таблицы Companies      DataColumn compIdColumn = new DataColumn("Id", Type.GetType("System.Int32"));      compIdColumn.Unique = true;      compIdColumn.AllowDBNull = false;      compIdColumn.AutoIncrement = true;      compIdColumn.AutoIncrementSeed = 1;      compIdColumn.AutoIncrementStep = 1;        DataColumn compNameColumn = new DataColumn("Name", Type.GetType("System.String"));      // добавляем столбцы      companiesTable.Columns.Add(compIdColumn);      companiesTable.Columns.Add(compNameColumn);      // добавляем таблицу в dataset      ds.Tables.Add(companiesTable);        // вторая таблица - смартфонов компаний      DataTable phonesTable = new DataTable("Phones");      DataColumn phoneIdColumn = new DataColumn("Id", Type.GetType("System.Int32"));      phoneIdColumn.Unique = true;      phoneIdColumn.AllowDBNull = false;      phoneIdColumn.AutoIncrement = true;      phoneIdColumn.AutoIncrementSeed = 1;      phoneIdColumn.AutoIncrementStep = 1;        DataColumn phoneNameColumn = new DataColumn("Name", Type.GetType("System.String"));      DataColumn phonePriceColumn = new DataColumn("Price", Type.GetType("System.Decimal"));      // столбец-внешний ключ      DataColumn phoneCompanyColumn = new DataColumn("CompanyId", Type.GetType("System.Int32"));      // добавляем столбцы в таблицу смартфонов      phonesTable.Columns.Add(phoneIdColumn);      phonesTable.Columns.Add(phoneNameColumn);      phonesTable.Columns.Add(phonePriceColumn);      phonesTable.Columns.Add(phoneCompanyColumn);      // добавляем таблицу смартфонов      ds.Tables.Add(phonesTable);        // установка отношений между таблицами      ds.Relations.Add("PhonesCompanies", companiesTable.Columns["Id"], phonesTable.Columns["CompanyId"]);        // Добавим ряд данных      DataRow apple = companiesTable.NewRow();      apple.ItemArray = new object[] { null, "Apple" };      companiesTable.Rows.Add(apple);      DataRow samsung = companiesTable.NewRow();      samsung.ItemArray = new object[] { null, "Samsung" };      companiesTable.Rows.Add(samsung);        DataRow iphone5 = phonesTable.NewRow();      iphone5.ItemArray = new object[] { null, "iPhone 5", 400, apple["Id"] };      phonesTable.Rows.Add(iphone5);        DataRow iphone6s = phonesTable.NewRow();      iphone6s.ItemArray = new object[] { null, "iPhone 6S", 600, apple["Id"] };      phonesTable.Rows.Add(iphone6s);        DataRow galaxy6 = phonesTable.NewRow();      galaxy6.ItemArray = new object[] { null, "Samsung Galaxy S6", 500, samsung["Id"] };      phonesTable.Rows.Add(galaxy6);        DataRow galaxyace2 = phonesTable.NewRow();      galaxyace2.ItemArray = new object[] { null, "Samsung Galaxy Ace 2", 200, samsung["Id"] };      phonesTable.Rows.Add(galaxyace2);        // выведем все смартфоны компании Apple      DataRow[] rows = apple.GetChildRows(ds.Relations["PhonesCompanies"]);      Console.WriteLine("Продукция компании Apple");      Console.WriteLine("Id \tСмартфон \tЦена");        foreach (DataRow r in rows)      {          Console.WriteLine("{0} \t{1} \t{2}", r["Id"], r["Name"], r["Price"]);      }      Console.Read();  } |

![Отношения между таблицами в DataSet](data:image/png;base64,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)

Ключевым моментом здесь является установка отношения между таблицами:

|  |  |
| --- | --- |
| 1 | ds.Relations.Add("PhonesCompanies", companiesTable.Columns["Id"], phonesTable.Columns["CompanyId"]); |

Первым параметром здесь идет название отношения, по которому потом на него можно будет ссылаться. Вторым параметром идет главный столбец - id компании в таблице компаний. Третий параметр - подчиненный столбец - id компании в таблице смартфонов. Подчиненный столбец зависит от главного. Вместо этих параметров мы можем передать объект DataRelation, который также будет иметь данные значения.

Затем используя отношение, мы можем получить для одной строки из таблицы компаний связанные строки из таблицы смартфонов:

|  |  |
| --- | --- |
| 1 | DataRow[] rows = apple.GetChildRows(ds.Relations["PhonesCompanies"]); |

### Внешние ключи

Кроме простого отношения между таблицами мы также можем задать внешние ключи, как в обычных базах данных. Для этого непосредственно перед строкой:

|  |  |
| --- | --- |
| 1 | ds.Relations.Add("PhonesCompanies", companiesTable.Columns["Id"], phonesTable.Columns["CompanyId"]); |

Добавим следующий код:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | ForeignKeyConstraint foreignKey = new ForeignKeyConstraint(companiesTable.Columns["Id"], phonesTable.Columns["CompanyId"])  {      ConstraintName = "PhonesCompaniesForeignKey",      DeleteRule = Rule.SetNull,      UpdateRule = Rule.Cascade  };  // добавляем внешний ключ в dataset  ds.Tables["Phones"].Constraints.Add(foreignKey);  // применяем внешний ключ  ds.EnforceConstraints = true;    ds.Relations.Add("PhonesCompanies", companiesTable.Columns["Id"], phonesTable.Columns["CompanyId"]); |

Внешний ключ представляет объект ForeignKeyConstraint, в конструктор которого передается два параметра: главный столбец и зависимый столбец. В данном случае это те же самые столбцы.

Также у него мы можем установить ряд свойств. Через свойство ConstraintName устанавливается название внешнего ключа. СвойстваDeleteRule и UpdateRule определют поведение при удалении или обновлении данных соответственно в главной таблице (то есть в данном случае в таблице компаний). Эти свойства принимают одно из значений перечисления Rule:

* Cascade: происходит автоматическое изменение или удаление строк в подчиненной таблице
* None: строки в подчиненной таблице не изменяются
* SetDefault: происходит установка значений по умолчанию для связанных строк (которое определяется через DataColumn.DefaultValue)
* SetNull: для связанных строк устанавливается значение DBNull

С помощью метода ds.Tables["Phones"].Constraints.Add(foreignKey); внешний ключ добавляется к таблице смартфонов. И затем через выражение ds.EnforceConstraints = true; происходит применение внешнего ключа.

И если мы удалим, например, одну из строк из таблицы компаний, то в таблице смартфонов все строки, которые связаны с удаленной, в столбце CompanyId будут иметь значение null.

## LINQ to DataSet

Одним из преимуществ использования DataSet является то, что мы можем использовать для работы с данными в DataSet технологию LINQ.

Например, выведем из таблицы объекты по какому-нибудь условию:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | DataSet ds = new DataSet("Store");  // таблица компаний  DataTable companiesTable = new DataTable("Companies");  DataColumn compIdColumn = new DataColumn("Id", Type.GetType("System.Int32"));  DataColumn compNameColumn = new DataColumn("Name", Type.GetType("System.String"));  // добавляем столбцы  companiesTable.Columns.Add(compIdColumn);  companiesTable.Columns.Add(compNameColumn);  // добавляем таблицу в dataset  ds.Tables.Add(companiesTable);    // вторая таблица - смартфонов компаний  DataTable phonesTable = new DataTable("Phones");  DataColumn phoneIdColumn = new DataColumn("Id", Type.GetType("System.Int32"));  DataColumn phoneNameColumn = new DataColumn("Name", Type.GetType("System.String"));  DataColumn phonePriceColumn = new DataColumn("Price", Type.GetType("System.Decimal"));  DataColumn phoneCompanyColumn = new DataColumn("CompanyId", Type.GetType("System.Int32"));  // добавляем столбцы в таблицу смартфонов  phonesTable.Columns.Add(phoneIdColumn);  phonesTable.Columns.Add(phoneNameColumn);  phonesTable.Columns.Add(phonePriceColumn);  phonesTable.Columns.Add(phoneCompanyColumn);  // добавляем таблицу смартфонов  ds.Tables.Add(phonesTable);    // Добавим ряд данных  companiesTable.Rows.Add(new object[] { 1, "Apple" });  companiesTable.Rows.Add(new object[] { 2, "Samsung" });    phonesTable.Rows.Add(new object[] { 1, "iPhone 5", 400, 1 });  phonesTable.Rows.Add(new object[] { 2, "iPhone 6S", 600, 1});  phonesTable.Rows.Add(new object[] { 3, "Samsung Galaxy S6", 500, 2 });  phonesTable.Rows.Add(new object[] { 4, "Samsung Galaxy Ace 2", 200, 2});    var query = from phone in ds.Tables["Phones"].AsEnumerable()              from company in ds.Tables["Companies"].AsEnumerable()              where (int)phone["CompanyId"] == (int)company["Id"]              where (decimal)phone["Price"] >200              select new { Model = phone["Name"], Price = phone["Price"], Company = company["Name"] };    foreach (var phone in query)      Console.WriteLine("{0} ({1}) - {2}", phone.Model, phone.Company, phone.Price); |

Результат работы

![LINQ to DataSet](data:image/png;base64,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)

В данном случае отображаются все смартфоны стоимостью больше 200 единиц. Чтобы проводить операции LINQ над таблицами, их надо привести к объекту IEnumerable: ds.Tables["Phones"].AsEnumerable(). По имени столбцов мы можем получить значения в соответствующих ячейках строк: phone["Price"].

Чтобы избежать необходимости преобразований в запросах, мы можем использовать типизированный метод Field<T>(), в который передается название столбца, для которого надо получить значение:

|  |  |
| --- | --- |
| 1  2  3  4  5 | var query = from phone in ds.Tables["Phones"].AsEnumerable()              from company in ds.Tables["Companies"].AsEnumerable()              where phone.Field<Int32>("CompanyId") == company.Field<Int32>("Id")              where phone.Field<Decimal>("Price") > 200              select new { Model = phone.Field<string>("Name"), Price = phone["Price"], Company = company["Name"] }; |

## DataSet и XML

Встроенные возможности DataSet позволяют производить некоторые операции с xml-документами, в частности, сохранять данные из dataset в xml и, наоборот, загружать из xml в dataset. Подобные возможности позволяют при необходимости использовать dataset в качестве посредника между базой данных и xml-файлами.

Сохранение данных из dataset в xml осуществляется с помощью метода **WriteXml**. Например, загрузим данные из БД в DataSet и затем сохраним их в xml:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=usersdb;Integrated Security=True";  string sql = "SELECT \* FROM Users";  using (SqlConnection connection = new SqlConnection(connectionString))  {      connection.Open();      SqlDataAdapter adapter = new SqlDataAdapter(sql, connection);        DataSet ds = new DataSet("Users");      DataTable dt = new DataTable("User");      ds.Tables.Add(dt);      adapter.Fill(ds.Tables["User"]);        ds.WriteXml("usersdb.xml");      Console.WriteLine("Данные сохранены в файл");  } |

В метод WriteXml() передается имя файла, который после записи будет выглядеть примерно следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38 | <?xml version="1.0" standalone="yes"?>  <Users>    <User>      <Id>2</Id>      <Name>Eugene</Name>      <Age>31</Age>    </User>    <User>      <Id>3</Id>      <Name>Tom</Name>      <Age>24</Age>    </User>    <User>      <Id>4</Id>      <Name>Ben</Name>      <Age>43</Age>    </User>    <User>      <Id>5</Id>      <Name>Sam</Name>      <Age>56</Age>    </User>    <User>      <Id>6</Id>      <Name>Tom</Name>      <Age>26</Age>    </User>    <User>      <Id>7</Id>      <Name>Alex</Name>      <Age>41</Age>    </User>    <User>      <Id>8</Id>      <Name>Adam</Name>      <Age>36</Age>    </User>  </Users> |

Для считывания данных из xml применяется метод **ReadXml()**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | DataSet ds = new DataSet();  ds.ReadXml("usersdb.xml");  // выбираем первую таблицу  DataTable dt = ds.Tables[0];    foreach (DataColumn column in dt.Columns)      Console.Write("\t{0}", column.ColumnName);  Console.WriteLine();  // перебор всех строк таблицы  foreach (DataRow row in dt.Rows)  {      var cells = row.ItemArray;      foreach (object cell in row.ItemArray)          Console.Write("\t{0}", cell);      Console.WriteLine();  } |