**Binary Tree Operations**

# Insertion and Deletion in a Binary Tree

Given a binary tree and a key, insert the key into the binary tree at first position available in level order.

#include <iostream>

#include <queue>

using namespace std;

struct tree\_Node {

int value;

struct tree\_Node \* left;

struct tree\_Node \* right;

};

struct tree\_Node \* newNode(int arg\_val);

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node);

void preorder\_traverse(struct tree\_Node \* arg\_root);

void delete\_node(struct tree\_Node \* arg\_root, int arg\_key);

void delete\_rightmost(struct tree\_Node \* arg\_root, struct tree\_Node \* rightmost); // to be used by delete\_node

int main(void) {

int n = 0;

int key = 0;

int delete\_key = 0;

struct tree\_Node \* node = NULL;

cout << "How many nodes you want to insert: ";

cin >> n;

cout << "Enter key: ";

cin >> key;

struct tree\_Node \* root = newNode(key);

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

while(0 != (n-1)) {

cout << "Enter key: ";

cin >> key;

node = NULL;

node = newNode(key);

if((NULL != root) && (NULL != node)) {

insert(root, node);

}

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

n = n - 1;

}

cout << "Enter key to delete: ";

cin >> delete\_key;

delete\_node(root, delete\_key);

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

return 0;

}

struct tree\_Node \* newNode(int arg\_val) {

struct tree\_Node \* node = new tree\_Node;

node -> value = arg\_val;

node -> left = NULL;

node -> right = NULL;

return node;

}

void preorder\_traverse(struct tree\_Node \* arg\_root) {

if(NULL == arg\_root) {

return;

}

cout << (arg\_root -> value) << " ";

preorder\_traverse(arg\_root -> left);

preorder\_traverse(arg\_root -> right);

}

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node) {

queue<struct tree\_Node \*> qt;

qt.push(arg\_root);

while(!qt.empty()) {

struct tree\_Node \* temp = qt.front();

qt.pop();

if(NULL == (temp -> left)) {

temp -> left = arg\_node;

break;

}

else {

qt.push(temp -> left);

}

if(NULL == (temp -> right)) {

temp -> right = arg\_node;

break;

}

else {

qt.push(temp -> right);

}

} // end of while

return;

}

// this function identifies the nodes with key and rightmost node

void delete\_node(struct tree\_Node \* arg\_root, int arg\_key) {

struct tree\_Node \* temp = NULL;

struct tree\_Node \* key\_node = NULL;

struct tree\_Node \* rightmost\_node = NULL;

queue<struct tree\_Node \*> qt;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

while(!qt.empty()) {

temp = qt.front();

qt.pop();

if(arg\_key == (temp -> value)) {

key\_node = temp;

}

if(NULL != (temp -> left)) {

qt.push(temp -> left);

}

if(NULL != (temp -> right)) {

qt.push(temp -> right);

}

} // end of while

rightmost\_node = temp;

int x = rightmost\_node -> value; // store value of rightmost node

delete\_rightmost(arg\_root, rightmost\_node); // to delete right node

key\_node -> value = x; // replace value of key node with value of rightmost node

return;

}

void delete\_rightmost(struct tree\_Node \* arg\_root, struct tree\_Node \* rightmost) {

struct tree\_Node \* temp = NULL;

queue<struct tree\_Node \*>qt;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

while(!qt.empty()) {

temp = qt.front();

qt.pop();

if(NULL != (temp -> right)) {

if(rightmost == (temp -> right)) {

temp -> right = NULL;

delete(rightmost);

break;

}

else {

qt.push(temp -> right);

}

}

if(NULL != (temp -> left)) {

if(rightmost == (temp -> left)) {

temp -> left = NULL;

delete(rightmost);

break;

}

else {

qt.push(temp -> left);

}

}

} // end of while

return;

}

Output:

How many nodes you want to insert: 7

Enter key: 1

Preorder Traversal: 1

Enter key: 2

Preorder Traversal: 1 2

Enter key: 3

Preorder Traversal: 1 2 3

Enter key: 4

Preorder Traversal: 1 2 4 3

Enter key: 5

Preorder Traversal: 1 2 4 5 3

Enter key: 6

Preorder Traversal: 1 2 4 5 3 6

Enter key: 7

Preorder Traversal: 1 2 4 5 3 6 7

Enter key to delete: 2

Preorder Traversal: 1 7 4 5 3 6

# Binary Tree (Array implementation)

If a node has an index i, its children are found at indices

|  |
| --- |
| **Left child 2i+1** |
| **Right child 2i+2** |

while its parent (if any) is found at index

|  |
| --- |
| **parent index = (i - 1) / 2 (assuming the root has index zero)** |

#include <stdio.h>

#include <stdlib.h>

#define SUCCESS 0

#define FAILURE -1

#define TREE\_ELEMENTS 16

int tree\_arr[TREE\_ELEMENTS];

int set\_root(const int root, const int key);

int set\_left(const int root, const int key);

int set\_right(const int root, const int key);

int print\_BFS(void);

int main(void) {

int index = 0;

int root = 0;

for(index = 0; index < TREE\_ELEMENTS; index++) {

tree\_arr[index] = -1;

}

set\_root(root, 1);

set\_left(0, 2);

set\_right(0, 3);

set\_left(1, 4);

set\_right(1, 5);

set\_left(2, 6);

set\_right(2, 7);

print\_BFS();

return 0;

}

int set\_root(const int root, const int key) {

tree\_arr[root] = key;

return SUCCESS;

}

int set\_left(const int root, const int key) {

int index = (root \* 2) + 1;

if(-1 == tree\_arr[root])

return FAILURE;

else

tree\_arr[index] = key;

return SUCCESS;

}

int set\_right(const int root, const int key) {

int index = (root \* 2) + 2;

if(-1 == tree\_arr[root])

return FAILURE;

else

tree\_arr[index] = key;

return SUCCESS;

}

int print\_BFS(void) {

int index = 0;

for(index = 0; index < TREE\_ELEMENTS; index++) {

if(-1 != tree\_arr[index])

printf("%d", tree\_arr[index]);

else

printf("%c", '-');

}

return SUCCESS;

}

Output:

1234567---------

# Print leaf nodes of a Binary tree

#include <iostream>

#include <queue>

using namespace std;

struct tree\_Node {

int value;

struct tree\_Node \* left;

struct tree\_Node \* right;

};

struct tree\_Node \* newNode(int arg\_val);

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node);

void preorder\_traverse(struct tree\_Node \* arg\_root);

void print\_leafNodes(struct tree\_Node \* arg\_root);

int main(void) {

int n = 0;

int key = 0;

struct tree\_Node \* node = NULL;

cout << "How many nodes you want to insert: ";

cin >> n;

cout << "Enter key: ";

cin >> key;

struct tree\_Node \* root = newNode(key);

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

while(0 != (n-1)) {

cout << "Enter key: ";

cin >> key;

node = NULL;

node = newNode(key);

if((NULL != root) && (NULL != node)) {

insert(root, node);

}

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

n = n - 1;

}

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

cout << endl;

cout << "Leaf nodes: ";

print\_leafNodes(root); cout << endl;

return 0;

}

struct tree\_Node \* newNode(int arg\_val) {

struct tree\_Node \* node = new tree\_Node;

node -> value = arg\_val;

node -> left = NULL;

node -> right = NULL;

return node;

}

void preorder\_traverse(struct tree\_Node \* arg\_root) {

if(NULL == arg\_root) {

return;

}

cout << (arg\_root -> value) << " ";

preorder\_traverse(arg\_root -> left);

preorder\_traverse(arg\_root -> right);

}

void print\_leafNodes(struct tree\_Node \* arg\_root) {

queue<struct tree\_Node \*>qt;

struct tree\_Node \* temp = NULL;

int noLeft = 0;

int noRight = 0;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

while(!qt.empty()) {

temp = qt.front();

qt.pop();

if(NULL == (temp -> left)) {

noLeft = 1;

}

else {

qt.push(temp -> left);

}

if(NULL == (temp -> right)) {

noRight = 1;

}

else {

qt.push(temp -> right);

}

if(noLeft && noRight) {

cout << (temp ->value) << " ";

}

noLeft = 0;

noRight = 0;

} // end of while

return;

}

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node) {

queue<struct tree\_Node \*> qt;

qt.push(arg\_root);

while(!qt.empty()) {

struct tree\_Node \* temp = qt.front();

qt.pop();

if(NULL == (temp -> left)) {

temp -> left = arg\_node;

break;

}

else {

qt.push(temp -> left);

}

if(NULL == (temp -> right)) {

temp -> right = arg\_node;

break;

}

else {

qt.push(temp -> right);

}

} // end of while

return;

}

Output:

How many nodes you want to insert: 7

Enter key: 1

Preorder Traversal: 1

Enter key: 2

Preorder Traversal: 1 2

Enter key: 3

Preorder Traversal: 1 2 3

Enter key: 4

Preorder Traversal: 1 2 4 3

Enter key: 5

Preorder Traversal: 1 2 4 5 3

Enter key: 6

Preorder Traversal: 1 2 4 5 3 6

Enter key: 7

Preorder Traversal: 1 2 4 5 3 6 7

Preorder Traversal: 1 2 4 5 3 6 7

Leaf nodes: 4 5 6 7

# Symmetric Tree (Mirror Image of itself)

Given a binary tree, check whether it is a mirror of itself.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAABeCAIAAAA/jNS3AAAAAXNSR0IArs4c6QAABFlJREFUeF7tnEFr4kAUx6f7HYTtQfDmxYsBDw3suQ2FSoXiFygiVAyUHLcneyyFhCyU0i8gBUuExfa8kB6EeMmlt0APLuRL7ERt3bYxM5N5STROro4z7/f+L9F589cdz/PQ9l3ftg85IBbY26S7UFuonfsMiCJPV2J/2C7hy3DSXXaxWjZqO0bpAvXGxkEmzJl9bktd7+aokBVzZtgZAs+XzqbIBXY2GdhStXcy2XjiT69a9/FdaO3B61RTlT0b7FQRwxbb0iIX2JlXXooBCLVTTHbmSwm1M5cgxQCE2ikmO/OlElN7arXPLJ+XzzFLZhL9l6SwnXu1clrn7iRITcO1J7zJ+/r+ZLCn1u2L3oTYXRRqinvHXzWfwRPB9scjtC9zSz2LdbfeKqt9aMGTwHb63UoLrlUmnejuH+AbHB7bH966RlMCvB93ZeXl1poCzgjfS/PtJ6TUYAr8DbRQP62o95CCQ6s96avlVn0XUplgrmpTBxUcFtu37lz9BLLA3wWX9xGg4KKpBF2Y6zwfbJGvM+mH2AT2xkgFEKhQGyCJGzOFUHtjpAIIlEvthf8kbQsKbrnMr3bs/QkPttN/Usb4xNQbaNcNE3pLvEpTvMNDD8GqYwOplzE7EDzYUufXvG0kyecAhUc5ReHoZn4qjBsvsS0/PNjvcTr29UHxO2XYYMNwD+exXIy3xeXH9q2zhmv04Deb0fmZmLVuZdCNudvjxMbMNbU8SNttNTFLx67+3IkJjRDXxhO76hpo4MVNecxyxx34vZHyfMNTXxzYQcqvlqEf6uPFEy4mDt3bZvX1ezk2nu+FA5suzPUcxXlvrycUOSqBTc5RfkYItfOjJZlEqE3OUX5GCLXzoyWZhFlt3FFpD1d6UqJfJYezegT+/r+6k8FscWHFJhzZF45alSeb26nzhZ7gCmG2uLBhUxzZS3ICnguiAYjV4sKETXVkH3gugE02uHujydEGIEaLCws25ZF9EMHIhvNcUJTYrKHHYnGhx2Y4spd+AHouqA1ALBYXauypPUKKTOnOAPRcTOyrc5muecRgcaHFJj5UPj58GSKI/FRjKLFgHup002HHcBVWZe2a21VF+TRZZq5AaXERTSWe71Cb9l66It80KmK8ApuYohwNEGrnSEwiilCbmKIcDQhTG5/pvV1w1oyZ4YT8WyF8sofHQfwaKJIiDLvaCawh+HrW3WOICBByjIZ7rhE9F/7wQi1rGkhZRVJE3tt/Xx8Pi0X+ICZm40XvnZBmmloXgUFB5l/wwwxhFOHYC+cVdgz85P8tl2NSzeNbl2rlIb5B4WuyIijCsbEbaFbkymgvvvdrHkdQ3hTOlll5D2D/mCKCInoHFlgHXk95/iYDP8ka/1kecB4O9BD/xWePAh4Xz6YQdoOEUERiBy6R15YHVHh4tkvUIxs9cKZsGWpRnIYwipAiX1oqAZmBH1Pk6aIpRJuBnMH8jBDfyfOjJZlEqE3OUX5G/AN/Y8jszR9IIQAAAABJRU5ErkJggg==)

#include <iostream>

#include <queue>

using namespace std;

struct tree\_Node {

int value;

struct tree\_Node \* left;

struct tree\_Node \* right;

};

struct tree\_Node \* newNode(int arg\_val);

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node);

void preorder\_traverse(struct tree\_Node \* arg\_root);

int is\_symmetric(struct tree\_Node \* arg\_root);

int check\_symmetric(struct tree\_Node \* arg\_root1, struct tree\_Node \* arg\_root2);

int main(void) {

int n = 0;

int key = 0;

struct tree\_Node \* node = NULL;

int is\_symtr = 0;

cout << "How many nodes you want to insert: ";

cin >> n;

cout << "Enter key: ";

cin >> key;

struct tree\_Node \* root = newNode(key);

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

while(0 != (n-1)) {

cout << "Enter key: ";

cin >> key;

node = NULL;

node = newNode(key);

if((NULL != root) && (NULL != node)) {

insert(root, node);

}

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

n = n - 1;

}

cout << "Preorder Traversal: ";

preorder\_traverse(root); cout << endl;

cout << endl;

is\_symtr = is\_symmetric(root);

if(1 == is\_symtr) {

cout << "Tree is symmetric" << endl;

}

else {

cout << "Tree is not symmetric" << endl;

}

return 0;

}

struct tree\_Node \* newNode(int arg\_val) {

struct tree\_Node \* node = new tree\_Node;

node -> value = arg\_val;

node -> left = NULL;

node -> right = NULL;

return node;

}

void preorder\_traverse(struct tree\_Node \* arg\_root) {

if(NULL == arg\_root) {

return;

}

cout << (arg\_root -> value) << " ";

preorder\_traverse(arg\_root -> left);

preorder\_traverse(arg\_root -> right);

}

int is\_symmetric(struct tree\_Node \* arg\_root) {

return check\_symmetric(arg\_root, arg\_root);

}

int check\_symmetric(struct tree\_Node \* arg\_root1, struct tree\_Node \* arg\_root2) {

if((NULL == arg\_root1) && (NULL == arg\_root2)) {

return 1;

}

if((arg\_root1 -> value) == (arg\_root2 -> value)) {

return (check\_symmetric((arg\_root1 -> left), (arg\_root2 -> right)) && check\_symmetric((arg\_root1 -> right), (arg\_root2 -> left)));

}

return 0;

}

void insert(struct tree\_Node \* arg\_root, struct tree\_Node \* arg\_node) {

queue<struct tree\_Node \*> qt;

qt.push(arg\_root);

while(!qt.empty()) {

struct tree\_Node \* temp = qt.front();

qt.pop();

if(NULL == (temp -> left)) {

temp -> left = arg\_node;

break;

}

else {

qt.push(temp -> left);

}

if(NULL == (temp -> right)) {

temp -> right = arg\_node;

break;

}

else {

qt.push(temp -> right);

}

} // end of while

return;

}

Output 1:

How many nodes you want to insert: 7

Enter key: 1

Preorder Traversal: 1

Enter key: 2

Preorder Traversal: 1 2

Enter key: 2

Preorder Traversal: 1 2 2

Enter key: 3

Preorder Traversal: 1 2 3 2

Enter key: 4

Preorder Traversal: 1 2 3 4 2

Enter key: 4

Preorder Traversal: 1 2 3 4 2 4

Enter key: 3

Preorder Traversal: 1 2 3 4 2 4 3

Preorder Traversal: 1 2 3 4 2 4 3

Tree is symmetric

Output 2:

How many nodes you want to insert: 7

Enter key: 1

Preorder Traversal: 1

Enter key: 2

Preorder Traversal: 1 2

Enter key: 2

Preorder Traversal: 1 2 2

Enter key: 3

Preorder Traversal: 1 2 3 2

Enter key: 4

Preorder Traversal: 1 2 3 4 2

Enter key: 5

Preorder Traversal: 1 2 3 4 2 5

Enter key: 3

Preorder Traversal: 1 2 3 4 2 5 3

Preorder Traversal: 1 2 3 4 2 5 3

Tree is not symmetric

# Level order traversal line by line

Given a Binary Tree, print the nodes level wise, each level on a new line.

Following methods can be use:

1. Use function to print each level
2. Use Queue
3. Use two queue
4. Use queue with delimiter NULL

## Use function to print each level

Modify method Use function to print a given level O(n^2) to print each level at different line by inserting a new line

void levelOrderTraverse(struct tree\_Node \* arg\_root) {

int tHeight = 0;

if(NULL == arg\_root) {

return;

}

tHeight = tree\_height(arg\_root);

for(int i = 1; i <= tHeight; i++) {

printGivenLevel(arg\_root, i);

**cout << endl; // added to print each level at new line**

}

return;

}

void printGivenLevel(struct tree\_Node \* arg\_node, int arg\_level) {

if(NULL == arg\_node) {

return;

}

if(1 == arg\_level) {

cout << (arg\_node -> value) << " ";

}

else if(1 < arg\_level){

printGivenLevel((arg\_node -> left), arg\_level - 1);

printGivenLevel((arg\_node -> right), arg\_level - 1);

}

else {

// do nothing

}

return;

}

Output:

Level Order Traversal:

1

2 3

4 5 6 7

**Time complexity:** O(n2)

## Use Queue

Modify method Use Queue O(n) to print each level at new line with the help of no of elements present in queue

void levelOrderTraverse(struct tree\_Node \* arg\_root) {

queue<struct tree\_Node \*>qt;

struct tree\_Node \* temp = NULL;

int count = 0;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

while(1) {

count = qt.size();

if(0 == count) {

break;

}

while(0 != count) {

temp = qt.front();

qt.pop();

cout << (temp -> value) << " ";

if(NULL != (temp -> left)) {

qt.push(temp -> left);

}

if(NULL != (temp -> right)) {

qt.push(temp -> right);

}

count = count - 1;

} // end of while(0 != count)

cout << endl;

} // end of while(1)

return;

}

Level Order Traversal:

1

2 3

4 5 6 7

**Time complexity:** O(n)

## Use two queues

We can insert the first level in first queue and print it and while popping from the first queue insert its left and right nodes into the second queue. Now start printing the second queue and before popping insert its left and right child nodes into the first queue. Continue this process till both the queues become empty.

void levelOrderTraverse(struct tree\_Node \* arg\_root) {

queue<struct tree\_Node \*>qt1;

queue<struct tree\_Node \*>qt2;

struct tree\_Node \* temp = NULL;

if(NULL == arg\_root) {

return;

}

qt1.push(arg\_root);

while(!qt1.empty() || !qt2.empty()) {

while(!qt1.empty()) {

temp = qt1.front();

qt1.pop();

cout << (temp -> value) << " ";

if(NULL != (temp -> left)) {

qt2.push(temp -> left);

}

if(NULL != (temp -> right)) {

qt2.push(temp -> right);

}

} // end of while(!qt1.empty())

cout << endl;

while(!qt2.empty()) {

temp = qt2.front();

qt2.pop();

cout << (temp -> value) << " ";

if(NULL != (temp -> left)) {

qt1.push(temp -> left);

}

if(NULL != (temp -> right)) {

qt1.push(temp -> right);

}

} // end of while(!qt2.empty())

cout << endl;

} // end of while(!qt1.empty() || !qt2.empty())

return;

}

Level Order Traversal:

1

2 3

4 5 6 7

**Time complexity:** O(n)

## Use queue with delimiter NULL

First insert the root and a null element into the queue. This null element acts as a delimiter. Next pop from the top of the queue and add its left and right nodes to the end of the queue and then print the top of the queue. Continue this process till the queues become empty.

void levelOrderTraverse(struct tree\_Node \* arg\_root) {

queue<struct tree\_Node \*>qt;

struct tree\_Node \* temp = NULL;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

qt.push(NULL);

while(!qt.empty()) {

temp = qt.front();

qt.pop();

if(NULL == temp) {

if(!qt.empty()) {

qt.push(NULL);

}

cout << endl;

}

else {

cout << (temp -> value) << " ";

if(NULL != (temp -> left)) {

qt.push(temp -> left);

}

if(NULL != (temp -> right)) {

qt.push(temp -> right);

}

}

} // end of while

return;

}

Level Order Traversal:

1

2 3

4 5 6 7

# Reverse Level Order Traversal

We have discussed level order traversal of a post in previous post. The idea is to print last level first, then second last level, and so on. Like Level order traversal, every level is printed from left to right.

## Recursive function to print a given level

void reverse\_levelOrderTraverse(struct tree\_Node \* arg\_root) {

int tHeight = 0;

if(NULL == arg\_root) {

return;

}

tHeight = tree\_height(arg\_root);

for(int i = tHeight; i >= 1; i--) {

printGivenLevel(arg\_root, i);

}

return;

}

void printGivenLevel(struct tree\_Node \* arg\_node, int arg\_level) {

if(NULL == arg\_node) {

return;

}

if(1 == arg\_level) {

cout << (arg\_node -> value) << " ";

}

else if(1 < arg\_level){

printGivenLevel((arg\_node -> left), arg\_level - 1);

printGivenLevel((arg\_node -> right), arg\_level - 1);

}

else {

// do nothing

}

return;

}

Preorder Traversal: 1 2 4 5 3 6 7

Reverse Level Order Traversal: 4 5 6 7 2 3 1

## Using Queue and Stack O(n)

void reverse\_levelOrderTraverse(struct tree\_Node \* arg\_root) {

queue<struct tree\_Node \*>qt;

stack<struct tree\_Node \*>st;

struct tree\_Node \* temp = NULL;

if(NULL == arg\_root) {

return;

}

qt.push(arg\_root);

while(!qt.empty()) {

temp = qt.front();

qt.pop();

st.push(temp);

// FIRST VISIT RIGHT NODE SO THAT IT WILL BE POP AFTER LEFT NODE FROM STACK

if(NULL != (temp -> right)) {

qt.push(temp -> right);

}

if(NULL != (temp -> left)) {

qt.push(temp -> left);

}

}

while(!st.empty()) {

temp = st.top();

cout << (temp -> value) << " ";

st.pop();

}

cout << endl;

return;

}

Output:

Preorder Traversal: 1 2 4 5 3 6 7

Reverse Level Order Traversal: 4 5 6 7 2 3 1

# END