**Binary Tree Operations**

# Inorder Successor of a node in Binary Tree

Inorder Successor of a node in binary tree is the next node in Inorder traversal of the Binary Tree. Inorder Successor is NULL for the last node in Inoorder traversal.

Take care of 3 cases for any node to find its inorder successor:

1. Right child of node is not NULL. The inorder successor of this node will be the leftmost node in it’s right subtree.
2. Right Child of the node is NULL. If the right child of node is NULL. Then we keep finding the parent of the given node x, say p such that p->left = x.

Algorithm for this case:

1. Suppose the given node is x. Start traversing the tree from root node to find x recursively.
2. If root == x, stop recursion otherwise find x recursively for left and right subtrees.
3. Now after finding the node x, recursion will backtrack to the root. Every recursive call will return the node itself to the calling function, we will store this in a temporary node say temp. Now, when it back­tracked to its parent which will be root now, check whether root.left = temp, if not , keep going up.
4. If node is the rightmost node. There will be no inorder successor of this node. i.e. Inorder Successor of the rightmost node in a tree is NULL.

![](data:image/png;base64,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)

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node {

int data;

struct Node \*left, \*right;

};

// Temporary node for case 2

Node\* temp = new Node;

// Utility function to create a new tree node

Node\* newNode(int data) {

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// function to find left most node in a tree

Node\* leftMostNode(Node\* node) {

while (node != NULL && node->left != NULL)

node = node->left;

return node;

}

// function to find right most node in a tree

Node\* rightMostNode(Node\* node) {

while (node != NULL && node->right != NULL)

node = node->right;

return node;

}

// recursive function to find the Inorder Scuccessor

// when the right child of node x is NULL

Node\* findInorderRecursive(Node\* root, Node\* x ) {

if(!root)

return NULL;

if ((root==x) ||

(temp = findInorderRecursive(root->left,x)) ||

(temp = findInorderRecursive(root->right,x))

)

{

if(temp) {

if ((root->left) == temp) {

cout << root -> data << "\n";

return NULL;

}

}

return root;

}

return NULL;

}

// function to find inorder successor of a node

void inorderSuccesor(Node\* root, Node\* x) {

cout<<"Inorder Successor of " << x->data << " is ";

// Case1: If right child is not NULL

if ((x -> right) != NULL) {

Node\* inorderSucc = leftMostNode(x->right);

cout << inorderSucc->data << "\n";

}

// Case2: If right child is NULL

if ((x -> right) == NULL) {

Node\* rightMost = rightMostNode(root);

// case3: If x is the right most node

if (rightMost == x)

cout << "No inorder successor! Right most node.\n";

else

findInorderRecursive(root, x);

}

}

// Driver program to test above functions

int main(void) {

// Let's construct the binary tree

// as shown in above diagram

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->right = newNode(6);

// Case 1

inorderSuccesor(root, root->right);

// case 2

inorderSuccesor(root, root->left->left);

// case 3

inorderSuccesor(root, root->right->right);

return 0;

}

Output:

Inorder Successor of 3 is 6

Inorder Successor of 4 is 2

Inorder Successor of 6 is No inorder successor! Right most node.

## Method 2 - Updated findInorderRecursive definition

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node {

int data;

struct Node \*left, \*right;

};

// Temporary node for case 2

Node\* temp = new Node;

// Utility function to create a new tree node

Node\* newNode(int data) {

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// function to find left most node in a tree

Node\* leftMostNode(Node\* node) {

while (node != NULL && node->left != NULL)

node = node->left;

return node;

}

// function to find right most node in a tree

Node\* rightMostNode(Node\* node) {

while (node != NULL && node->right != NULL)

node = node->right;

return node;

}

// recursive function to find the Inorder Scuccessor

// when the right child of node x is NULL

void findInorderRecursive(Node\* root, Node\* x ) {

Node \* temp = NULL;

if(!root)

return;

// check right most node in left subtree

temp = rightMostNode(root -> left);

if(x == temp) {

cout << (root -> data) << endl;

return;

}

// check right most node in right subtree

temp = rightMostNode(root -> right);

if(x == temp) {

cout << (root -> data) << endl;

return;

}

// call function recursively for left and right node

findInorderRecursive(root -> left, x);

findInorderRecursive(root -> right, x);

return;

}

// function to find inorder successor of a node

void inorderSuccesor(Node\* root, Node\* x) {

cout<<"Inorder Successor of " << x->data << " is: ";

// Case1: If right child is not NULL

if ((x -> right) != NULL) {

Node\* inorderSucc = leftMostNode(x->right);

cout << inorderSucc->data << "\n";

}

// Case2: If right child is NULL

if ((x -> right) == NULL) {

Node\* rightMost = rightMostNode(root);

// case3: If x is the right most node

if (rightMost == x)

cout << "No inorder successor! Right most node.\n";

else

findInorderRecursive(root, x);

}

}

// Driver program to test above functions

int main(void) {

// Let's construct the binary tree

// as shown in above diagram

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->right = newNode(6);

root->left->right->left = newNode(7);

root->left->right->right = newNode(8);

inorderSuccesor(root, root); // case 1

inorderSuccesor(root, root->left); // case 1

inorderSuccesor(root, root->right); // case 1

inorderSuccesor(root, root->left->left); // case 2

inorderSuccesor(root, root->left->right); // case 1

inorderSuccesor(root, root->right->right); // case 3

inorderSuccesor(root, root->left->right->left); // case 2

inorderSuccesor(root, root->left->right->right); // case 2

return 0;

}

Output:

Inorder Successor of 1 is: 3

Inorder Successor of 2 is: 7

Inorder Successor of 3 is: 6

Inorder Successor of 4 is: 2

Inorder Successor of 5 is: 8

Inorder Successor of 6 is: No inorder successor! Right most node.

Inorder Successor of 7 is: 5

Inorder Successor of 8 is: 1

# Inorder Predecessor of a node in Binary Tree

Inorder predecessor of a node in binary tree is the previous node in Inorder traversal of the Binary Tree.

Take care of 3 cases for any node to find its inorder predecessor:

1. Left child of node is not NULL, then the inorder predecessor of this node will be the rightmost node in it’s left subtree.
2. Left Child of the node is NULL. Then the inorder predecessor will be that node p which left or right subtree has the leftmost node as x i.e.

x == leftmostnode(p -> left) or x == leftmostnode(p -> right)

1. If node is the leftmost node. In this case, there will be no inorder predecessor of this node.
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#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node {

int data;

struct Node \*left, \*right;

};

// Utility function to create a new tree node

Node\* newNode(int data) {

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// function to find left most node in a tree

Node\* leftMostNode(Node\* node) {

while (node != NULL && node->left != NULL)

node = node->left;

return node;

}

// function to find right most node in a tree

Node\* rightMostNode(Node\* node) {

while (node != NULL && node->right != NULL)

node = node->right;

return node;

}

// recursive function to find the Inorder Predecessor

// when the left child of node x is NULL

void findInorderRecursive(Node\* root, Node\* x ) {

Node \* temp = NULL;

if(!root)

return;

// check left most node in left subtree

temp = leftMostNode(root -> left);

if(x == temp) {

cout << (root -> data) << endl;

return;

}

// check left most node in right subtree

temp = leftMostNode(root -> right);

if(x == temp) {

cout << (root -> data) << endl;

return;

}

// call function recursively for left and right node

findInorderRecursive(root -> left, x);

findInorderRecursive(root -> right, x);

return;

}

// function to find inorder predecessor of a node

void inorderPredecessor(Node\* root, Node\* x) {

cout<<"Inorder predecessor of " << x->data << " is: ";

// Case1: If left child is not NULL

if (NULL != (x -> left)) {

Node\* inorderPrede = rightMostNode(x -> left);

cout << inorderPrede->data << endl;

}

// Case2: If left child is NULL

if (NULL == (x -> left)) {

Node\* leftmost = leftMostNode(root);

// case3: If x is the left most node

if (leftmost == x)

cout << "No Inorder Predecessor! Left most node" << endl;

else

findInorderRecursive(root, x);

}

}

// Driver program to test above functions

int main(void) {

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->right = newNode(6);

root->left->right->left = newNode(7);

root->left->right->right = newNode(8);

inorderPredecessor(root, root); // case 1

inorderPredecessor(root, root->left); // case 1

inorderPredecessor(root, root->right); // case 2

inorderPredecessor(root, root->left->left); // case 3

inorderPredecessor(root, root->left->right); // case 1

inorderPredecessor(root, root->right->right); // case 2

inorderPredecessor(root, root->left->right->left); // case 2

inorderPredecessor(root, root->left->right->right); // case 2

return 0;

}

Output:

Inorder predecessor of 1 is: 8

Inorder predecessor of 2 is: 4

Inorder predecessor of 3 is: 1

Inorder predecessor of 4 is: No Inorder Predecessor! Left most node

Inorder predecessor of 5 is: 7

Inorder predecessor of 6 is: 3

Inorder predecessor of 7 is: 2

Inorder predecessor of 8 is: 5

# END