**SQL (Structured Query Language)**

SQL is a [special-purpose programming language](https://en.wikipedia.org/wiki/Special-purpose_programming_language) designed for managing data held in a [relational database management system](https://en.wikipedia.org/wiki/Relational_database_management_system) (RDBMS).

## SQL General Data Types

Each column in a database table is required to have a name and a data type.

SQL developers have to decide what types of data will be stored inside each and every table column when creating a SQL table. The data type is a label and a guideline for SQL to understand what type of data is expected inside of each column, and it also identifies how SQL will interact with the stored data.

The following table lists the general data types in SQL:

|  |  |
| --- | --- |
| **Data type** | **Description** |
| CHARACTER(n) | Character string. Fixed-length n |
| VARCHAR(n) or CHARACTER VARYING(n) | Character string. Variable length. Maximum length n |
| BINARY(n) | Binary string. Fixed-length n |
| BOOLEAN | Stores TRUE or FALSE values |
| VARBINARY(n) or BINARY VARYING(n) | Binary string. Variable length. Maximum length n |
| INTEGER(p) | Integer numerical (no decimal). Precision p |
| SMALLINT | Integer numerical (no decimal). Precision 5 |
| INTEGER | Integer numerical (no decimal). Precision 10 |
| BIGINT | Integer numerical (no decimal). Precision 19 |
| DECIMAL(p,s) | Exact numerical, precision p, scale s. Example: decimal(5,2) is a number that has 3 digits before the decimal and 2 digits after the decimal |
| NUMERIC(p,s) | Exact numerical, precision p, scale s. (Same as DECIMAL) |
| FLOAT(p) | Approximate numerical, mantissa precision p. A floating number in base 10 exponential notation. The size argument for this type consists of a single number specifying the minimum precision |
| REAL | Approximate numerical, mantissa precision 7 |
| FLOAT | Approximate numerical, mantissa precision 16 |
| DOUBLE PRECISION | Approximate numerical, mantissa precision 16 |
| DATE | Stores year, month, and day values |
| TIME | Stores hour, minute, and second values |
| TIMESTAMP | Stores year, month, day, hour, minute, and second values |
| INTERVAL | Composed of a number of integer fields, representing a period of time, depending on the type of interval |
| ARRAY | A set-length and ordered collection of elements |
| MULTISET | A variable-length and unordered collection of elements |
| XML | Stores XML data |

## SQL Data Type Quick Reference

However, different databases offer different choices for the data type definition.

The following table shows some of the common names of data types between the various database platforms:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Data type** | **Access** | **SQLServer** | **Oracle** | **MySQL** | **PostgreSQL** |
| *boolean* | Yes/No | Bit | Byte | N/A | Boolean |
| *integer* | Number (integer) | Int | Number | Int Integer | Int Integer |
| *float* | Number (single) | Float Real | Number | Float | Numeric |
| *currency* | Currency | Money | N/A | N/A | Money |
| *string (fixed)* | N/A | Char | Char | Char | Char |
| *string (variable)* | Text (<256) Memo (65k+) | Varchar | Varchar Varchar2 | Varchar | Varchar |
| *binary object* | OLE Object Memo | Binary (fixed up to 8K) Varbinary (<8K) Image (<2GB) | Long Raw | Blob Text | Binary Varbinary |

# DDL

DDL is abbreviation of **Data Definition Language**. It is used to create and modify the structure of database objects in database.

**CREATE** – Creates objects in the database

CREATE TABLE table\_name  
(  
column\_name1 data\_type(size),  
column\_name2 data\_type(size),  
column\_name3 data\_type(size),  
....  
);

Ex: CREATE TABLE Persons  
(  
PersonIDint,  
LastName varchar(255),  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
);

**ALTER** – Alters objects of the database

To add a column in a table, use the following syntax:

ALTER TABLE table\_name  
ADD column\_name datatype

Ex: ALTER TABLE Persons ADD DateOfBirth date

To delete a column in a table, use the following syntax (notice that some database systems don't allow deleting a column):

ALTER TABLE table\_name  
DROP COLUMN column\_name

To change the data type of a column in a table, use the following syntax:

*SQL Server / MS Access:*

ALTER TABLE table\_name  
ALTER COLUMN column\_name datatype

*My SQL / Oracle (prior version 10G):*

ALTER TABLE table\_name  
MODIFY COLUMN column\_name datatype

*Oracle 10G and later:*

ALTER TABLE table\_name  
MODIFY column\_name datatype

**DROP** – Deletes objects of the database

Indexes, tables, and databases can easily be deleted/removed with the DROP statement.

## *The DROP INDEX Statement:*

The DROP INDEX statement is used to delete an index in a table.

## *DROP INDEX Syntax for MS Access:*

DROP INDEX index\_name ON table\_name

## *DROP INDEX Syntax for MS SQL Server:*

DROP INDEX table\_name.index\_name

## *DROP INDEX Syntax for DB2/Oracle:*

DROP INDEX index\_name

## *DROP INDEX Syntax for MySQL:*

ALTER TABLE table\_name DROP INDEX index\_name

## *The DROP TABLE Statement*

The DROP TABLE statement is used to delete a table.

DROP TABLE table\_name

## *The DROP DATABASE Statement*

The DROP DATABASE statement is used to delete a database.

DROP DATABASE database\_name

**TRUNCATE** – Deletes all records from a table and resets table identity to initial value. OR Remove all records from a table, including all spaces allocated for the records are removed

## *The TRUNCATE TABLE Statement*

What if we only want to delete the data inside the table, and not the table itself ?

Then, use the TRUNCATE TABLE statement:

TRUNCATE TABLE table\_name

**RENAME** - Rename an object

RENAME TABLE old\_table TO new\_table;

ALTER TABLE old\_table RENAME new\_table;

Ex: RENAME TABLE old\_table TO tmp\_table,

new\_table TO old\_table,

tmp\_table TO new\_table;

# DML

DML is abbreviation of **Data Manipulation Language**. It is used to retrieve, store, modify, delete, insert and update data in database.

SELECT – Retrieves data from a table

SELECT column\_name,column\_name  
FROM table\_name;

INSERT – Inserts data into a table

INSERT INTO table\_name (column1,column2,column3,...)  
VALUES (value1,value2,value3,...);

UPDATE – Updates existing data into a table

UPDATE table\_name  
SET column1=value1,column2=value2,...  
WHERE some\_column=some\_value;

DELETE – Deletes all records from a table, the space for the records remain (Delete row contains)

DELETE FROM table\_name  
WHERE some\_column=some\_value;

Ex: DELETE FROM Customers WHERE CustomerName='Alfreds' AND ContactName='Maria Anders';

MERGE - UPSERT operation (insert or update)

CALL - Call a PL/SQL or Java subprogram

EXPLAIN PLAN - Explain access path to data

LOCK TABLE - Control concurrency

# DCL

DCL is abbreviation of **Data Control Language**. It is used to create roles, permissions, and referential integrity as well it is used to control access to database by securing it.

**GRANT** – Gives user’s access privileges to database  
**REVOKE** – Withdraws user’s access privileges to database given with the GRANT command

## Grant Privileges on Table

You can grant users various privileges to tables. These privileges can be any combination of SELECT, INSERT, UPDATE, DELETE, REFERENCES, ALTER, INDEX, or ALL.

### Syntax

The syntax for granting privileges on a table in Oracle is:

GRANT privileges ON object TO user;

The privileges to assign. It can be any of the following values:

| **Privilege** | **Description** |
| --- | --- |
| SELECT | Ability to perform SELECT statements on the table. |
| INSERT | Ability to perform INSERT statements on the table. |
| UPDATE | Ability to perform UPDATE statements on the table. |
| DELETE | Ability to perform DELETE statements on the table. |
| REFERENCES | Ability to create a constraint that refers to the table. |
| ALTER | Ability to perform ALTER TABLE statements to change the table definition. |
| INDEX | Ability to create an index on the table with the create index statement. |
| ALL | All privileges on table. |

**object**

The name of the database object that you are granting privileges for. In the case of granting privileges on a table, this would be the table name.

**user**

The name of the user that will be granted these privileges.

### Example

Let's look at some examples of how to grant privileges on tables in Oracle.

For example, if you wanted to grant SELECT, INSERT, UPDATE, and DELETE privileges on a table called suppliers to a user name smith, you would run the following GRANT statement:

GRANT SELECT, INSERT, UPDATE, DELETE ON suppliers TO smith;

You can also use the ALL keyword to indicate that you wish ALL permissions to be granted for a user named smithj. For example:

GRANT ALL ON suppliers TO smithj;

If you wanted to grant only SELECT access on your table to all users, you could grant the privileges to the public keyword. For example:

GRANT SELECT ON suppliers TO public;

## Revoke Privileges on Table

Once you have granted privileges, you may need to revoke some or all of these privileges. To do this, you can run a revoke command. You can revoke any combination of SELECT, INSERT, UPDATE, DELETE, REFERENCES, ALTER, INDEX, or ALL.

### Syntax

The syntax for revoking privileges on a table in Oracle is:

REVOKE privileges ON object FROM user;

**privileges**

The privileges to revoke. It can be any of the following values:

| **Privilege** | **Description** |
| --- | --- |
| SELECT | Ability to perform SELECT statements on the table. |
| INSERT | Ability to perform INSERT statements on the table. |
| UPDATE | Ability to perform UPDATE statements on the table. |
| DELETE | Ability to perform DELETE statements on the table. |
| REFERENCES | Ability to create a constraint that refers to the table. |
| ALTER | Ability to perform ALTER TABLE statements to change the table definition. |
| INDEX | Ability to create an index on the table with the create index statement. |
| ALL | All privileges on table. |

**object**

The name of the database object that you are revoking privileges for. In the case of revoking privileges on a table, this would be the table name.

**user**

The name of the user that will have these privileges revoked.

### Example

Let's look at some examples of how to revoke privileges on tables in Oracle.

For example, if you wanted to revoke DELETE privileges on a table called suppliers from a user named anderson, you would run the following REVOKE statement:

REVOKE DELETE ON suppliers FROM anderson;

If you wanted to revoke ALL privileges on a table for a user named anderson, you could use the ALL keyword as follows:

REVOKE ALL ON suppliers FROM anderson;

If you had granted ALL privileges to public (all users) on the suppliers table and you wanted to revoke these privileges, you could run the following REVOKE statement:

REVOKE ALL ON suppliers FROM public;

## Grant Privileges on Functions/Procedures

When dealing with functions and procedures, you can grant users the ability to EXECUTE these functions and procedures.

### Syntax

The syntax for granting EXECUTE privileges on a function/procedure in Oracle is:

GRANT EXECUTE ON object TO user;

EXECUTE

The ability to compile the function/procedure. The ability to execute the function/procedure directly.

object

The name of the database object that you are granting privileges for. In the case of granting EXECUTE privileges on a function or procedure, this would be the function name or the procedure name.

user

The name of the user that will be granted the EXECUTE privileges.

### Example

Let's look at some examples of how to grant EXECUTE privileges on a function or procedure in Oracle.

For example, if you had a function called Find\_Value and you wanted to grant EXECUTE access to the user named smithj, you would run the following GRANT statement:

GRANT EXECUTE ON Find\_Value TO smithj;

If you wanted to grant ALL users the ability to EXECUTE this function, you would run the following GRANT statement:

GRANT EXECUTE ON Find\_Value TO public;

## Revoke Privileges on Functions/Procedures

Once you have granted EXECUTE privileges on a function or procedure, you may need to REVOKE these privileges from a user. To do this, you can execute a REVOKE command.

### Syntax

The syntax for the revoking privileges on a function or procedure in Oracle is:

REVOKE EXECUTE ON object FROM user;

EXECUTE

The ability to compile the function/procedure. The ability to execute the function/procedure directly.

object

The name of the database object that you are revoking privileges for. In the case of revoking EXECUTE privileges on a function or procedure, this would be the function name or the procedure name.

user

The name of the user that will be revoked the EXECUTE privileges.

### Example

Let's look at some examples of how to revoke EXECUTE privileges on a function or procedure in Oracle.

If you wanted to revoke EXECUTE privileges on a function called Find\_Value from a user named anderson, you would run the following REVOKE statement:

REVOKE execute ON Find\_Value FROM anderson;

If you had granted EXECUTE privileges to public (all users) on the function called Find\_Value and you wanted to revoke these EXECUTE privileges, you could run the following REVOKE statement:

REVOKE EXECUTE ON Find\_Value FROM public;

# TCL

TCL is abbreviation of **Transactional Control Language**. It is used to manage different transactions occurring within a database.

COMMIT – Saves work done in transactions  
ROLLBACK – Restores database to original state since the last COMMIT command in transactions

SAVEPOINT - Identify a point in a transaction to which you can later roll back

*Creating Savepoints*: Example To update the salary for Banda and Greene in the sample table hr.employees, check that the total department salary does not exceed 314,000, and then reenter the salary for Greene:

UPDATE employees

SET salary = 7000

WHERE last\_name = 'Banda';

SAVEPOINT banda\_sal;

UPDATE employees

SET salary = 12000

WHERE last\_name = 'Greene';

SAVEPOINT greene\_sal;

SELECT SUM(salary) FROM employees;

ROLLBACK TO SAVEPOINT greene\_sal;

UPDATE employees

SET salary = 11000

WHERE last\_name = 'Greene';

COMMIT;

**NOTE:**DML commands can't be rollback when a DDL command is executed immediately after a DML. DDL after DML means "auto commit". The changes will return on disk not on the buffer. If the changes return on the buffer it is possible to rollback not from the disk.

## The SQL LIKE Operator

The LIKE operator is used to search for a specified pattern in a column.

### SQL LIKE Syntax

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name LIKE pattern;

## SQL LIKE Operator Examples

The following SQL statement selects all customers with a City starting with the letter "s":

### Example

SELECT \* FROM Customers  
WHERE City LIKE 's%';

**Tip:** The "%" sign is used to define wildcards (missing letters) both before and after the pattern. You will learn more about wildcards in the next chapter.

The following SQL statement selects all customers with a City ending with the letter "s":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '%s';

The following SQL statement selects all customers with a Country containing the pattern "land":

### Example

SELECT \* FROM Customers  
WHERE Country LIKE '%land%';

Using the NOT keyword allows you to select records that do NOT match the pattern.

The following SQL statement selects all customers with Country NOT containing the pattern "land":

### Example

SELECT \* FROM Customers  
WHERE Country NOT LIKE '%land%';

## SQL Wildcards

A wildcard character can be used to substitute for any other character(s) in a string.

## SQL Wildcard Characters

In SQL, wildcard characters are used with the SQL LIKE operator.

SQL wildcards are used to search for data within a table.

With SQL, the wildcards are:

|  |  |
| --- | --- |
| **Wildcard** | **Description** |
| % | A substitute for zero or more characters |
| \_ | A substitute for a single character |
| [charlist] | Sets and ranges of characters to match |
| [^charlist] or [!charlist] | Matches only a character NOT specified within the brackets |

## Using the SQL % Wildcard

The following SQL statement selects all customers with a City starting with "ber":

### Example

SELECT \* FROM Customers  
WHERE City LIKE 'ber%';

The following SQL statement selects all customers with a City containing the pattern "es":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '%es%';

## Using the SQL \_ Wildcard

The following SQL statement selects all customers with a City starting with any character, followed by "erlin":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '\_erlin';

The following SQL statement selects all customers with a City starting with "L", followed by any character, followed by "n", followed by any character, followed by "on":

### Example

SELECT \* FROM Customers  
WHERE City LIKE 'L\_n\_on';

## Using the SQL [charlist] Wildcard

The following SQL statement selects all customers with a City starting with "b", "s", or "p":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '[bsp]%';

The following SQL statement selects all customers with a City starting with "a", "b", or "c":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '[a-c]%';

The following SQL statement selects all customers with a City NOT starting with "b", "s", or "p":

### Example

SELECT \* FROM Customers  
WHERE City LIKE '[!bsp]%';  
  
or  
  
SELECT \* FROM Customers  
WHERE City NOT LIKE '[bsp]%';

**The SQL UNION Operator**

The UNION operator is used to combine the result-set of two or more SELECT statements.

Notice that each SELECT statement within the UNION must have the same number of columns. The columns must also have similar data types. Also, the columns in each SELECT statement must be in the same order.

**SQL UNION Syntax**

SELECT *column\_name(s)* FROM *table1*  
UNION  
SELECT *column\_name(s)* FROM *table2*;

**Note:**The UNION operator selects only distinct values by default. To allow duplicate values, use the ALL keyword with UNION.

**SQL UNION ALL Syntax**

SELECT *column\_name(s)* FROM *table1*  
UNION ALL  
SELECT *column\_name(s)* FROM *table2*;

**PS:** The column names in the result-set of a UNION are usually equal to the column names in the first SELECT statement in the UNION.

**Demo Database**

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Customers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

And a selection from the "Suppliers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **SupplierID** | **SupplierName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Exotic Liquid | Charlotte Cooper | 49 Gilbert St. | London | EC1 4SD | UK |
| 2 | New Orleans Cajun Delights | Shelley Burke | P.O. Box 78934 | New Orleans | 70117 | USA |
| 3 | Grandma Kelly's Homestead | Regina Murphy | 707 Oxford Rd. | Ann Arbor | 48104 | USA |

**SQL UNION Example**

The following SQL statement selects all the **different** cities (only distinct values) from the "Customers" and the "Suppliers" tables:

**Example**

SELECT City FROM Customers  
UNION  
SELECT City FROM Suppliers  
ORDER BY City;

**Note:**UNION cannot be used to list ALL cities from the two tables. If several customers and suppliers share the same city, each city will only be listed once. UNION selects only distinct values. Use UNION ALL to also select duplicate values!

**SQL UNION ALL Example**

The following SQL statement uses UNION ALL to select **all** (duplicate values also) cities from the "Customers" and "Suppliers" tables:

**Example**

SELECT City FROM Customers  
UNION ALL  
SELECT City FROM Suppliers  
ORDER BY City;

**SQL UNION ALL With WHERE**

The following SQL statement uses UNION ALL to select **all** (duplicate values also) **German** cities from the "Customers" and "Suppliers" tables:

**Example**

SELECT City, Country FROM Customers  
WHERE Country='Germany'  
UNION ALL  
SELECT City, Country FROM Suppliers  
WHERE Country='Germany'  
ORDER BY City;

|  |
| --- |
|  |

**UNION**

The Oracle UNION operator is used to combine the result sets of 2 or more [Oracle SELECT statements](http://www.techonthenet.com/oracle/select.php). It removes duplicate rows between the various SELECT statements.

Each [SELECT statement](http://www.techonthenet.com/oracle/select.php) within the UNION operator must have the same number of fields in the result sets with similar data types.

**Syntax**

The syntax for the UNION operator in Oracle/PLSQL is:

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions]

UNION

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions];

**Parameters or Arguments**

expression1, expression2, expression\_n

The columns or calculations that you wish to retrieve.

tables

The tables that you wish to retrieve records from. There must be at least one table listed in the FROM clause.

WHERE conditions

Optional. The conditions that must be met for the records to be selected.

**Note**

* There must be same number of expressions in both SELECT statements.

**Example - Returns single field**

The following is an example of the Oracle UNION operator that returns one field from multiple SELECT statements (and both fields have the same data type):

SELECT supplier\_id

FROM suppliers

UNION

SELECT supplier\_id

FROM order\_details;

In this Oracle UNION operator example, if a *supplier\_id* appeared in both the *suppliers* and *order\_details* table, it would appear once in your result set. The Oracle UNION operator removes duplicates. If you do **not** wish to remove duplicates, try using the [Oracle UNION ALL operator](http://www.techonthenet.com/oracle/union_all.php).

**Example - Using ORDER BY**

The Oracle UNION operator can use the [ORDER BY clause](http://www.techonthenet.com/oracle/order_by.php) to order the results of the query.

For example:

SELECT supplier\_id, supplier\_name

FROM suppliers

WHERE supplier\_id<= 500

UNION

SELECT company\_id, company\_name

FROM companies

WHERE company\_name = 'Apple'

ORDER BY 2;

In this Oracle UNION operator, since the column names are different between the two [SELECT statements](http://www.techonthenet.com/oracle/select.php), it is more advantageous to reference the columns in the [ORDER BY clause](http://www.techonthenet.com/oracle/order_by.php) by their position in the result set. In this example, we've sorted the results by *supplier\_name* / *company\_name* in ascending order, as denoted by the ORDER BY 2.

The *supplier\_name* / *company\_name* fields are in position #2 in the result set.

## INTERSECT Operator

This Oracle tutorial explains how to use the Oracle **INTERSECT operator** with syntax and examples.

## Description

The Oracle INTERSECT operator is used to return the results of 2 or more [SELECT statements](http://www.techonthenet.com/oracle/select.php). However, it only returns the rows selected by all queries or data sets. If a record exists in one query and not in the other, it will be omitted from the INTERSECT results.

### Intersect Query
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**Explanation:** The INTERSECT query will return the records in the blue shaded area. These are the records that exist in both Dataset1 and Dataset2.

Each SELECT statement within the INTERSECT must have the same number of fields in the result sets with similar data types.

## Syntax

The syntax for the INTERSECT operator in Oracle/PLSQL is:

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions]

INTERSECT

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions];

### Parameters or Arguments

expression1, expression2, ...expression\_n

The columns or calculations that you wish to retrieve.

tables

The tables that you wish to retrieve records from. There must be at least one table listed in the FROM clause.

WHERE conditions

Optional. The conditions that must be met for the records to be selected.

## Note

* There must be same number of expressions in both SELECT statements and have similar data types.

## Example - With Single Expression

The following is an Oracle INTERSECT example that returns one field with the same data type:

SELECT supplier\_id

FROM suppliers

INTERSECT

SELECT supplier\_id

FROM orders;

In this INTERSECT example, if a supplier\_id appeared in both the suppliers and orders table, it would appear in your result set.

Now, let's complicate our example further by adding [WHERE conditions](http://www.techonthenet.com/oracle/where.php) to the INTERSECT query.

SELECT supplier\_id

FROM suppliers

WHERE supplier\_id<= 99

INTERSECT

SELECT supplier\_id

FROM orders

WHERE quantity > 25;

In this example, the WHERE clauses have been added to each of the datasets. The first dataset has been filtered so that only records from the suppliers table where the supplier\_id is less than or equal to 99 are returned. The second dataset has been filtered so that only records from the orders table are returned where the quantity is greater than 25.

## Example - With Multiple Expressions

Next, let's look at an example of how to use the INTERSECT operator in Oracle to return more than one column.

For example:

SELECT contact\_id, last\_name, first\_name

FROM contacts

WHERE first\_name<> 'John'

INTERSECT

SELECT customer\_id, last\_name, first\_name

FROM customers

WHERE customer\_id>= 89;

In this INTERSECT example, the query will return the records from the contacts table where the contact\_id, last\_name, and first\_name values match the customer\_id, last\_name, and first\_name value from the customers table.

There are WHERE conditions on each data set to further filter the results so that only records from the contacts are returned where the first\_name is not John. The records from the customers table are returned where the customer\_id is greater than or equal to 89.

## Example - Using ORDER BY

The following is an INTERSECT example that uses an [ORDER BY clause](http://www.techonthenet.com/oracle/order_by.php):

SELECT supplier\_id, supplier\_name

FROM suppliers

WHERE supplier\_id> 500

INTERSECT

SELECT company\_id, company\_name

FROM companies

WHERE company\_name in ( 'Apple', 'Microsoft', 'Oracle' )

ORDER BY 2;

Since the column names are different between the two SELECT statements, it is more advantageous to reference the columns in the ORDER BY clause by their position in the result set. In this example, we've sorted the results by supplier\_name / company\_name in ascending order, as denoted by the ORDER BY 2.

The supplier\_name / company\_name fields are in position #2 in the result set

## Using both ASC and DESC attributes

When sorting your result set using the Oracle ORDER BY clause, you can use the ASC and DESC attributes in a single [SELECT statement](http://www.techonthenet.com/oracle/select.php).

For example:

SELECT supplier\_city, supplier\_state

FROM suppliers

WHERE supplier\_name = 'Microsoft'

ORDER BY supplier\_city DESC, supplier\_state ASC;

This Oracle ORDER BY would return all records sorted by the supplier\_city field in descending order, with a secondary sort by supplier\_state in ascending order.

Note: If do not mention the ASC/DESC in ORDER BY clause, then default order is ASC.

## MINUS Operator

This Oracle tutorial explains how to use the Oracle **MINUS operator** with syntax and examples.

## Description

The Oracle MINUS operator is used to return all rows in the first SELECT statement that are not returned by the second SELECT statement. Each SELECT statement will define a dataset. The MINUS operator will retrieve all records from the first dataset and then remove from the results all records from the second dataset.

### Minus Query
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**Explanation:** The MINUS query will return the records in the blue shaded area. These are the records that exist in Dataset1 and not in Dataset2.

Each SELECT statement within the MINUS query must have the same number of fields in the result sets with similar data types.

## Syntax

The syntax for the MINUS operator in Oracle/PLSQL is:

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions]

MINUS

SELECT expression1, expression2, ...expression\_n

FROM tables

[WHERE conditions];

### Parameters or Arguments

expression1, expression2, ...expression\_n

The columns or calculations that you wish to retrieve.

tables

The tables that you wish to retrieve records from. There must be at least one table listed in the FROM clause.

WHERE conditions

Optional. The conditions that must be met for the records to be selected.

## Note

* There must be same number of expressions in both SELECT statements and have similar data types.

## Example - With Single Expression

The following is an Oracle MINUS operator example that returns one field with the same data type:

SELECT supplier\_id

FROM suppliers

MINUS

SELECT supplier\_id

FROM orders;

This Oracle MINUS example returns all supplier\_id values that are in the suppliers table and not in the orders table. What this means is that if a supplier\_id value existed in the suppliers table and also existed in the orders table, the supplier\_id value would not appear in this result set.

## Example - Using ORDER BY

The following is a MINUS operator example that uses an [ORDER BY clause](http://www.techonthenet.com/oracle/order_by.php):

SELECT supplier\_id, supplier\_name

FROM suppliers

WHERE state = 'Florida'

MINUS

SELECT company\_id, company\_name

FROM companies

WHERE company\_id<= 400

ORDER BY 2;

In this MINUS example, since the column names are different between the two SELECT statements, it is more advantageous to reference the columns in the ORDER BY clause by their position in the result set. In this example, we've sorted the results by supplier\_name / company\_name in ascending order, as denoted by the ORDER BY 2.

The supplier\_name / company\_name fields are in position #2 in the result set.

## Subqueries

This Oracle tutorial explains how to use Oracle **subqueries** with syntax and examples.

## What is a subquery in Oracle?

In Oracle, a subquery is a query within a query. You can create subqueries within your SQL statements. These subqueries can reside in the WHERE clause, the FROM clause, or the SELECT clause.

## WHERE clause

Most often, the subquery will be found in the WHERE clause. These subqueries are also called nested subqueries.

For example:

SELECT \*

FROM all\_tables tabs

WHERE tabs.table\_name IN (SELECT cols.table\_name

FROM all\_tab\_columns cols

WHERE cols.column\_name = 'SUPPLIER\_ID');

**Limitation:** Oracle allows up to 255 levels of subqueries in the WHERE clause.

## FROM clause

A subquery can also be found in the FROM clause. These are called **inline views**.

For example:

SELECT suppliers.name, subquery1.total\_amt

FROM suppliers,

(SELECT supplier\_id, SUM(orders.amount) AS total\_amt

FROM orders

GROUP BY supplier\_id) subquery1

WHERE subquery1.supplier\_id = suppliers.supplier\_id;

In this example, we've created a subquery in the FROM clause as follows:

(SELECT supplier\_id, SUM(orders.amount) AS total\_amt

FROM orders

GROUP BY supplier\_id) subquery1

This subquery has been aliased with the name subquery1. This will be the name used to reference this subquery or any of its fields.

### Limitations

Oracle allows an unlimited number of subqueries in the FROM clause.

## SELECT clause

A subquery can also be found in the SELECT clause.

For example:

SELECT tbls.owner, tbls.table\_name,

(SELECT COUNT(column\_name) AS total\_columns

FROM all\_tab\_columns cols

WHERE cols.owner = tbls.owner

AND cols.table\_name = tbls.table\_name) subquery2

FROM all\_tablestbls;

In this example, we've created a subquery in the SELECT clause as follows:

(SELECT COUNT(column\_name) AS total\_columns

FROM all\_tab\_columns cols

WHERE cols.owner = tbls.owner

AND cols.table\_name = tbls.table\_name) subquery2

The subquery has been aliased with the name subquery2. This will be the name used to reference this subquery or any of its fields.

The trick to placing a subquery in the select clause is that the subquery must return a single value. This is why an aggregate function such as [SUM function](http://www.techonthenet.com/oracle/functions/sum.php), [COUNT function](http://www.techonthenet.com/oracle/functions/count.php), [MIN function](http://www.techonthenet.com/oracle/functions/min.php), or [MAX function](http://www.techonthenet.com/oracle/functions/max.php) is commonly used in the subquery.

**SQL JOIN**

An SQL JOIN clause is used to combine rows from two or more tables, based on a common field between them.

The most common type of join is: **SQL INNER JOIN (simple join)**. An SQL INNER JOIN returns all rows from multiple tables where the join **condition is met**.

Let's look at a selection from the "Orders" table:

|  |  |  |
| --- | --- | --- |
| **OrderID** | **CustomerID** | **OrderDate** |
| 10308 | 2 | 1996-09-18 |
| 10309 | 37 | 1996-09-19 |
| 10310 | 77 | 1996-09-20 |

Then, have a look at a selection from the "Customers" table:

|  |  |  |  |
| --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mexico |

Notice that the "CustomerID" column in the "Orders" table refers to the "CustomerID" in the "Customers" table. The relationship between the two tables above is the "CustomerID" column.

Then, if we run the following SQL statement (that contains an INNER JOIN):

**Example**

SELECT Orders.OrderID, Customers.CustomerName, Orders.OrderDate  
FROM Orders  
INNER JOIN Customers  
ON Orders.CustomerID=Customers.CustomerID;

it will produce something like this:

|  |  |  |
| --- | --- | --- |
| **OrderID** | **CustomerName** | **OrderDate** |
| 10308 | Ana Trujillo Emparedados y helados | 9/18/1996 |
| 10365 | Antonio Moreno Taquería | 11/27/1996 |
| 10383 | Around the Horn | 12/16/1996 |
| 10355 | Around the Horn | 11/15/1996 |
| 10278 | Berglundssnabbköp | 8/12/1996 |

**Different SQL JOINs**

Before we continue with examples, we will list the types of the different SQL JOINs you can use:

* **INNER JOIN**: Returns all rows when there is at least one match in BOTH tables
* **LEFT JOIN**: Return all rows from the left table, and the matched rows from the right table
* **RIGHT JOIN**: Return all rows from the right table, and the matched rows from the left table
* **FULL JOIN**: Return all rows when there is a match in ONE of the tables

## SQL INNER JOIN Keyword

The INNER JOIN keyword selects all rows from both tables as long as there is a match between the columns in both tables.

### SQL INNER JOIN Syntax

SELECT column\_name(s)  
FROM table1  
INNER JOIN table2  
ON table1.column\_name=table2.column\_name;

or:

SELECT column\_name(s)  
FROM table1  
JOIN table2  
ON table1.column\_name=table2.column\_name;

**PS!** INNER JOIN is the same as JOIN.
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## Demo Database

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Customers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

And a selection from the "Orders" table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL INNER JOIN Example

The following SQL statement will return all customers with orders:

### Example

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
INNER JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

**Note:**The INNER JOIN keyword selects all rows from both tables as long as there is a match between the columns. If there are rows in the "Customers" table that do not have matches in "Orders", these customers will NOT be listed.

## SQL LEFT JOIN Keyword

The LEFT JOIN keyword returns all rows from the left table (table1), with the matching rows in the right table (table2). The result is NULL in the right side when there is no match.

### SQL LEFT JOIN Syntax

SELECT column\_name(s)  
FROM table1  
LEFT JOIN table2  
ON table1.column\_name=table2.column\_name;

or:

SELECT column\_name(s)  
FROM table1  
LEFT OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;

**PS!** In some databases LEFT JOIN is called LEFT OUTER JOIN.

![SQL LEFT JOIN](data:image/gif;base64,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)

## Demo Database

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Customers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

And a selection from the "Orders" table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL LEFT JOIN Example

The following SQL statement will return all customers, and any orders they might have:

### Example

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
LEFT JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

**Note:**The LEFT JOIN keyword returns all the rows from the left table (Customers), even if there are no matches in the right table (Orders).

## SQL RIGHT JOIN Keyword

The RIGHT JOIN keyword returns all rows from the right table (table2), with the matching rows in the left table (table1). The result is NULL in the left side when there is no match.

### SQL RIGHT JOIN Syntax

SELECT column\_name(s)  
FROM table1  
RIGHT JOIN table2  
ON table1.column\_name=table2.column\_name;

or:

SELECT column\_name(s)  
FROM table1  
RIGHT OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;

**PS!** In some databases RIGHT JOIN is called RIGHT OUTER JOIN.
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## Demo Database

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Orders" table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

And a selection from the "Employees" table:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EmployeeID** | **LastName** | **FirstName** | **BirthDate** | **Photo** | **Notes** |
| 1 | Davolio | Nancy | 12/8/1968 | EmpID1.pic | Education includes a BA in psychology..... |
| 2 | Fuller | Andrew | 2/19/1952 | EmpID2.pic | Andrew received his BTS commercial and.... |
| 3 | Leverling | Janet | 8/30/1963 | EmpID3.pic | Janet has a BS degree in chemistry.... |

## SQL RIGHT JOIN Example

The following SQL statement will return all employees, and any orders they have placed:

### Example

SELECT Orders.OrderID, Employees.FirstName  
FROM Orders  
RIGHT JOIN Employees  
ON Orders.EmployeeID=Employees.EmployeeID  
ORDER BY Orders.OrderID;

**Note:**The RIGHT JOIN keyword returns all the rows from the right table (Employees), even if there are no matches in the left table (Orders).

## SQL FULL OUTER JOIN Keyword

The FULL OUTER JOIN keyword returns all rows from the left table (table1) and from the right table (table2).

The FULL OUTER JOIN keyword combines the result of both LEFT and RIGHT joins.

### SQL FULL OUTER JOIN Syntax

SELECT column\_name(s)  
FROM table1  
FULL OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;
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## Demo Database

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Customers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

And a selection from the "Orders" table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL FULL OUTER JOIN Example

The following SQL statement selects all customers, and all orders:

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
FULL OUTER JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

A selection from the result set may look like this:

|  |  |
| --- | --- |
| **CustomerName** | **OrderID** |
| AlfredsFutterkiste |  |
| Ana Trujillo Emparedados y helados | 10308 |
| Antonio Moreno Taquería | 10365 |
|  | 10382 |
|  | 10351 |

**Note:**The FULL OUTER JOIN keyword returns all the rows from the left table (Customers), and all the rows from the right table (Orders). If there are rows in "Customers" that do not have matches in "Orders", or if there are rows in "Orders" that do not have matches in "Customers", those rows will be listed as well.

**The SQL SELECT INTO Statement**

The SELECT INTO statement selects data from one table and inserts it into a new table.

**SQL SELECT INTO Syntax**

We can copy all columns into the new table:

SELECT \*  
INTO *newtable* [IN *externaldb*]  
FROM *table1;*

Or we can copy only the columns we want into the new table:

SELECT *column\_name(s)*  
INTO *newtable* [IN *externaldb*]  
FROM *table1;*

The new table will be created with the column-names and types as defined in the SELECT statement. You can apply new names using the AS clause.

**SQL SELECT INTO Examples**

Create a backup copy of Customers:

SELECT \*  
INTO CustomersBackup2013  
FROM Customers;

Use the IN clause to copy the table into another database:

SELECT \*  
INTO CustomersBackup2013 IN 'Backup.mdb'  
FROM Customers;

Copy only a few columns into the new table:

SELECT CustomerName, ContactName  
INTO CustomersBackup2013  
FROM Customers;

Copy only the German customers into the new table:

SELECT \*  
INTO CustomersBackup2013  
FROM Customers  
WHERE Country='Germany';

Copy data from more than one table into the new table:

SELECT Customers.CustomerName, Orders.OrderID  
INTO CustomersOrderBackup2013  
FROM Customers  
LEFT JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID;

**Tip:** The SELECT INTO statement can also be used to create a new, empty table using the schema of another. Just add a WHERE clause that causes the query to return no data:

SELECT \*  
INTO *newtable*  
FROM *table1*  
WHERE 1=0;

**The SQL INSERT INTO SELECT Statement**

The INSERT INTO SELECT statement selects data from one table and inserts it into an existing table. Any existing rows in the target table are unaffected.

**SQL INSERT INTO SELECT Syntax**

We can copy all columns from one table to another, existing table:

INSERT INTO *table2*  
SELECT \* FROM *table1;*

Or we can copy only the columns we want to into another, existing table:

INSERT INTO *table2*  
*(column\_name(s))*  
SELECT *column\_name(s)*  
FROM *table1;*

**Demo Database**

In this tutorial we will use the well-known Northwind sample database.

Below is a selection from the "Customers" table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | AlfredsFutterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

And a selection from the "Suppliers" table:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **SupplierID** | **SupplierName** | **ContactName** | **Address** | **City** | **Postal Code** | **Country** | **Phone** |
| 1 | Exotic Liquid | Charlotte Cooper | 49 Gilbert St. | Londona | EC1 4SD | UK | (171) 555-2222 |
| 2 | New Orleans Cajun Delights | Shelley Burke | P.O. Box 78934 | New Orleans | 70117 | USA | (100) 555-4822 |
| 3 | Grandma Kelly's Homestead | Regina Murphy | 707 Oxford Rd. | Ann Arbor | 48104 | USA | (313) 555-5735 |

**SQL INSERT INTO SELECT Examples**

Copy only a few columns from "Suppliers" into "Customers":

**Example**

INSERT INTO Customers (CustomerName, Country)  
SELECT SupplierName, Country FROM Suppliers;

Copy only the German suppliers into "Customers":

**Example**

INSERT INTO Customers (CustomerName, Country)  
SELECT SupplierName, Country FROM Suppliers  
WHERE Country='Germany';