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# Abstract

Glossy Buckthorns are not native to the United States, and were introduced to here from the Europe. Not having a natural predator, these plants have spread wildly into the nature, especially in New England area. In this paper, we study the land management strategies regarding to dealing with spreading these species using Markov Decision Processes (MDPs). Here, we tried to find out the optimal policy using Least-Squares Policy Iteration (LSPI) algorithm, in which we approximate the state-action value function using Least-Squares Temporal Difference Q-function.

# Introduction

A living organism, plant, insect, fish, etc., when placing outside of it’s native habitat can grow and reproduce aggressively, to a level that causes crisis and leads to a devastating situations. Often times, invasive species spread by human activities unintentionally. No matter how they are introduced to the echo-system, the goal in natural resource management is to minimize their negative impact on the environment. Resource management is studied vastly in Reinforcement Learning and it is well-known under the name of inventory management. This problem is well formulated by MDPs.

The method used in this paper, LSPI, is heavily based on classic Policy Iteration and Value iteration . Traditional methods were more suitable for problems with a few number of states and actions. However, in most of the real world problems, we are dealing with countless number of states and actions. In such cases, the tabular representation of the state-action value function is not practical. So, we need to use alternatives. Approximation methods is the way to go about this problem. In particular, linear approximation has long been of interest, since they are easy to implement and intuitive to understand. It is usually relatively easy to understand why a linear system fails, and where the failure has occurred.

A crucial element in LSPI is the Least-Squares Temporal-Difference (LSTD) algorithm, which, again, is built on top of TD algorithm developed by Sutton . LSTD works great on prediction problems, where you only care about learning a value function of a given policy. It makes a good use of data given to the algorithm. However, it was not suitable for a control problem, where we are looking for the best possible set of actions that lead us to our goal (optimal policy). This paper extents the idea of LSTD to LSTDQ that learn the approximate state-action value function of a fixed policy. Using state-action value function eliminates the need for a model in our problem. This is a huge advantage in problems that we do not have access to the model, primarily because of the size of the problem.

LSPI is an off-policy[[1]](#footnote-23) algorithm, meaning that it can find the optimal policy given a set of data samples. It also makes a great use of data given to the algorithm. The samples generated on a policy can be re-used to evaluate a different policy. This characteristic guarantees finding the optimal policy, if the sample set is big enough to cover the whole state-action space.

The rest of this paper is organized as follows: first, a background on MDPs is provided. Then, the math behind LSTDQ is explained and the optimal iterative algorithm is introduced. Then, LSPI is explained in section [sec:lspi]. Approximation methods and LSTDQ is studied in section [sec:approximate]. At the end, a brief explanation on how the implementation is done is offered.

# Background

In this section the necessary math to understand LSPI is presented. As mentioned earlier, MDPs are the basis for our problem formulation. So, we start from defining an MDP. An MDP M is defined as a tuple of , where is a set of states, is a set of actions, is the probability transition model, is a reward and is the discount factor.

The Bellman equation for the state-action value function is

for a policy , where and are vectors of size $\mathcal{\abs{S} \abs{A}}$, and P is matrix of size $\mathcal{\abs{S} \abs{A}} \times \mathcal{\abs{S}}$. This matrix has information about the transitions between different states. In literature it is referred to as the *model* of the MDP. Having this matrix, one can tell the probability of going from state to when action is taken. In substantially large MDPs, such as the one we are dealing with in this project, having this matrix is impossible. So, we have to try *model-free* approaches, rather than model based ones.

As we know, the state-action value function is the fixed-point of the Bellman operator, defined as

# LSPI

Policy Iteration is an algorithm that finds the optimal policy for any MDP. It is a very intuitive method for finding the optimal policy in the space of all available deterministic policies, in which there are two steps involved. a) *Policy Evaluation*; where we compute the value function (or alternatively state-action value function), and b) *Policy Improvement*, where we improve the current policy greedily, using the computed value function as

This two-phase process continues until there is no change in the policy. PI is based on a tabular representation of the value function. This is not practical in real world problems with large number of states. So, the approximate representation is replaced with the tabular representation.

## Approximate State-Action Value Function

In large MDPs, the transition matrix is not available to us. State (and often action) space is also huge that makes it impossible to represent using tabular representation. What we do have access to in such cases are samples. Samples are observations made from the MDP. A sample contains current state, the action that is taken, the next state that MDP ends up in, and the reward it takes for being on that state.They are usually in form of

Samples can be taken from the actual process or from the simulator. In this project, the samples were collected using a simulator. A very helpful aspect of LSPI is that it is not affected by the policy that the samples are drawn from. No matter what policy the system followed to take a sample, it is always possible to use that sample to evaluate a policy.

LSPI learns the optimal policy by extracting information from the collected samples. It also approximates the state-action value function in an iterative fashion using a linear combination.

However, to evaluate a policy using samples, LSPI employs LSTDQ, an algorithm based on LSTD, but implemented for approximating Q-function. What we can understand form the equation [eq:approx] is that, using the linear approximation, we do not need to save a complete policy in a large matrix. The policy is actually saved explicitly within the feature vectors and its weights . In fact, the policy is computed only on demand.

In the next section (section [sec:LSTDQ]) we focus more on LSTDQ, the crucial part of LSPI, and see how it works.

## LSTDQ

There many ways to minimize the error of the approximation. One method is called Bellman Residual Minimization. There, by using the Bellman equation, we try to find the solution that minimizes the norm of the Bellman residual. This approach is not very sample efficient, since for each step, we need to get two samples ahead of a time.

Another method is called Least-Squares Fixed-point Approximation. Here, we use Bellman operator to force the approximation of the state-action value function to be a fixed point of the Bellman operator.

For that to be true, the right hand side has to be in the space of approximate value functions, space that is spanned by the basis functions.

if is substituted by , we can solve the system for

Because of the size of matrix, this solution is costly. As explained in , we can turn this solution into an optimal iterative one.

# Implementation

In this project, two datasets were given. In one, there were 2000 set of samples, collected from 10 episodes of 200 steps. The second file has 50000 set of samples with 200 steps in each episode. is used to represent the total number of samples in our dataset.

Samples had 18 feature, which represent the population and the seed bank in a grid cell map. The goal is to find the optimal policy using this set of samples. The way we approach this problem is LSPI. Because we are approximating the value function in LSPI, we need to find good features, and we need to find the weight that each feature contribute to the approximation of the value function.

In my implementation, I used the raw features, as they are put in the sample files. So, the vector of features for my approximation () is , a vector comprise of 18 raw features for each action. As illustrated in [fig:phi],when creating this feature, if the action that is taken on the sample is action 0, the first 18 element of the feature matrix gets filled with the feature in the sample, and the rest is set to zero. If the action is 10, the first 18 element are set to zero, and the second 18 element are set to the sample’s data.

Since we are dealing with the process of learning throughout data, we can use the idea of K-fold cross validation in order to find the best weights for the features. But, we need a measure to compare different approaches. This measure in Reinforcement Learning is Bellman Error. It is defined as
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The following table is the Bellman Error for running different k-fold algorithms on our dataset, and train the LSPI with different folds.

[tab:be]

|  |  |
| --- | --- |
| Method | BE |
| LSTDQ | 4935580.30 |
| LSTDQ with 4-fold | 4905981.01 |
| LSTDQ with 5-fold | 4601911.70 |
| LSTDQ with 6-fold | 4919249.69 |
| LSTDQ with 10-fold | 4886872.99 |

Based on table [tab:be], k-fold cross validation with 5 folds works quit well on our dataset.

1. In contrast to on-policy learning, where we only evaluate the value function for a given policy [↑](#footnote-ref-23)