Codility Questions

**Random Number generator**

We can generate a pseudo-random number in the range from 0.0 to 32,767 using rand() function from <cstdlib> library. The maximum value is library generated but it is guaranteed to be at least 32767 on any standard implementation. We can check it from RAND\_MAX

<http://www.bogotobogo.com/cplusplus/RandomNumbers.php>

#include <iostream>

#include <cstdlib>

using namespace std;

int main()

{

int i = 0;

while(i++ < 10) {

int r = (rand() % 100) + 1;

cout << r << " ";

}

return 0;

}

But this will generate the same set of numbers always. We can set the seed using the srand method. The srand() method takes integer as argument as seed. If we initiliaze the srand with same number then it will generate the same random number always. To initialize the srand with different values we can pass the value of time(NULL) to srand. The time(NULL) produces the time value which is the number of seconds since epoch.

#include <iostream>

#include <cstdlib>

#include <ctime>

using namespace std;

int main()

{

srand((int)time(0));

int i = 0;

while(i++ < 10) {

int r = (rand() % 100) + 1;

cout << r << " ";

}

return 0;

}

Codility: Find the sum of the area of two possible   overlapping rectangles.

*Codility test with two tasks to do in 100 minutes: a   battleship game and a queue manager for people waiting for an elevator.*

<http://stackoverflow.com/questions/12417383/programming-test-codility-dominator>

<http://stackoverflow.com/questions/4703047/review-of-a-codility-test-pair-sum-even-count>

Problem – You have to find a majority element in an [array](http://en.wikipedia.org/wiki/Array) . An element is majority element if it occurs more than half times the size of array.

Solution –

1. Take two variables ,major which will contain majority element at the end and another count variable.
2. Initialize major to first element of the array and set count to one.
3. Now traverse the rest of array from the 2nd element.
4. For each array element a[i] ,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | if ( major==a[i] )  count++;  else if ( count == 0 )  {  major=a[i];  count=1;  }  else  count--; |

1. At the end of traversing the array, major will consist of majority element.
2. [**Equi**](https://codility.com/demo/results/demoZQ2TSZ-7QY/)

Find an index in an array such that its prefix sum equals its suffix sum.

A zero-indexed array A consisting of N integers is given. An *equilibrium index* of this array is any integer P such that 0 ≤ P < N and the sum of elements of lower indices is equal to the sum of elements of higher indices, i.e.

A[0] + A[1] + ... + A[P−1] = A[P+1] + ... + A[N−2] + A[N−1].

Sum of zero elements is assumed to be equal to 0. This can happen if P = 0 or if P = N−1.

int solution(vector<int> &A) {

// write your code in C++14 (g++ 6.2.0)

int N = A.size();

vector<long> s(A.size(), false);

long sum = 0;

for (int i = N-1; i >=0; --i)

{

s[i] = A[i] + sum;

sum = sum + A[i];

}

long lsum = 0;

for (int i = 0; i < N; ++i)

{

long rsum = s[i] - A[i];

// cout << "i=" << i << ", lsum=" << lsum << ", rsum="<< rsum << endl;

if (lsum == rsum)

{

return i;

}

lsum = lsum+A[i];

}

return -1;

}

1. [**BinaryGap**](https://codility.com/programmers/lessons/1-iterations/binary_gap/)

Find longest sequence of zeros in binary representation of an integer.

A binary gap within a positive integer N is any maximal sequence of consecutive zeros that is surrounded by ones at both ends in the binary representation of N.

For example, number 9 has binary representation 1001 and contains a binary gap of length 2. The number 529 has binary representation 1000010001 and contains two binary gaps: one of length 4 and one of length 3. The number 20 has binary representation 10100 and contains one binary gap of length 1. The number 15 has binary representation 1111 and has no binary gaps.

Write a function:

int solution(int N);

that, given a positive integer N, returns the length of its longest binary gap. The function should return 0 if N doesn't contain a binary gap.

For example, given N = 1041 the function should return 5, because N has binary representation 10000010001 and so its longest binary gap is of length 5.

Assume that:

N is an integer within the range [1..2,147,483,647].

Complexity:

expected worst-case time complexity is O(log(N));

expected worst-case space complexity is O(1).

**Solution**

**int** **max**(**int** a, **int** b)

{

**if** (a>b)

**return** a;

**else**

**return** b;

}

**int** **solution**(**int** N) {

// write your code in C++14 (g++ 6.2.0)

**int** num = N; //Input is always a +ve integer. So No need of unsigned int.

**bool** oneFound = **false**;

**int** count = 0;

**int** maxCount = 0;

**while**(num != 0)

{

**bool** isOne = (num &1);

**if** (isOne)

{

maxCount = max(count, maxCount);

count = 0;

oneFound = **true**;

}

**else** **if** (oneFound)

{

count++;

}

num = num>>1;

}

**return** maxCount;

}

1. [**OddOccurrencesInArray**](https://codility.com/programmers/lessons/2-arrays/odd_occurrences_in_array/)

Find value that occurs in odd number of elements.

A non-empty zero-indexed array A consisting of N integers is given. The array contains an odd number of elements, and each element of the array can be paired with another element that has the same value, except for one element that is left unpaired.

For example, in array A such that:

A[0] = 9 A[1] = 3 A[2] = 9 A[3] = 3 A[4] = 9 A[5] = 7 A[6] = 9

* the elements at indexes 0 and 2 have value 9,
* the elements at indexes 1 and 3 have value 3,
* the elements at indexes 4 and 6 have value 9,
* the element at index 5 has value 7 and is unpaired.

The technique is to use (XOR) operator A^A will be 0. Thus the same elements will cancel out and the remaining element is the number to be returned.

int solution(vector<int> &A) {

// write your code in C++14 (g++ 6.2.0)

int N = A.size();

int elem = A[0];

for (int i = 1; i < N; ++i)

{

elem ^= A[i];

}

cout << elem;

return elem;

}

<https://codility.com/demo/results/training3UAAPR-E2K/>

1. **CyclicRotation**

Rotate an array to the right by a given number of steps.

A zero-indexed array A consisting of N integers is given. Rotation of the array means that each element is shifted right by one index, and the last element of the array is also moved to the first place.

For example, the rotation of array A = [3, 8, 9, 7, 6] is [6, 3, 8, 9, 7]. The goal is to rotate array A K times; that is, each element of A will be shifted to the right by K indexes.

Write a function:

vector<int> solution(vector<int> &A, int K);

**vector**<**int**> solution(**vector**<**int**> &A, **int** K) {

// write your code in C++14 (g++ 6.2.0)

**int** N = A.size();

**vector**<**int**> r(N);

**for** (**int** i =0; i < N; ++i)

{

**int** np = (i+K)%N;

r[np] = A[i];

}

**return** r;

}

<https://codility.com/demo/results/training7628DE-KJX/>

1. [**PermMissingElem**](https://codility.com/programmers/lessons/3-time_complexity/perm_missing_elem/)

Find the missing element in a given permutation.

A zero-indexed array A consisting of N different integers is given. The array contains integers in the range [1..(N + 1)], which means that exactly one element is missing.

Your goal is to find that missing element.

Write a function:

class Solution {

public int solution(int[] A);

}

that, given a zero-indexed array A, returns the value of the missing element.

For example, given array A such that:

A[0] = 2 A[1] = 3 A[2] = 1 A[3] = 5

the function should return 4, as it is the missing element.

Assume that:

N is an integer within the range [0..100,000];

the elements of A are all distinct;

each element of array A is an integer within the range [1..(N + 1)].

Complexity:

expected worst-case time complexity is O(N);

expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

int solution(vector<int> &A) {

// write your code in C++14 (g++ 6.2.0)

int N = A.size();

long sum = 0;

for (int i = 0; i < N; ++i)

{

sum += A[i];

}

// **BUG** N should be long else rSum will have overflow buffered result.

long rSum = (N+1) \* (N+2) / 2;

int diff = rSum - sum;

return diff;

}

**LEARNING**

**Above solution resulted in 60% correctness**

**Correct Solution**

int solution(vector<int> &A) {

// write your code in C++14 (g++ 6.2.0)

long N = A.size();

long sum = 0;

for (long i = 0; i < N; ++i)

{

sum += A[i];

}

long rSum = (N+1) \* (N+2) / 2;

int diff = rSum - sum;

return diff;

}

1. [**FrogJmp**](https://codility.com/programmers/lessons/3-time_complexity/frog_jmp/)

Count minimal number of jumps from position X to Y.

A small frog wants to get to the other side of the road. The frog is currently located at position X and wants to get to a position greater than or equal to Y. The small frog always jumps a fixed distance, D.

Count the minimal number of jumps that the small frog must perform to reach its target.

Write a function:

int solution(int X, int Y, int D);

that, given three integers X, Y and D, returns the minimal number of jumps from position X to a position equal to or greater than Y.

For example, given:

X = 10 Y = 85 D = 30

the function should return 3, because the frog will be positioned as follows:

* after the first jump, at position 10 + 30 = 40
* after the second jump, at position 10 + 30 + 30 = 70
* after the third jump, at position 10 + 30 + 30 + 30 = 100

Assume that:

* X, Y and D are integers within the range [1..1,000,000,000];
* X ≤ Y.

Complexity:

* expected worst-case time complexity is O(1);
* expected worst-case space complexity is O(1).

int solution(int X, int Y, int D) {

// write your code in C++14 (g++ 6.2.0)

int count = (Y-X)/D;

int mod = (Y-X)%D;

if (mod != 0)

{

count++;

}

return count;

}

1. [**TapeEquilibrium**](https://codility.com/programmers/lessons/3-time_complexity/tape_equilibrium/)

Minimize the value |(A[0] + ... + A[P-1]) - (A[P] + ... + A[N-1])|.

A non-empty zero-indexed array A consisting of N integers is given. Array A represents numbers on a tape.

Any integer P, such that 0 < P < N, splits this tape into two non-empty parts: A[0], A[1], ..., A[P − 1] and A[P], A[P + 1], ..., A[N − 1].

The *difference* between the two parts is the value of: |(A[0] + A[1] + ... + A[P − 1]) − (A[P] + A[P + 1] + ... + A[N − 1])|

In other words, it is the absolute difference between the sum of the first part and the sum of the second part.

For example, consider array A such that:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 4 A[4] = 3

We can split this tape in four places:

* P = 1, difference = |3 − 10| = 7
* P = 2, difference = |4 − 9| = 5
* P = 3, difference = |6 − 7| = 1
* P = 4, difference = |10 − 3| = 7

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A of N integers, returns the minimal difference that can be achieved.

For example, given:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 4 A[4] = 3

the function should return 1, as explained above.

Assume that:

* N is an integer within the range [2..100,000];
* each element of array A is an integer within the range [−1,000..1,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#include <climits>

int min(int a, int b)

{

if (a<b)

return a;

else

return b;

}

int solution(vector<int> &A) {

// write your code in C++14 (g++ 6.2.0)

int N = A.size();

vector<int> s(N);

s[N-1] = A[N-1];

for (int i = N-2; i >=0; --i)

{

s[i] = A[i] + s[i+1];

}

int minDiff = INT\_MAX; // min should be INT\_MAX and max should be INT\_MIN

int lsum =A[0];

for(int i = 1; i < N; ++i)

{

int diff = lsum - s[i];

if (diff < 0)

diff = diff \* -1;

minDiff = min(diff, minDiff);

lsum += A[i];

}

return minDiff;

}

1. **CountDIV**
2. **CountDIV**
3. **CountDIV**
4. **CountDIV**

**TBD**

1. **CountDIV**

Write a function:

class Solution { public int solution(int A, int B, int K); }

that, given three integers A, B and K, returns the number of integers within the range [A..B] that are divisible by K, i.e.:

{ i : A ≤ i ≤ B, i **mod** K = 0 }

For example, for A = 6, B = 11 and K = 2, your function should return 3, because there are three numbers divisible by 2 within the range [6..11], namely 6, 8 and 10.

Assume that:

* A and B are integers within the range [0..2,000,000,000];
* K is an integer within the range [1..2,000,000,000];
* A ≤ B.

Complexity:

* expected worst-case time complexity is O(1);
* expected worst-case space complexity is O(1).

**Solution**

int solution(int A, int B, int K) {

// write your code in C++14 (g++ 6.2.0)

int offsetForLeftRange = 0;

if ( A % K == 0) { ++offsetForLeftRange; }

return (B/K) - (A /K) + offsetForLeftRange;

}

1. **Passing Cars**

A non-empty zero-indexed array A consisting of N integers is given. The consecutive elements of array A represent consecutive cars on a road.

Array A contains only 0s and/or 1s:

* 0 represents a car traveling east,
* 1 represents a car traveling west.

The goal is to count passing cars. We say that a pair of cars (P, Q), where 0 ≤ P < Q < N, is passing when P is traveling to the east and Q is traveling to the west.

For example, consider array A such that:

A[0] = 0 A[1] = 1 A[2] = 0 A[3] = 1 A[4] = 1

We have five pairs of passing cars: (0, 1), (0, 3), (0, 4), (2, 3), (2, 4).

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A of N integers, returns the number of pairs of passing cars.

The function should return −1 if the number of pairs of passing cars exceeds 1,000,000,000.

For example, given:

A[0] = 0 A[1] = 1 A[2] = 0 A[3] = 1 A[4] = 1

the function should return 5, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer that can have one of the following values: 0, 1.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**Solution**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**long inc =0;**

**long count = 0;**

**for (int i = 0; i < N; ++i)**

**{**

**if (A[i] == 0)**

**{**

**inc++;**

**}**

**if (A[i] == 1)**

**{**

**count = count + inc;**

**}**

**if (count > 1000000000)**

**{**

**return -1;**

**}**

**}**

**return count;**

**}**

1. **Distinct**

Write a function

int solution(vector<int> &A);

that, given a zero-indexed array A consisting of N integers, returns the number of distinct values in array A.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−1,000,000..1,000,000].

For example, given array A consisting of six elements such that:

A[0] = 2 A[1] = 1 A[2] = 1 A[3] = 2 A[4] = 3 A[5] = 1

the function should return 3, because there are 3 distinct values appearing in array A, namely 1, 2 and 3.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**Solution**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**if (N==0)**

**return 0;**

**sort(A.begin(), A.end());**

**int count = 1;**

**for (int i =0; i < N-1; ++i)**

**{**

**if (A[i] != A[i+1])**

**count++;**

**}**

**return count;**

**}**

1. [**MaxProductOfThree**](https://codility.com/programmers/lessons/6-sorting/max_product_of_three/)

Maximize A[P] \* A[Q] \* A[R] for any triplet (P, Q, R).

A non-empty zero-indexed array A consisting of N integers is given. The *product* of triplet (P, Q, R) equates to A[P] \* A[Q] \* A[R] (0 ≤ P < Q < R < N).

For example, array A such that:

A[0] = -3 A[1] = 1 A[2] = 2 A[3] = -2 A[4] = 5 A[5] = 6

contains the following example triplets:

* (0, 1, 2), product is −3 \* 1 \* 2 = −6
* (1, 2, 4), product is 1 \* 2 \* 5 = 10
* (2, 4, 5), product is 2 \* 5 \* 6 = 60

Your goal is to find the maximal product of any triplet.

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A, returns the value of the maximal product of any triplet.

For example, given array A such that:

A[0] = -3 A[1] = 1 A[2] = 2 A[3] = -2 A[4] = 5 A[5] = 6

the function should return 60, as the product of triplet (2, 4, 5) is maximal.

Assume that:

* N is an integer within the range [3..100,000];
* each element of array A is an integer within the range [−1,000..1,000].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**sort(A.begin(), A.end());**

**return max(A[0]\*A[1]\*A[N-1], A[N-1]\*A[N-2]\*A[N-3]);**

**}**

1. [**Triangle**](https://codility.com/programmers/lessons/6-sorting/triangle/)

Determine whether a triangle can be built from a given set of edges.

A zero-indexed array A consisting of N integers is given. A triplet (P, Q, R) is *triangular* if 0 ≤ P < Q < R < N and:

* A[P] + A[Q] > A[R],
* A[Q] + A[R] > A[P],
* A[R] + A[P] > A[Q].

For example, consider array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 20

Triplet (0, 2, 4) is triangular.

Write a function:

int solution(vector<int> &A);

that, given a zero-indexed array A consisting of N integers, returns 1 if there exists a triangular triplet for this array and returns 0 otherwise.

For example, given array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 20

the function should return 1, as explained above. Given array A such that:

A[0] = 10 A[1] = 50 A[2] = 5 A[3] = 1

the function should return 0.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**sort(A.begin(), A.end());**

**if (A.size() <3)**

**return 0;**

**int N = A.size();**

**for (int i = 0; i < N-2; ++i)**

**{**

**long ai = A[i];**

**long ai1 = A[i+1];**

**long ai2 = A[i+2];**

**if ((ai + ai1) > ai2)**

**{**

**return 1;**

**}**

**}**

**return 0;**

**}**

**Explanation**

In a sorted array if this condition hold true

A[i] + A[i+1] > A[i+2]

Then the other two combinations will also hold true

A[i] + A[i+2] > A[i+1]

A[i+2] + A[i+1] > A[i]

This is because A[i] and A[i+1] are smaller than A[i+2] and if the number A[i] + A[i+1] are greater than A[i+2], then any sum with A[i+2] will be greater than

1. [**NumberOfDiscIntersections**](https://codility.com/programmers/lessons/6-sorting/number_of_disc_intersections/)

Compute the number of intersections in a sequence of discs.

We draw N discs on a plane. The discs are numbered from 0 to N − 1. A zero-indexed array A of N non-negative integers, specifying the radiuses of the discs, is given. The J-th disc is drawn with its center at (J, 0) and radius A[J].

We say that the J-th disc and K-th disc intersect if J ≠ K and the J-th and K-th discs have at least one common point (assuming that the discs contain their borders).

The figure below shows discs drawn for N = 6 and A as follows:

A[0] = 1 A[1] = 5 A[2] = 2 A[3] = 1 A[4] = 4 A[5] = 0
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There are eleven (unordered) pairs of discs that intersect, namely:

* discs 1 and 4 intersect, and both intersect with all the other discs;
* disc 2 also intersects with discs 0 and 3.

Write a function:

int solution(int A[], int N);

that, given an array A describing N discs as explained above, returns the number of (unordered) pairs of intersecting discs. The function should return −1 if the number of intersecting pairs exceeds 10,000,000.

Given array A shown above, the function should return 11, as explained above.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [0..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**Solutions**

**TBD**

1. [**Brackets**](https://codility.com/demo/results/trainingR48BCE-DJ2/)

Determine whether a given string of parentheses is properly nested.

A string S consisting of N characters is considered to be *properly nested* if any of the following conditions is true:

* S is empty;
* S has the form "(U)" or "[U]" or "{U}" where U is a properly nested string;
* S has the form "VW" where V and W are properly nested strings.

For example, the string "{[()()]}" is properly nested but "([)()]" is not.

Write a function:

int solution(string &S);

that, given a string S consisting of N characters, returns 1 if S is properly nested and 0 otherwise.

For example, given S = "{[()()]}", the function should return 1 and given S = "([)()]", the function should return 0, as explained above.

Assume that:

* N is an integer within the range [0..200,000];
* string S consists only of the following characters: "(", "{", "[", "]", "}" and/or ")".

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N) (not counting the storage required for input arguments).

**int solution(string &S) {**

**// write your code in C++14 (g++ 6.2.0)**

**stack<char> st;**

**for(int i = 0; i < (int)S.length(); ++i)**

**{**

**char c = S[i];**

**if (c == '(' || c == '{' || c == '[')**

**{**

**//cout << "Push="<< c << endl;**

**st.push(S[i]);**

**}**

**else if (c == ')' || c == '}' || c == ']')**

**{**

**if (st.empty())**

**{**

**return 0;**

**}**

**char t = st.top();**

**if (c == ')' && t == '(')**

**{**

**//cout << "Pop="<< c << endl;**

**st.pop();**

**}**

**else if (c == ']' && t == '[')**

**{**

**//cout << "Pop="<< c << endl;**

**st.pop();**

**}**

**else if (c == '}' && t == '{')**

**{**

**//cout << "Pop="<< c << endl;**

**st.pop();**

**}**

**else**

**{**

**return 0;**

**}**

**}**

**}**

**if (!st.empty())**

**return 0;**

**return 1;**

**}**

1. [**Fish**](https://codility.com/programmers/lessons/7-stacks_and_queues/fish/)

N voracious fish are moving along a river. Calculate how many fish are alive.

You are given two non-empty zero-indexed arrays A and B consisting of N integers. Arrays A and B represent N voracious fish in a river, ordered downstream along the flow of the river.

The fish are numbered from 0 to N − 1. If P and Q are two fish and P < Q, then fish P is initially upstream of fish Q. Initially, each fish has a unique position.

Fish number P is represented by A[P] and B[P]. Array A contains the sizes of the fish. All its elements are unique. Array B contains the directions of the fish. It contains only 0s and/or 1s, where:

* 0 represents a fish flowing upstream,
* 1 represents a fish flowing downstream.

If two fish move in opposite directions and there are no other (living) fish between them, they will eventually meet each other. Then only one fish can stay alive − the larger fish eats the smaller one. More precisely, we say that two fish P and Q meet each other when P < Q, B[P] = 1 and B[Q] = 0, and there are no living fish between them. After they meet:

* If A[P] > A[Q] then P eats Q, and P will still be flowing downstream,
* If A[Q] > A[P] then Q eats P, and Q will still be flowing upstream.

We assume that all the fish are flowing at the same speed. That is, fish moving in the same direction never meet. The goal is to calculate the number of fish that will stay alive.

For example, consider arrays A and B such that:

A[0] = 4 B[0] = 0 A[1] = 3 B[1] = 1 A[2] = 2 B[2] = 0 A[3] = 1 B[3] = 0 A[4] = 5 B[4] = 0

Initially all the fish are alive and all except fish number 1 are moving upstream. Fish number 1 meets fish number 2 and eats it, then it meets fish number 3 and eats it too. Finally, it meets fish number 4 and is eaten by it. The remaining two fish, number 0 and 4, never meet and therefore stay alive.

Write a function:

int solution(int A[], int B[], int N);

that, given two non-empty zero-indexed arrays A and B consisting of N integers, returns the number of fish that will stay alive.

For example, given the arrays shown above, the function should return 2, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [0..1,000,000,000];
* each element of array B is an integer that can have one of the following values: 0, 1;
* the elements of A are all distinct.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**Solution**

**int solution(vector<int> &A, vector<int> &B) {**

**// write your code in C++14 (g++ 6.2.0)**

**int count = 0;**

**stack<int> previousFishes;**

**int N = A.size();**

**for (int i = 0; i < N; i++)**

**{**

**int currentFish = A[i];**

**int currentFlow = B[i];**

**// Make a note of fish going down**

**if (currentFlow == 1) {**

**previousFishes.push(currentFish);**

**}**

**// If fish going up and there are fishes going down, check what will be eaten**

**if (!previousFishes.empty() && currentFlow == 0)**

**{**

**while (!previousFishes.empty() && currentFish > previousFishes.top()) {**

**previousFishes.pop();**

**}**

**}**

**// If fish going up and no previous fishes going down, then increase the count**

**if (previousFishes.empty() && currentFlow == 0) {**

**count++;**

**}**

**}**

**return count + previousFishes.size();**

**}**

1. [**Nesting**](https://codility.com/programmers/lessons/7-stacks_and_queues/nesting/)

Determine whether given string of parentheses is properly nested.

A string S consisting of N characters is called *properly nested* if:

* S is empty;
* S has the form "(U)" where U is a properly nested string;
* S has the form "VW" where V and W are properly nested strings.

For example, string "(()(())())" is properly nested but string "())" isn't.

Write a function:

int solution(char \*S);

that, given a string S consisting of N characters, returns 1 if string S is properly nested and 0 otherwise.

For example, given S = "(()(())())", the function should return 1 and given S = "())", the function should return 0, as explained above.

Assume that:

* N is an integer within the range [0..1,000,000];
* string S consists only of the characters "(" and/or ")".

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1) (not counting the storage required for input arguments).

**int solution(string &S) {**

**// write your code in C++14 (g++ 6.2.0)**

**int inCount=0;**

**int N = S.size();**

**for (int i = 0; i < N; ++i)**

**{**

**if (S[i] == '(')**

**inCount++;**

**else**

**inCount--;**

**if (inCount < 0)**

**return 0;**

**}**

**if (inCount != 0)**

**return 0;**

**return 1;**

**}**

1. [**StoneWall**](https://codility.com/programmers/lessons/7-stacks_and_queues/stone_wall/)

Cover "Manhattan skyline" using the minimum number of rectangles.

You are going to build a stone wall. The wall should be straight and N meters long, and its thickness should be constant; however, it should have different heights in different places. The height of the wall is specified by a zero-indexed array H of N positive integers. H[I] is the height of the wall from I to I+1 meters to the right of its left end. In particular, H[0] is the height of the wall's left end and H[N−1] is the height of the wall's right end.

The wall should be built of cuboid stone blocks (that is, all sides of such blocks are rectangular). Your task is to compute the minimum number of blocks needed to build the wall.

Write a function:

int solution(int H[], int N);

that, given a zero-indexed array H of N positive integers specifying the height of the wall, returns the minimum number of blocks needed to build it.

For example, given array H containing N = 9 integers:

H[0] = 8 H[1] = 8 H[2] = 5 H[3] = 7 H[4] = 9 H[5] = 8 H[6] = 7 H[7] = 4 H[8] = 8

the function should return 7. The figure shows one possible arrangement of seven blocks.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/stone_wall/static/images/auto/4f1cef49cc46d451e88109d449ab7975.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAABoCAQAAAC3FX0qAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAABSklEQVR42u3asU3EQBBA0VnkiMyNIFnkRLRAC3RAVbRwLVAAybXg5ES6NDCWboT37mP9F1on733JwWjs1mOc9hxzcnntX+POnAb2RMz9lGS+jjzyYWjQHRhEZxCdQXQG0R0uaIpo73G++vdz//zzmUvLrxdmvM3xaZ0i4pxNXMUbleTn1e69dY/DPXIG0RlEZxCdQXQ7bX3aW6zJ5Ze2JFef2kd6k0s6EhWXXnutsdZ0FLl6pNpWHbYO98gZRGcQnUF0BtEZRGcQnUF0BtEZRGcQXXXrs/X2LV9Y7eFS2x2V11gbb/t2WFjlXGPd+w8YZNA/ZxCdQXRjv9veQz5sLRuj1jc/KCrvBv14ic8gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gutZrX0Y/xs+N/2HpxH76Bba2LNsEzmkSAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE2LTExLTE1VDE3OjUxOjEwKzAwOjAw9bGIyAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNi0xMS0xNVQxNzo1MToxMCswMDowMITsMHQAAAAfdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gAMTA0eDEwNC0xLTHBPC0mAAAAHHRFWHRwczpMZXZlbABBZG9iZS0zLjAgRVBTRi0zLjAKm3C74wAAAABJRU5ErkJggg==)

Assume that:

* N is an integer within the range [1..100,000];
* each element of array H is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int solution(vector<int> &H) {**

**// write your code in C++14 (g++ 6.2.0)**

**int stones=0;**

**stack<int> s;**

**int N = H.size();**

**for (int i=0;i<N;i++)**

**{**

**while ( (!s.empty()) && (s.top() > H[i]) )**

**s.pop();**

**//if (!(!s.empty() && s.top() == H[i]))**

**if (s.empty() || s.top() != H[i] )**

**{**

**// We enter here if stack is empty or stack.top() < H[i]**

**stones +=1;**

**s.push(H[i]);**

**}**

**}**

**return stones;**

**}**

1. [**EquiLeader**](https://codility.com/programmers/lessons/8-leader/equi_leader/)

Find the index S such that the leaders of the sequences A[0], A[1], ..., A[S] and A[S + 1], A[S + 2], ..., A[N - 1] are the same.

A non-empty zero-indexed array A consisting of N integers is given.

The *leader* of this array is the value that occurs in more than half of the elements of A.

An *equi leader* is an index S such that 0 ≤ S < N − 1 and two sequences A[0], A[1], ..., A[S] and A[S + 1], A[S + 2], ..., A[N − 1] have leaders of the same value.

For example, given array A such that:

A[0] = 4 A[1] = 3 A[2] = 4 A[3] = 4 A[4] = 4 A[5] = 2

we can find two equi leaders:

* 0, because sequences: (4) and (3, 4, 4, 4, 2) have the same leader, whose value is 4.
* 2, because sequences: (4, 3, 4) and (4, 4, 2) have the same leader, whose value is 4.

The goal is to count the number of equi leaders.

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A consisting of N integers, returns the number of equi leaders.

For example, given:

A[0] = 4 A[1] = 3 A[2] = 4 A[3] = 4 A[4] = 4 A[5] = 2

the function should return 2, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [−1,000,000,000..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**Solution:**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**int equi\_leaders = 0;**

**// first, compute the leader**

**int leader = A[0];**

**int ctr = 1;**

**for(int i = 1; i < N; i++){**

**if(A[i] == leader) ctr++;**

**else ctr--;**

**if(ctr == 0){**

**ctr = 1;**

**leader = A[i];**

**}**

**}**

**// check if it's a leader?**

**int total = 0;**

**for(int i =0; i < N; ++i){**

**if(A[i] == leader) total++;**

**}**

**if(total <= (N/2)) return 0; // impossible**

**int ldrCount = 0;**

**for(int i = 0; i < N; i++){**

**if(A[i] == leader) ldrCount++;**

**int leadersInRightPart = (total - ldrCount);**

**if(ldrCount > (i+1)/2 && leadersInRightPart > (N-i-1)/2){**

**equi\_leaders++;**

**}**

**}**

**return equi\_leaders;**

**}**

1. [**Dominator**](https://codility.com/programmers/lessons/8-leader/dominator/)

Find an index of an array such that its value occurs at more than half of indices in the array.

A zero-indexed array A consisting of N integers is given. The *dominator* of array A is the value that occurs in more than half of the elements of A.

For example, consider array A such that

A[0] = 3 A[1] = 4 A[2] = 3 A[3] = 2 A[4] = 3 A[5] = -1 A[6] = 3 A[7] = 3

The dominator of A is 3 because it occurs in 5 out of 8 elements of A (namely in those with indices 0, 2, 4, 6 and 7) and 5 is more than a half of 8.

Write a function

int solution(int A[], int N);

that, given a zero-indexed array A consisting of N integers, returns index of any element of array A in which the dominator of A occurs. The function should return −1 if array A does not have a dominator.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647].

For example, given array A such that

A[0] = 3 A[1] = 4 A[2] = 3 A[3] = 2 A[4] = 3 A[5] = -1 A[6] = 3 A[7] = 3

the function may return 0, 2, 4, 6 or 7, as explained above.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**if (N ==0)**

**return -1;**

**// first, compute the leader**

**int leader = A[0];**

**int ctr = 1;**

**for(int i = 1; i < N; i++){**

**if(A[i] == leader) ctr++;**

**else ctr--;**

**if(ctr == 0){**

**ctr = 1;**

**leader = A[i];**

**}**

**}**

**// check if it's a leader?**

**int total = 0;**

**int index = 0;**

**for(int i =0; i < N; ++i){**

**if(A[i] == leader)**

**{**

**index = i;**

**total++;**

**}**

**}**

**if(total <= (N/2)) return -1; // impossible**

**return index;**

**}**

1. [**MaxProfit**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_profit/)

Given a log of stock prices compute the maximum possible earning.

A zero-indexed array A consisting of N integers is given. It contains daily prices of a stock share for a period of N consecutive days. If a single share was bought on day P and sold on day Q, where 0 ≤ P ≤ Q < N, then the *profit* of such transaction is equal to A[Q] − A[P], provided that A[Q] ≥ A[P]. Otherwise, the transaction brings *loss* of A[P] − A[Q].

For example, consider the following array A consisting of six elements such that:

A[0] = 23171 A[1] = 21011 A[2] = 21123 A[3] = 21366 A[4] = 21013 A[5] = 21367

If a share was bought on day 0 and sold on day 2, a loss of 2048 would occur because A[2] − A[0] = 21123 − 23171 = −2048. If a share was bought on day 4 and sold on day 5, a profit of 354 would occur because A[5] − A[4] = 21367 − 21013 = 354. Maximum possible profit was 356. It would occur if a share was bought on day 1 and sold on day 5.

Write a function,

int solution(int A[], int N);

that, given a zero-indexed array A consisting of N integers containing daily prices of a stock share for a period of N consecutive days, returns the maximum possible profit from one transaction during this period. The function should return 0 if it was impossible to gain any profit.

For example, given array A consisting of six elements such that:

A[0] = 23171 A[1] = 21011 A[2] = 21123 A[3] = 21366 A[4] = 21013 A[5] = 21367

the function should return 356, as explained above.

Assume that:

* N is an integer within the range [0..400,000];
* each element of array A is an integer within the range [0..200,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int min(int a, int b)**

**{**

**if (a<b)**

**return a;**

**else**

**return b;**

**}**

**int max(int a, int b)**

**{**

**if (a>b)**

**return a;**

**else**

**return b;**

**}**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int gmin = 200000;**

**int gmax = 0;**

**int N = A.size();**

**for (int i = 0; i < N; ++i)**

**{**

**gmin = min(gmin, A[i]);**

**gmax = max(gmax,A[i] - gmin);**

**}**

**return gmax;**

**}**

1. [**MaxSliceSum**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_slice_sum/)

Find a maximum sum of a compact subsequence of array elements.

A non-empty zero-indexed array A consisting of N integers is given. A pair of integers (P, Q), such that 0 ≤ P ≤ Q < N, is called a *slice* of array A. The *sum* of a slice (P, Q) is the total of A[P] + A[P+1] + ... + A[Q].

Write a function:

int solution(int A[], int N);

that, given an array A consisting of N integers, returns the maximum sum of any slice of A.

For example, given array A such that:

A[0] = 3 A[1] = 2 A[2] = -6 A[3] = 4 A[4] = 0

the function should return 5 because:

* (3, 4) is a slice of A that has sum 4,
* (2, 2) is a slice of A that has sum −6,
* (0, 1) is a slice of A that has sum 5,
* no other slice of A has sum greater than (0, 1).

Assume that:

* N is an integer within the range [1..1,000,000];
* each element of array A is an integer within the range [−1,000,000..1,000,000];
* the result will be an integer within the range [−2,147,483,648..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int gmax = A[0];**

**int cmax = A[0];**

**int N = A.size();**

**for (int i = 1; i < N; ++i)**

**{**

**cmax = max(cmax+A[i], A[i]);**

**gmax = max(cmax, gmax);**

**}**

**return gmax;**

**}**

1. [**MaxDoubleSliceSum**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_double_slice_sum/)

Find the maximal sum of any double slice.

A non-empty zero-indexed array A consisting of N integers is given.

A triplet (X, Y, Z), such that 0 ≤ X < Y < Z < N, is called a *double slice*.

The *sum* of double slice (X, Y, Z) is the total of A[X + 1] + A[X + 2] + ... + A[Y − 1] + A[Y + 1] + A[Y + 2] + ... + A[Z − 1].

For example, array A such that:

A[0] = 3 A[1] = 2 A[2] = 6 A[3] = -1 A[4] = 4 A[5] = 5 A[6] = -1 A[7] = 2

contains the following example double slices:

* double slice (0, 3, 6), sum is 2 + 6 + 4 + 5 = 17,
* double slice (0, 3, 7), sum is 2 + 6 + 4 + 5 − 1 = 16,
* double slice (3, 4, 5), sum is 0.

The goal is to find the maximal sum of any double slice.

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A consisting of N integers, returns the maximal sum of any double slice.

For example, given:

A[0] = 3 A[1] = 2 A[2] = 6 A[3] = -1 A[4] = 4 A[5] = 5 A[6] = -1 A[7] = 2

the function should return 17, because no double slice of array A has a sum of greater than 17.

Assume that:

* N is an integer within the range [3..100,000];
* each element of array A is an integer within the range [−10,000..10,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**TBD: I did not understand why is the max compared with 0(but not A[i]) in below code**

**k1[i] = max(k1[i-1]+A[i], 0);**

**k2[i] = max(k2[i+1]+A[i], 0);**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**vector<int> k1(N);**

**vector<int> k2(N);**

**k1[0]=0;**

**for (int i = 1; i < N; i++)**

**{**

**k1[i] = max(k1[i-1]+A[i], 0);**

**}**

**k2[N-1]=0;**

**for (int i = N-2; i > 0; --i)**

**{**

**k2[i] = max(k2[i+1]+A[i], 0);**

**}**

**int maxSum = 0;**

**for(int i =1; i < N-1; i++)**

**{**

**maxSum = max(maxSum, k1[i-1]+k2[i+1]);**

**}**

**return maxSum;**

**}**

1. [**CountFactors**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/count_factors/)

Count factors of given number n.

A positive integer D is a *factor* of a positive integer N if there exists an integer M such that N = D \* M.

For example, 6 is a factor of 24, because M = 4 satisfies the above condition (24 = 6 \* 4).

Write a function:

int solution(int N);

that, given a positive integer N, returns the number of its factors.

For example, given N = 24, the function should return 8, because 24 has 8 factors, namely 1, 2, 3, 4, 6, 8, 12, 24. There are no other factors of 24.

Assume that:

* N is an integer within the range [1..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(sqrt(N));
* expected worst-case space complexity is O(1).

**int solution(int N) {**

**// write your code in C++14 (g++ 6.2.0)**

**int i =1;**

**int result = 0;**

**while( i\*i < N)**

**{**

**if (N%i ==0)**

**result += 2;**

**++i;**

**}**

**if (i\*i == N)**

**++result;**

**return result;**

**}**

1. [**MinPerimeterRectangle**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/min_perimeter_rectangle/)

Find the minimal perimeter of any rectangle whose area equals N.

An integer N is given, representing the area of some rectangle.

The *area* of a rectangle whose sides are of length A and B is A \* B, and the *perimeter* is 2 \* (A + B).

The goal is to find the minimal perimeter of any rectangle whose area equals N. The sides of this rectangle should be only integers.

For example, given integer N = 30, rectangles of area 30 are:

* (1, 30), with a perimeter of 62,
* (2, 15), with a perimeter of 34,
* (3, 10), with a perimeter of 26,
* (5, 6), with a perimeter of 22.

Write a function:

int solution(int N);

that, given an integer N, returns the minimal perimeter of any rectangle whose area is exactly equal to N.

For example, given an integer N = 30, the function should return 22, as explained above.

Assume that:

* N is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(sqrt(N));
* expected worst-case space complexity is O(1).

**int solution(int N) {**

**// write your code in C++14 (g++ 6.2.0)**

**int i =1;**

**int minPeri = INT\_MAX;**

**while( i\*i <= N)**

**{**

**if (N%i ==0)**

**{**

**int div = N/i;**

**int peri = 2\*(div+i);**

**if (peri<minPeri)**

**minPeri = peri;**

**}**

**++i;**

**}**

**return minPeri;**

**}**

1. [**Peaks**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/peaks/)

Divide an array into the maximum number of same-sized blocks, each of which should contain an index P such that A[P - 1] < A[P] > A[P + 1].

A non-empty zero-indexed array A consisting of N integers is given.

A *peak* is an array element which is larger than its neighbors. More precisely, it is an index P such that 0 < P < N − 1,  A[P − 1] < A[P] and A[P] > A[P + 1].

For example, the following array A:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

has exactly three peaks: 3, 5, 10.

We want to divide this array into blocks containing the same number of elements. More precisely, we want to choose a number K that will yield the following blocks:

* A[0], A[1], ..., A[K − 1],
* A[K], A[K + 1], ..., A[2K − 1],  
  ...
* A[N − K], A[N − K + 1], ..., A[N − 1].

What's more, every block should contain at least one peak. Notice that extreme elements of the blocks (for example A[K − 1] or A[K]) can also be peaks, but only if they have both neighbors (including one in an adjacent blocks).

The goal is to find the maximum number of blocks into which the array A can be divided.

Array A can be divided into blocks as follows:

* one block (1, 2, 3, 4, 3, 4, 1, 2, 3, 4, 6, 2). This block contains three peaks.
* two blocks (1, 2, 3, 4, 3, 4) and (1, 2, 3, 4, 6, 2). Every block has a peak.
* three blocks (1, 2, 3, 4), (3, 4, 1, 2), (3, 4, 6, 2). Every block has a peak. Notice in particular that the first block (1, 2, 3, 4) has a peak at A[3], because A[2] < A[3] > A[4], even though A[4] is in the adjacent block.

However, array A cannot be divided into four blocks, (1, 2, 3), (4, 3, 4), (1, 2, 3) and (4, 6, 2), because the (1, 2, 3) blocks do not contain a peak. Notice in particular that the (4, 3, 4) block contains two peaks: A[3] and A[5].

The maximum number of blocks that array A can be divided into is three.

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A consisting of N integers, returns the maximum number of blocks into which A can be divided.

If A cannot be divided into some number of blocks, the function should return 0.

For example, given:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [0..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N\*log(log(N)));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**if (N < 3)**

**return 0;**

**// Find all the peaks**

**vector<int> peaks;**

**for(int i = 1; i < N-1; i++){**

**if(A[i] > A[i-1] && A[i] > A[i+1]) peaks.push\_back(i);**

**}**

**for(int size = 1; size <= N; size++){**

**if(N % size != 0) continue; // skip if non-divisible**

**int find = 0;**

**int groups = N/size;**

**bool ok = true;**

**// Find whether every group has a peak**

**for(int peakIdx : peaks){**

**//cout << "peaks.size()=" << peaks.size() << endl;**

**if(peakIdx/size > find){**

**ok = false;**

**break;**

**}**

**if(peakIdx/size == find) find++;**

**}**

**if(find != groups) ok = false;**

**if(ok)**

**{**

**//cout << "find="<<find<<", groups="<<groups<<", size="<<size <<endl;**

**return groups;**

**}**

**}**

**return 0;**

**}**

1. [**Flags**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/flags/)

Find the maximum number of flags that can be set on mountain peaks.

A non-empty zero-indexed array A consisting of N integers is given.

A *peak* is an array element which is larger than its neighbours. More precisely, it is an index P such that 0 < P < N − 1 and A[P − 1] < A[P] > A[P + 1].

For example, the following array A:

A[0] = 1 A[1] = 5 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

has exactly four peaks: elements 1, 3, 5 and 10.

You are going on a trip to a range of mountains whose relative heights are represented by array A, as shown in a figure below. You have to choose how many flags you should take with you. The goal is to set the maximum number of flags on the peaks, according to certain rules.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/flags/static/images/auto/6f5e8faa3000c0a74157e6e0bc759b8a.png](data:image/png;base64,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)

Flags can only be set on peaks. What's more, if you take K flags, then the distance between any two flags should be greater than or equal to K. The distance between indices P and Q is the absolute value |P − Q|.

For example, given the mountain range represented by array A, above, with N = 12, if you take:

* two flags, you can set them on peaks 1 and 5;
* three flags, you can set them on peaks 1, 5 and 10;
* four flags, you can set only three flags, on peaks 1, 5 and 10.

You can therefore set a maximum of three flags in this case.

Write a function:

int solution(int A[], int N);

that, given a non-empty zero-indexed array A of N integers, returns the maximum number of flags that can be set on the peaks of the array.

For example, the following array A:

A[0] = 1 A[1] = 5 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [1..400,000];
* each element of array A is an integer within the range [0..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

<https://codility.com/media/train/solution-flags.pdf>

**vector<bool> createPeaks(vector<int>& A)**

**{**

**int N = A.size();**

**vector<bool> vb(N, false);**

**for(int i = 1; i < N-1; ++i)**

**{**

**if (A[i-1] < A[i] && A[i] > A[i+1])**

**vb[i] = true;**

**}**

**return vb;**

**}**

**vector<int> nextPeak(vector<int>& A)**

**{**

**vector<bool> vb = createPeaks(A);**

**int N = A.size();**

**vector<int> next(N);**

**next[N-1] = -1;**

**for (int i = N-2; i > -1; --i)**

**{**

**if (vb[i] == true)**

**next[i] = i;**

**else**

**next[i] = next[i+1];**

**}**

**return next;**

**}**

**int max(int a, int b)**

**{**

**if (a>b)**

**return a;**

**else**

**return b;**

**}**

**int solution(vector<int> &A) {**

**// write your code in C++14 (g++ 6.2.0)**

**int N = A.size();**

**if (N < 3)**

**return 0;**

**vector<int> next = nextPeak(A);**

**int i = 1;**

**int result = 0;**

**while( (i-1)\*i <= N)**

**{**

**int pos = 0;**

**int num = 0;**

**while(pos < N && num < i)**

**{**

**pos = next[pos];**

**if (pos == -1)**

**break;**

**num += 1;**

**pos += i; // Increment pos by i**

**}**

**result = max(result, num);**

**i += 1;**

**}**

**return result;**

**}**

1. [**Ladder**](https://codility.com/programmers/lessons/13-fibonacci_numbers/ladder/)

Count the number of different ways of climbing to the top of a ladder.

You have to climb up a ladder. The ladder has exactly N rungs, numbered from 1 to N. With each step, you can ascend by one or two rungs. More precisely:

* with your first step you can stand on rung 1 or 2,
* if you are on rung K, you can move to rungs K + 1 or K + 2,
* finally you have to stand on rung N.

Your task is to count the number of different ways of climbing to the top of the ladder.

For example, given N = 4, you have five different ways of climbing, ascending by:

* 1, 1, 1 and 1 rung,
* 1, 1 and 2 rungs,
* 1, 2 and 1 rung,
* 2, 1 and 1 rungs, and
* 2 and 2 rungs.

Given N = 5, you have eight different ways of climbing, ascending by:

* 1, 1, 1, 1 and 1 rung,
* 1, 1, 1 and 2 rungs,
* 1, 1, 2 and 1 rung,
* 1, 2, 1 and 1 rung,
* 1, 2 and 2 rungs,
* 2, 1, 1 and 1 rungs,
* 2, 1 and 2 rungs, and
* 2, 2 and 1 rung.

The number of different ways can be very large, so it is sufficient to return the result modulo 2P, for a given integer P.

Write a function:

vector<int> solution(vector<int> &A, vector<int> &B);

that, given two non-empty zero-indexed arrays A and B of L integers, returns an array consisting of L integers specifying the consecutive answers; position I should contain the number of different ways of climbing the ladder with A[I] rungs modulo 2B[I].

For example, given L = 5 and:

A[0] = 4 B[0] = 3 A[1] = 4 B[1] = 2 A[2] = 5 B[2] = 4 A[3] = 5 B[3] = 3 A[4] = 1 B[4] = 1

the function should return the sequence [5, 1, 8, 0, 1], as explained above.

Assume that:

* L is an integer within the range [1..30,000];
* each element of array A is an integer within the range [1..L];
* each element of array B is an integer within the range [1..30].

Complexity:

* expected worst-case time complexity is O(L);
* expected worst-case space complexity is O(L), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**#include <math.h>**

**// you can write to stdout for debugging purposes, e.g.**

**// cout << "this is a debug message" << endl;**

**int getMax(vector<int> v)**

**{**

**int N = v.size();**

**int max = v[0];**

**for( int i =1; i < N; i++)**

**{**

**if(v[i] > max)**

**max = v[i];**

**}**

**return max;**

**}**

**vector<int> buildCache(int aM, int bM)**

**{**

**vector<int> cache(aM+1);**

**cache[1] = 1; // Although not needed**

**cache[2] = 2;**

**for (int i = 3; i <= aM; ++i)**

**{**

**cache[i] = (cache[i-1] + cache[i-2]) % ((int)pow((int)2,(int)bM));**

**}**

**return cache;**

**}**

**vector<int> solution(vector<int> &A, vector<int> &B) {**

**// write your code in C++14 (g++ 6.2.0)**

**int aMax = getMax(A);**

**int bMax = getMax(B);**

**vector<int> cache = buildCache(aMax, bMax);**

**int N = A.size();**

**vector<int> result(N);**

**for (int i = 0; i < N; ++i)**

**{**

**result[i] = cache[A[i]] % (int)pow((int)2, (int)B[i]);**

**}**

**return result;**

**}**

1. [**FibFrog**](https://codility.com/programmers/lessons/13-fibonacci_numbers/fib_frog/)

Count the minimum number of jumps required for a frog to get to the other side of a river.

The Fibonacci sequence is defined using the following recursive formula:

F(0) = 0 F(1) = 1 F(M) = F(M - 1) + F(M - 2) if M >= 2

A small frog wants to get to the other side of a river. The frog is initially located at one bank of the river (position −1) and wants to get to the other bank (position N). The frog can jump over any distance F(K), where F(K) is the K-th Fibonacci number. Luckily, there are many leaves on the river, and the frog can jump between the leaves, but only in the direction of the bank at position N.

The leaves on the river are represented in a zero-indexed array A consisting of N integers. Consecutive elements of array A represent consecutive positions from 0 to N − 1 on the river. Array A contains only 0s and/or 1s:

* 0 represents a position without a leaf;
* 1 represents a position containing a leaf.

The goal is to count the minimum number of jumps in which the frog can get to the other side of the river (from position −1 to position N). The frog can jump between positions −1 and N (the banks of the river) and every position containing a leaf.

For example, consider array A such that:

A[0] = 0 A[1] = 0 A[2] = 0 A[3] = 1 A[4] = 1 A[5] = 0 A[6] = 1 A[7] = 0 A[8] = 0 A[9] = 0 A[10] = 0

The frog can make three jumps of length F(5) = 5, F(3) = 2 and F(5) = 5.

Write a function:

int solution(int A[], int N);

that, given a zero-indexed array A consisting of N integers, returns the minimum number of jumps by which the frog can get to the other side of the river. If the frog cannot reach the other side of the river, the function should return −1.

For example, given:

A[0] = 0 A[1] = 0 A[2] = 0 A[3] = 1 A[4] = 1 A[5] = 0 A[6] = 1 A[7] = 0 A[8] = 0 A[9] = 0 A[10] = 0

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer that can have one of the following values: 0, 1.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

**TBD: I don’t understand the question.**

1. [**ChocolatesByNumbers**](https://codility.com/programmers/lessons/12-euclidean_algorithm/chocolates_by_numbers/)

There are N chocolates in a circle. Count the number of chocolates you will eat.

Two positive integers N and M are given. Integer N represents the number of chocolates arranged in a circle, numbered from 0 to N − 1.

You start to eat the chocolates. After eating a chocolate you leave only a wrapper.

You begin with eating chocolate number 0. Then you omit the next M − 1 chocolates or wrappers on the circle, and eat the following one.

More precisely, if you ate chocolate number X, then you will next eat the chocolate with number (X + M) modulo N (remainder of division).

You stop eating when you encounter an empty wrapper.

For example, given integers N = 10 and M = 4. You will eat the following chocolates: 0, 4, 8, 2, 6.

The goal is to count the number of chocolates that you will eat, following the above rules.

Write a function:

int solution(int N, int M);

that, given two positive integers N and M, returns the number of chocolates that you will eat.

For example, given integers N = 10 and M = 4. the function should return 5, as explained above.

Assume that:

* N and M are integers within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(log(N+M));
* expected worst-case space complexity is O(log(N+M)).

**This has very good explanation:**

<https://www.martinkysel.com/codility-chocolatesbynumbers-solution/>

N and M meet at their least common multiply. Dividing this LCM by M gets the number of steps(chocolates) that can be eaten.

**This has better code**

<https://codesays.com/2014/solution-to-chocolates-by-numbers-by-codility/>

**long gcd(long a, long b)**

**{**

**if (a%b ==0 )**

**return b;**

**else**

**return gcd(b, a%b);**

**}**

**long mysolution(long N, long M) {**

**// write your code in C++14 (g++ 6.2.0)**

**long lcm = M\*N/gcd(N,M);**

**return lcm/M;**

**}**

**int solution(int N, int M) {**

**return mysolution(N,M);**

**}**

**Find number of possible triangles**

**http://www.geeksforgeeks.org/find-number-of-triangles-possible/**

* Min Heap data structures stl
* Shared ptr implementation
* Thread safe queue implementation
* Fibonacci with recursion