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# Введение

**Основная цель данной работы** – разработка динамической структуры данных - линейного односвязного списка с использованием указателей.

**Односвязный список** - это совокупность нескольких объектов, каждый из которых представляет собой элемент списка, состоящий из двух частей. Первая часть элемента - значение, которое он хранит, вторая - информация о следующем элементе списка.

Начало списка называют головным элементом, а звенья списка - узлами. Каждый узел односвязного списка помимо лежащего в нем значения, содержит поле указателя на следующий узел. Поле указателя последнего узла содержит нулевое значение (указывает на NULL).

![ÐÐ°ÑÑÐ¸Ð½ÐºÐ¸ Ð¿Ð¾ Ð·Ð°Ð¿ÑÐ¾ÑÑ Ð¾Ð´Ð½Ð¾ÑÐ²ÑÐ·Ð½ÑÐ¹ ÑÐ¿Ð¸ÑÐ¾Ðº c++](data:image/jpeg;base64,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)

Рисунок 1 Структура односвязного списка

В односвязном списке вставка и удаление узлов производится либо в начало, либо в конец списка.

Структура списка ограничивает доступ к его узлам по индексу. Список нельзя индексировать, как массив. Чтобы попасть на некоторый узел односвязного списка, необходимо последовательно пройти весь путь от головного элемента до нужного узла.

# Постановка задачи

Выполнение работы предполагает решение следующих задач:

1. Разработка и реализация вспомогательного класса элемента списка – TElem, а так же самого класса списка – TList.
2. Пример программы, демонстрирующая работу класса TList.
3. Написание набора автоматических тестов с использованием Google C++ Testing Framework и проверка работоспособности методов классов.

Для работы со списком необходимо реализовать операции:

* добавления в начало узла списка,
* добавления в конец узла списка,
* добавление и извлечение узла в промежуточные узлы списка,
* извлечения с удалением узла из начала списка,
* извлечения с удалением узла из конца списка,
* проверка списка на полноту/пустоту.

# Руководство пользователя

При запуске программы пользователя просят ввести номер элемента, который нужно поместить в начало списка. Затем номер элемента, который нужно поместить в конец списка.

Далее, программа выводит все элементы получившегося списка. Помимо этого, она так же выводит первый и последний элемент списка и список, в котором данные элементы уже отсутствуют.

# Руководство программиста

## Описание структуры программы

Программа состоит из следующих модулей:

* Модуль ListLib. Статическая библиотека. Включает в себя заголовочный файл List.h, в котором описаны методы с реализаций шаблонного класса *TList.* А также файл Elem.h, в котором описаны методы с реализацией вспомогательного шаблонного класса *TElem*
* Модуль ListTest. Набор тестов для класса TList. Включает в себя файл *ListTest.cpp.* Разработаны они с помощью использования Google C++ Testing Framework.
* Модуль List. Пример использования списка. Включает в себя файл с реализацией *main.cpp.*

## Описание структур данных

**Класс TElem:**

T data; - значение элемента

TElem <T>\* next; - указатель на следующий элемент

TElem(T date = 0, TElem <T>\* n = 0);

TElem(TElem<T> &A);

void SetData(T date); - положить значение элемента

void SetNext(TElem <T>\* n); - указать адрес следующего элемента

T GetData(); - получить значение следующего элемента

TElem\* GetNext(); - получить адрес следующего элемента

**Класс TList:**

TElem<T>\* begin; - указатель на элемент в начале списка

int count; - количество элементов в списке

TList();

TList(TList<T> &lst);

Virtual ~TList();

int GetSize(); - получить количество элементов

void Put(int pos, T elem); - положить элемент на позицию n в списке

void PutBegin(T el); - положить в начало

void PutEnd(T el); - положить в конец

T Get(int pos); - получить элемент из списка

T GetBegin(); - получить первый элемент

T GetEnd(); - получить последний элемент

bool IsFull(); - проверка на полноту

bool IsEmpty(); - проверка на пустоту

void Print(); - вывод листа на экран

## Описание алгоритмов

**Добавление звена списка в начало.**

При добавлении звена в начало списка мы создаем указатель на объект класса TElem. Затем выделяем память под объект этого класса и с помощью конструктора с параметрами для TElem, передав туда значение, которое необходимо положить в начало списока, и указатель на текущее начало, создаем очередное звено списка. Указатель на начало списка переопределяем на только что добавленный элемент.

**Удаление звена списка из начала.**

Для удаления звена списка из начала выполняем проверку на пустоту списка. Если список пуст, то бросаем исключение. Иначе создаем указатель *\*temp* на объект класса TElem, которому присваиваем значение текущего начала списка. Создаем временную переменную *tmp,* в которую записываем значение, хранящееся в первом элементе списка. Начало списка устанавливаем на следующий за удаляемым элемент. Удаляем указатель *\*temp* для того, чтобы очистить память, занимаемую бывшим первым элементом.

**Добавление звена списка в конец.**

При добавлении звена списка в конец проверяем, есть ли элементы в списке. Если есть, то создаем указатель \*temp на объект класса TElem, в него записываем значение начала списка. В цикле ищем текущий последний элемент*.* Как только конец списка будет найден, выделяем память под новое звено списка и с помощью конструктора по умолчанию TElem создаем его. Устанавливаем для текущего последнего элемента указатель на следующий – только что созданный.

В том случае, если в списке не было элементов, то указателю на начало списка присваиваем значение, указывающее на звено, созданное с помощью конструктора TElem.

**Удаление звена списка из конца.**

Для удаления звена списка из конца выполняем проверку на пустоту списка. Если список пуст, то бросаем исключение. Иначе необходимо проверить: в списке больше одного элемента или ровно один. Для этого смотрим на следующий за первым элемент. Если указатель на него равен нулю, то мы возвращаем только данные из первого элемента списка, начало списка обнуляем.

Если элементов больше одного, то создаем указатель *\*temp* на объект класса TElem. Ищем в цикле предпоследнее звено списка. Создаем еще один указатель *\*temp1* на объект класса TElem. В него записываем указатель на последнее звено списка. Получаем данные из этого звена. Удаляем указатель *\*temp1* и тем самым освобождаем память, занимаемую бывшим последним элементом. Для *\*temp,* устанавливаем в качестве следующего за ним 0, т.к. он теперь стал последним.

# Заключение

В ходе выполнения, был реализован шаблонный класс списка TList, описанный в специально разработанной библиотеке ListLib. Для проверки работоспособности всех методов, были написаны автоматические тесты, реализованные с использованием Google C++ Testing Framework. А также написан пример использования списка для пользователя .
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