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# **Тема**

Методы решения задач линейной алгебры

# **Задание**

1.1. Реализовать алгоритм LU - разложения матриц (с выбором главного элемента) в виде программы. Используя разработанное программное обеспечение, решить систему линейных алгебраических уравнений (СЛАУ). Для матрицы СЛАУ вычислить определитель и обратную матрицу.

![](data:image/x-wmf;base64,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)

1.2. Реализовать метод прогонки в виде программы, задавая в качестве входных данных ненулевые элементы матрицы системы и вектор правых частей. Используя разработанное программное обеспечение, решить СЛАУ с трехдиагональной матрицей.

![](data:image/x-wmf;base64,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)

1.3. Реализовать метод простых итераций и метод Зейделя в виде программ, задавая в качестве входных данных матрицу системы, вектор правых частей и точность вычислений. Используя разработанное программное обеспечение, решить СЛАУ. Проанализировать количество итераций, необходимое для достижения заданной точности.

![](data:image/x-wmf;base64,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)

1.4. Реализовать метод вращений в виде программы, задавая в качестве входных данных матрицу и точность вычислений. Используя разработанное программное обеспечение, найти собственные значения и собственные векторы симметрических матриц. Проанализировать зависимость погрешности вычислений от числа итераций.

1.5. Реализовать алгоритм QR – разложения матриц в виде программы. На его основе разработать программу, реализующую QR – алгоритм решения полной проблемы собственных значений произвольных матриц, задавая в качестве входных данных матрицу и точность вычислений. С использованием разработанного программного обеспечения найти собственные значения матрицы.

# **Теория**

**LU – разложение** матрицы A представляет собой разложение матрицы A в произведение нижней и верхней треугольных матриц, т.е. A = LU, где L - нижняя треугольная матрица (матрица, у которой все элементы, находящиеся выше главной диагонали равны нулю, l ij = 0 при i < j ), U - верхняя треугольная матрица (матрица, у которой все элементы, находящиеся ниже главной диагонали равны нулю, u ij = 0 при i > j ). В дальнейшем LU – разложение может быть эффективно использовано при решении систем линейных алгебраических уравнений вида Ax = b.
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Методы последовательных приближений, в которых при вычислении последующего приближения решения используются предыдущие, уже известные приближенные решения, называются **итерационными.**

![](data:image/png;base64,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)

Для сходимости итерационного процесса необходимо и достаточно, чтобы спектр матрицы α эквивалентной системы лежал внутри круга с радиусом, равным единице.

Метод простых итераций довольно медленно сходится. Для его ускорения существует **метод Зейделя**, заключающийся в том, что при вычислении компонента вектора неизвестных на (k+1)-й итерации используются x1k+1, x2k+1, …, xi-1k+1, уже вычисленные на (k+1)-й итерации.
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При решении полной проблемы собственных значений для несимметричных матриц эффективным является подход, основанный на приведении матриц к подобным, имеющим треугольный или квазитреугольный вид. Одним из наиболее распространенных методов этого класса является **QR-алгоритм**, позволяющий находить как вещественные, так и комплексные собственные значения.

В основе QR-алгоритма лежит представление матрицы в виде A = QR , где Q-ортогональная матрица, а R - верхняя треугольная. Такое разложение существует для любой квадратной матрицы. Одним из возможных подходов к построению QR разложения является использование преобразования Хаусхолдера, позволяющего обратить в нуль группу поддиагональных элементов столбца матрицы.

# **Х****од лабораторной работы**

Код был реализован на языке C++, до этого мной был уже написан класс matrix с необходимыми методами

1.1) LU-разложение:

**pair<Matrix, Matrix> LU() {**

**swp\_.clear();**

**int n = this->GetRows();**

**Matrix U(\*this);**

**Matrix L(n, n);**

**for (int k = 0; k < n; ++k) { // k - номер итерации в методе Гаусса, номер столбца, который зануляем**

**int index = k; // index - индекс max по модулю элемента в k столбце**

**for (int i = k + 1; i < n; ++i) {**

**if (abs(U(i, k)) > abs(U(index, k))) {**

**index = i;**

**}**

**}**

**swap(U(k), U(index));**

**swap(L(k), L(index));**

**swp\_.push\_back(index);**

**for (int i = k + 1; i < n; ++i) {**

**double m = U(i, k) / U(k, k);**

**L(i, k) = m;**

**for (int j = k; j < n; ++j) {**

**U(i, j) -= m \* U(k, j);**

**}**

**}**

**}**

**for (int i = 0; i < n; ++i) {**

**L(i, i) = 1;**

**}**

**return {L, U};**

**}**

**Matrix Solve(Matrix &C, Matrix &L, Matrix &U) {**

**Matrix B(C);**

**vector<int> swp = this->GetSwp();**

**for (int i = 0; i < swp.size(); ++i) {**

**swap(B(i), B(swp[i]));**

**}**

**int n = this->GetRows();**

**// LUx = b**

**// Lz = b**

**Matrix Z(n, 1);**

**for (int i = 0; i < n; ++i) {**

**Z(i, 0) = B(i, 0);**

**for (int j = 0; j < i; ++j) {**

**Z(i, 0) -= L(i, j) \* Z(j, 0);**

**}**

**}**

**// Ux = z**

**Matrix X(n, 1);**

**for (int i = n - 1; i >= 0; --i) {**

**X(i, 0) = Z(i, 0);**

**for (int j = i + 1; j < n; ++j) {**

**X(i, 0) -= U(i, j) \* X(j, 0);**

**}**

**X(i, 0) = X(i, 0) / U(i, i);**

**}**

**return X;**

**}**

**double Determinant() {**

**// detA = det(LU) = detL \* detU = detU**

**double result = 1;**

**auto [L, U] = this->LU();**

**for (int i = 0; i < rows\_; ++i) {**

**result \*= U(i, i);**

**}**

**// так как при swap строк меняется знак определителя**

**int sign = 0;**

**vector<int> swp = this->GetSwp();**

**for (int i = 0; i < swp.size(); ++i) {**

**if (swp[i] != i)**

**++sign;**

**}**

**if (sign % 2 != 0)**

**result = -result;**

**return result;**

**}**

**Matrix InverseMatrix() {**

**int n = this->GetRows();**

**Matrix B(n, 1);**

**Matrix result(n, n);**

**for (int i = 0; i < n; ++i) {**

**if (i > 0)**

**B(i - 1, 0) = 0;**

**B(i, 0) = 1;**

**auto [L, U] = this->LU();**

**Matrix res\_i = this->Solve(B, L, U);**

**for (int k = 0; k < n; ++k)**

**result(k, i) = res\_i(k, 0);**

**}**

**return result;**

**}**

1.2) Метод прогонки:

**Matrix run\_through\_method(Matrix &B) {**

**int n = this->rows\_;**

**vector<double> P, Q; // x\_n = P\_n \* x\_n+1 + Q\_n**

**P.push\_back((-1) \* (\*this)(0, 1) / (\*this)(0, 0)); // P[0] = -c1/b1**

**Q.push\_back(B(0, 0) / (\*this)(0, 0)); // Q[0] = d1/b1**

**for (int i = 1; i < n; ++i) {**

**if (i == n - 1) {**

**P.push\_back(0); // c\_n = 0**

**} else {**

**P.push\_back((-1) \* (\*this)(i, i + 1) / ((\*this)(i, i) + (\*this)(i, i - 1) \* P[i - 1])); // P\_i = -c\_i / (b\_i + a\_i \* P\_i-1)**

**}**

**Q.push\_back((B(i, 0) - (\*this)(i, i - 1) \* Q[i - 1]) / ((\*this)(i, i) + (\*this)(i, i - 1) \* P[i - 1])); // Q\_i = (d\_i - a\_i \* Q\_i-1) / (b\_i + a\_i \* P\_i-1)**

**}**

**Matrix X(n, 1);**

**X(n - 1, 0) = Q[n - 1];**

**for (int i = n - 2; i >= 0; --i) {**

**X(i, 0) = P[i] \* X(i + 1, 0) + Q[i];**

**}**

**return X;**

**}**

1.3) Метод простых итераций и метод Зейделя:

**pair<Matrix, int> simple\_iterations(Matrix &B, double eps) {**

**int n = this->rows\_;**

**Matrix Alpha(n, n);**

**Matrix Beta(n, 1);**

**for (int i = 0; i < n; ++i) {**

**for (int j = 0; j < n; ++j) {**

**Alpha(i, j) = (-1) \* (\*this)(i, j) / (\*this)(i, i);**

**}**

**Alpha(i, i) = 0;**

**Beta(i, 0) = B(i, 0) / (\*this)(i, i);**

**}**

**Matrix X(n, 1), Prev\_X(n, 1);**

**int k = 1;**

**Prev\_X = Beta;**

**X = Beta + Alpha \* Prev\_X;**

**// eps\_k = ||Alpha|| / (1 - ||Alpha||) \* ||x\_k - x\_k-1||**

**double eps\_k = 0;**

**double norm = Alpha.norm();**

**if (norm >= 1) {**

**eps\_k = (X - Prev\_X).norm();**

**} else {**

**eps\_k = norm / (1 - norm) \* (X - Prev\_X).norm();**

**}**

**while (eps\_k > eps) { // eps\_k <= eps**

**Prev\_X = X;**

**X = Beta + Alpha \* X;**

**if (norm >= 1) {**

**eps\_k = (X - Prev\_X).norm();**

**} else {**

**eps\_k = norm / (1 - norm) \* (X - Prev\_X).norm();**

**}**

**++k;**

**}**

**return {X, k};**

**}**

**pair<Matrix, int> seidel(Matrix &R, double eps) {**

**int n = this->rows\_;**

**Matrix Alpha(n, n), Beta(n, 1), E(n, n);**

**for (int i = 0; i < n; ++i) {**

**for (int j = 0; j < n; ++j) {**

**Alpha(i, j) = (-1) \* (\*this)(i, j) / (\*this)(i, i);**

**}**

**Alpha(i, i) = 0;**

**E(i, i) = 1;**

**Beta(i, 0) = R(i, 0) / (\*this)(i, i);**

**}**

**// Alpha = B + C**

**Matrix C(n, n), B(n, n);**

**for (int i = 0; i < n; ++i) {**

**for (int j = 0; j < n; ++j) {**

**if (j < i)**

**B(i, j) = Alpha(i, j);**

**else**

**C(i, j) = Alpha(i, j);**

**}**

**}**

**// x\_k+1 = (E - B)^-1 \* C \* x\_k + (E - B)^-1 \* Beta**

**Matrix X(n, 1), Prev\_X(n, 1);**

**int k = 1;**

**Prev\_X = Beta;**

**Matrix Tmp\_Beta = (E - B).InverseMatrix() \* Beta;**

**Matrix Tmp\_Alpha = (E - B).InverseMatrix() \* C;**

**X = Tmp\_Alpha \* Prev\_X + Tmp\_Beta;**

**double eps\_k = 0;**

**double norm = Alpha.norm();**

**if (norm >= 1) {**

**eps\_k = (X - Prev\_X).norm();**

**} else {**

**eps\_k = C.norm() / (1 - norm) \* (X - Prev\_X).norm();**

**}**

**// eps\_k = ||C|| / (1 - ||Alpha||) \* ||x\_k - x\_k-1||**

**while (eps\_k > eps) {**

**Prev\_X = X;**

**X = Tmp\_Alpha \* Prev\_X + Tmp\_Beta;**

**if (norm >= 1) {**

**eps\_k = (X - Prev\_X).norm();**

**} else {**

**eps\_k = C.norm() / (1 - norm) \* (X - Prev\_X).norm();**

**}**

**++k;**

**}**

**return {X, k};**

**}**

1.4) Метод вращения:

**pair<pair<Matrix, Matrix>, int> jacobi\_method(double eps) {**

**int n = this->rows\_;**

**int k = 0;**

**pair<int, int> max\_index;**

**Matrix A = \*this;**

**Matrix Self\_Vectors(n, n);**

**for (int i = 0; i < n; ++i) {**

**Self\_Vectors(i, i) = 1;**

**}**

**while (A.sum\_square() > eps) {**

**Matrix U(n, n);**

**max\_index = {1, 0}; // index abs(max\_elem)**

**for (int i = 0; i < n; ++i) {**

**for (int j = 0; j < n; ++j) {**

**if (i != j && abs(A(i, j)) > abs(A(max\_index.first, max\_index.second)))**

**max\_index = {i, j};**

**}**

**}**

**for (int i = 0; i < n; ++i) {**

**U(i, i) = 1;**

**}**

**// phi = 1/2 \* arctg (2 \* a(i, j) / (a(i, i) - a(j, j)))**

**// phi = PI/4, a(i, i) = a(j, j)**

**double phi;**

**if (A(max\_index.first, max\_index.first) == A(max\_index.second, max\_index.second))**

**phi = M\_PI / 4;**

**else**

**phi = 0.5 \* atan(2 \* A(max\_index.first, max\_index.second) / (A(max\_index.first, max\_index.first) - A(max\_index.second, max\_index.second)));**

**U(max\_index.first, max\_index.first) = cos(phi);**

**U(max\_index.first, max\_index.second) = (-1) \* sin(phi);**

**U(max\_index.second, max\_index.first) = sin(phi);**

**U(max\_index.second, max\_index.second) = cos(phi);**

**Matrix U\_T = U.Transpose();**

**// A^k+1 = U\_T^k \* A^k \* U^k**

**A = U\_T.MulMatrixReturn(A).MulMatrixReturn(U);**

**Self\_Vectors.MulMatrix(U);**

**++k;**

**}**

**return {{A, Self\_Vectors}, k};**

**}**

1.5) QR-разложение:

**vector<complex<double>> qr\_method(double eps) {**

**int n = this->rows\_;**

**Matrix A = \*this;**

**vector<complex<double>> lambda;**

**vector<complex<double>> lambda\_prev;**

**int counter = 0;**

**int iter = 50;**

**while (true) {**

**auto [Q, R] = A.qr\_decomposition();**

**A = R.MulMatrixReturn(Q);**

**// cout << "A\n";**

**// A.ShowMatrix();**

**if (counter != iter) {**

**++counter;**

**continue;**

**}**

**for (int i = 0; i < n; i += 1) {**

**double sum = 0;**

**for (int j = i + 1; j < n; ++j) {**

**sum += abs(A(j, i));**

**}**

**if (sum < 0.001) {**

**lambda.push\_back(A(i, i));**

**} else {**

**// (a\_jj - Lambda)(a\_j+1,j+1 - Lambda) = aj,j+1 \* aj+1, j**

**double a = 1;**

**double b = (-1) \* (A(i, i) + A(i + 1, i + 1));**

**double c = A(i, i) \* A(i + 1, i + 1) - A(i, i + 1) \* A(i + 1, i);**

**double d = b \* b - 4 \* c;**

**complex<double> x1, x2;**

**if (d < 0) {**

**x1 = (-b + sqrt((abs(d))) \* complex<double>(0, 1)) / (2 \* a);**

**x2 = (-b - sqrt((abs(d))) \* complex<double>(0, 1)) / (2 \* a);**

**} else {**

**x1 = (-b + sqrt(d)) / (2 \* a);**

**x2 = (-b - sqrt(d)) / (2 \* a);**

**}**

**lambda.push\_back(x1);**

**lambda.push\_back(x2);**

**++i;**

**}**

**}**

**bool exit = true;**

**// исключаем первую итерацию**

**if (lambda\_prev.size() != 0) {**

**for (int i = 0; i < lambda.size(); i++) {**

**if (abs(lambda[i] - lambda\_prev[i]) > eps) {**

**exit = false;**

**break;**

**}**

**}**

**if (exit == true)**

**break;**

**}**

**lambda\_prev = lambda;**

**lambda.clear();**

**counter = 0;**

**}**

**return lambda;**

**}**

# **Выводы**

В этой лабораторной работе рассматриваются численные методы решения систем линейных алгебраических уравнений (СЛАУ) и численные методы решения задач на собственные значения и собственные векторы матриц. Среди численных методов алгебры существуют прямые методы, в которых решение получается за конечное фиксированное число операций и итерационные методы, в которых результат достигается в процессе последовательных приближений.

В ходе лабораторной работы были реализованы методы LU-разложения матриц, с помощью которого решается СЛАУ. метод прогонки, метод простых итераций, метод Зейделя, QR-разложение.