I, [core] Khái niệm tight-coupling (liên kết ràng buộc) và cách loosely coupled

1, Giới thiệu

* tight-coupling (liên kết rằng buộc) là một khái niệm trong java ám chỉ việc mối quan hệ giữa các class quá chặt chẽ. Khi yêu cầu thay đổi logic hay một class bị lỗi dẫn tới ảnh hưởng tới toàn bộ các class liên quan đến nó.
* Loosely-coupled là cách ám chỉ việc làm giảm bớt sự phụ thuộc giữa các class với nhau.

VD:

1, Bạn có một Class thực thi một nhiệm vụ cực kỳ phức tạp, và một trong số đó là việc sắp xếp dữ liệu trước khi xử lý.

public class BubbleSortAlgorithm{

public void sort(int[] array) {

// TODO: Add your logic here

System.out.println("Đã sắp xếp bằng thuật toán sx nổi bọt");

}

}

public class VeryComplexService {

// tạo mới 1 thằng BubblesortAlgorithm

private BubbleSortAlgorithm bubbleSortAlgorithm = new BubbleSortAlgorithm();

public VeryComplexService(){

}

public void complexBusiness(int array[]){

bubbleSortAlgorithm.sort(array);

// TODO: logic here

}

}

* Với cách làm ở trên, VeryComplexService đã hoàn thiện được nhiệm vụ, tuy nhiên, khi có yêu cầu thay đổi thuật toán sắp xếp sang QuickSort thì nghe vẻ chúng ta sẽ phải sửa lại hoàn toàn 2 Class ở trên ( sửa logic ở BubbleSortAlgorithm và sửa lại biến ở VeryComplexService )
* Ngoài ra BubbleSortAlgorithm sẽ chỉ tồn tại nếu VeryComplexService tồn tại, vì VeryComplexService tạo đối tượng BubbleSortAlgorithm bên trong nó ( hay nói cách khác là sự sống chết của BubbleSortAlgorithm sẽ do VeryComplexService quyết định ), theo như cách impplement này, nó là liên kết rất chặt với nhau

2,

public interface SortAlgorithm {

/\*\*

\* Sắp xếp mảng đầu vào

\* @param array

\*/

public void sort(int array[]);

}

public class BubbleSortAlgorithm implements SortAlgorithm{

@Override

public void sort(int[] array) {

// TODO: Add your logic here

System.out.println("Đã sắp xếp bằng thuật toán sx nổi bọt");

}

}

public class VeryComplexService {

private SortAlgorithm sortAlgorithm;

public VeryComplexService(){

sortAlgorithm = new BubbleSortAlgorithm();

}

public void complexBusiness(int array[]){

sortAlgorithm.sort(array);

// TODO: more logic here

}

* Với cách làm này, VeryComplexService sẽ chỉ quan hệ với một interface là SortAlgorithm với cách này thì mối quan hệ giảm bớt sự liên kết, nhưng nó không thay đổi được việc thuật toán vẫn đang là BubbleSortAlgorithm

3, cách 3

public interface SortAlgorithm {

\* Sắp xếp mảng đầu vào

public void sort(int array[]);

}

public class BubbleSortAlgorithm implements SortAlgorithm{

@Override

public void sort(int[] array) {

// TODO: Add your logic here

System.out.println("Đã sắp xếp bằng thuật toán sx nổi bọt");

}}

public class QuicksortAlgorithm implements SortAlgorithm {

@Override

public void sort(int[] array) {

// TODO: Add your logic here

System.out.println("Đã sắp xếp bằng thuật sx nhanh");

}}

public class VeryComplexService {

private SortAlgorithm sortAlgorithm;

public VeryComplexService(SortAlgorithm sortAlgorithm){

this.sortAlgorithm = sortAlgorithm;

}

public void complexBusiness(int array[]){

sortAlgorithm.sort(array);

// TODO: more logic here

}

}

public static void main(String[] args) {

SortAlgorithm bubbleSortAlgorithm = new BubbleSortAlgorithm();

SortAlgorithm quickSortAlgorithm = new QuicksortAlgorithm();

VeryComplexService business1 = new VeryComplexService(bubbleSortAlgorithm);

VeryComplexService business2 = new VeryComplexService(quickSortAlgorithm);

}

* Cách thứ ba này cũng là cách phổ biến nhất. Mối liên hệ giữa 2 Class đã “lỏng lẻo” hơn trước rấ nhiều. VeryComplexService sẽ không quan tâm đến thuật toán sắp xếp là gì nữa, mà chỉ cần tập trung vào nghiệp vụ. Còn SortAlgorithm sẽ được đưa vào từ bên ngoài tùy theo nhu cầu sử dụng.

II, [core] Giải thích Dependency Injection (DI) và IoC bằng Ngọc Trinh

1, Giới thiệu

* Dependency Injection is a design pattern….
* Có thể hiểu nôm na rằng đó là một phương pháp lập trình, là một thiết kế, template để ta có thể dựa theo để code giúp code clear hơn, dễ hiểu và theo một chuẩn đã được nghiên cứu
* Vậy cuối cùng Dependency Injection là gì?

Vd:

public class Girl{

// tạo 1 class outfit, khai báo nó để sử dụng

private Bikini outfit; // mỗi cô gái sẽ có một bộ bikini khi ra ngoài

public Girl(){

// biến outfit ở đây đang gọi đến class bikini để sử dụng các thuộc tính, phương thức của lớp bikini

outfit = new Bikini(); // Khi bạn tạo ra 1 cô gái, bạn cho cô ta mặc Bikini chẳng hạn

}

}

* Trước hết, qua đoạn code này, bạn sẽ thấy là khi tạo ra một Girl, bạn sẽ tạo ra thêm 1 bộ bikini đi kèm với cô gái đó. Lúc này, Bikini tồn tại mang ý nghĩa là dependency (phụ thuộc) của Girl
* Khi khởi tạo thuộc tính như này, bạn vô tình tạo ra một điểm thắt nút trong chương trình của mình, giả sử, Girl muốn mặc một món đồ khác skirthWithTshirt (Váy + áo) hoặc Nake (Trần chuồng)? hoặc nguy hiểm hơn là Class Bikini bị hỏng ( code lớp Bikini không hoạt động) ?
* Mình sẽ phải sửa lại toàn bộ class or code mới hoàn toàn

2. vấn đề là

* Các Class không nên phụ thuộc vào các kế thừa cấp thấp, mà nên phụ thuộc vào Abtraction (lớp trừu tượng).
* Giải thích:

Vd:

// Một interface cho việc ăn mặc

public interface Outfit {

public void wear();

}

// Một object cấp thấp, implement của Outfits

public class Bikini implements Outfit {

public void wear() {

System.out.println("Đã mặc Bikini");

}

}

// Bây giờ Girl chỉ phụ thuộc vào Outfit. nếu muốn thay đổi đồ của cô gái, chúng ta chỉ cần cho Outfit một thể hiện mới.

// hiểu đơn giản: nếu muốn thay đổi Class bikini ta chỉ cần tạo ra 1 class mới implement từ Interface Outfit là được

public class Girl{

private Outfit outfit;

public Girl(){

outfit = new Bikini();

}

// có thể hiểu khi class girl được tạo ra đồng thời nó đã tự động new 1 lớp gì đó (bikini) như vậy chúng ta không thể thay đổi giá trị truyền vào của lớp girl nữa

}

* Tới đây, chúng ta mới chỉ Abtract hóa thuộc tính của Girl mà thôi, còn thực tế, Girl vẫn đang gắn với một bộ Bikini duy nhất, Vậy muốn thay đồ thì chúng ta phải sửa thêm 1 chút xíu nữa.

Sửa lại code:

public class Girl{

private Outfit outfit;

public Girl(Outfit anything){

this.outfit = anything // Tạo ra một cô gái, với một món đồ tùy biến

// Không bị phụ thuộc quá nhiều vào thời điểm khởi tạo, hay code.

// ở đây outfit là biến truyền vào nên ta có thể thay đổi tùy ý

}

}

public class Main {

public static void main(String[] args) {

Outfit bikini = new Bikini(); // Tạo ra đối tượng Bikini ở ngoài đối tượng

Girl ngocTrinh = new Girl(bikini); // Mặc nó vào cho cô gái khi tạo ra cô ấy.

// new Girl(bikini): đây chính là Injection

}

}

* Với đoạn code ở trên, chúng ta đã gần như tách được bikini ra hoàn toàn khỏi Girl. Điều này làm giảm sự phụ thuộc giữa Girl và Bikini. Mà tăng tính tùy biến, linh hoạt cho code. Bây giờ Girl sẽ hoạt động với Outfit mà thôi. Và Outfit ở đâu ra? Chúng ta tạo ra và đưa nó vào (Injection) cô gái Girl.
* Khái niệm Denpendency Injection từ đây mà ra =vvvvv
* Dependency Injection là việc các Object nên phụ thuộc vào các Abstract Class và thể hiện chi tiết của nó sẽ được Inject vào đối tượng lúc runtime.
* Bây giờ muốn Girl mặc gì khác, bạn chỉ cần tạo một Class kế thừa Outfit và Inject (tiêm) nó vào Girl là xong.
* Cách để Inject dependency vào một đối tượng có thể kể đến như sau:
* **Constructor Injection**: là cái ở ví dụ, Inject dependency ngay vào Contructor.
* **Setter Injection**: nó sẽ gần giống so với constructor. Vd: girl.setOutfit (new naked())
* **Interface Injection**: mỗi Class muốn inject cái gì, thì phải implement một Interface có chứa hàm inject(xx) (gần như thay thế cho setter). Nếu muốn inject gì đó thì gọi hàm inject(xx) ra. Cách này khó

3, Inversion of Control

* Dependency Injection giúp chúng ta dễ dàng mở rộng code và giảm sự phụ thuộc giữa các dependency với nhau. Tuy nhiên, lúc này, khi code bạn sẽ phải kiêm thêm nhiệm vụ Inject dependency (tiêm sự phụ thuộc). thử tưởng tượng một Class có vài chục dependency thì bạn sẽ phải tự tay inject bao nhiêu lần.
* Gây khó khăn trong quản lý code và denpendency cũng như lúc code

Vd:

public static void main(String[] args) {

Outfit bikini = new Bikini();

Accessories gucci = new GucciAccessories();

HairStyle hair = new KoreanHairStyle();

Girl ngocTrinh = new Girl(bikini, gucci, hair…);

}

* Giá mà có em nào đấy đến inject hộ thì tốt nhỉ :>>
* Bây giờ giả sử, chúng ta định nghĩa trước toàn bộ các dependency có trong Project, mô tả nó và tống nó vào 1 cái kho và giao cho 1 thằng framework quản lý. Bất kỳ các Class nào khi khởi tọa, nó cần dependency gì, thì cái framework đấy sẽ tìm trong kho rồi inject vào đối tượng thay chúng ta. Tiện hơn nhỉ?
* Đó chính là nguyên lý của Inversion of Control (IOC) – đảo chiều sự điều khiển
* Inversion of Control is a programming principle. Flow of control within the application is not controlled by the application it self, but rather by the underlying framework.
* Khi đó, code chúng ta sẽ chỉ cần như này, để lấy ra 1 đối tượng:

@Override

public void run(String... args) throws Exception {

Girl girl = context.getBean(Girl.class);

}

* Đó chính là lý do Spring framework ra đời để thực hiện ý tưởng Inversion of Control (IOC), tuy nhiên, theo thời gian, Spring lớn mạnh và trở thành một hệ sinh thái rộng lớn phục vụ nhiều chức năng trên nền tảng IoC này.

III, [Basic] @Component và @Autowired

1, project

* Cài đặt các gói thư viện của Spring Boot trong Maven bằng cách thêm gọi

spring-boot-starter-parent (là parent của toàn bộ project )

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

<relativePath /> <!-- lookup parent from repository -->

</parent>

* Các thư viện cho lập trình web hoặc server side, chúng ta thêm:

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

* File pom.xml

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<packaging>pom</packaging>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

<relativePath /> <!-- lookup parent from repository -->

</parent>

<groupId>me.loda.spring</groupId>

<artifactId>spring-boot-learning</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>spring-boot-learning</name>

<description>Everything about Spring Boot</description>

<properties>

<java.version>1.8</java.version>

</properties>

<dependencies>

<!--spring mvc, rest-->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

2, cách chạy ứng dụng

* Nếu trong Java truyền thống, khi chạy cả một project, chúng ta sẽ phải định nghĩa một hàm main() và để nó chạy đầu tiên thì ở đây chúng ta cũng vẫn không thay đổi =>> !!
* Có khác là chúng ta sẽ chỉ cho Spring Boot biết nơi nó khởi chạy lần đầu, để nó cài đặt mọi thứ.
* Cách thực hiện là thêm annotation @SpringBootApplication trên class chính và gọi SpringApplication.run (App.class, args); để chạy project.

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class App {

public static void main(String[] args) {

SpringApplication.run(App.class, args); }}

* Nếu qua bài Dependency Injection (DI) và IoC. Thì có thể hiểu nhiệm vụ của Spring là tạo ra một cái Contianer chứa các Dependency cho chúng ta.
* SpringApplication.run (App.class, args) chính là câu lệnh để tạo ra container. Sau đó nó tìm toàn bộ các denpendency trong project của bạn và đưa vào đó.
* Spring đặt tên cho container là ApplicationContex và dependency là Bean
* Vậy làm sao để Spring biết đâu là dependency? Chúng ta tới với khái niệm @component

3, @Component

* Là một Annotation đánh dấu trên các Class để giúp Spring biết nó là một Bean.

Vd:

* Chúng ta có 1 interface Outfit

public interface Outfit {

public void wear();

}

* Implement nó là Class Bikini

/\*

Đánh dấu class bằng @Component

Class này sẽ được Spring Boot hiểu là một Bean (hoặc dependency)

Và sẽ được Spring Boot quản lý

\*/

@Component

public class Bikini implements Outfit {

@Override

public void wear() {

System.out.println("Mặc bikini");

}

}

* Chạy chương trình, xem kết quả:

@SpringBootApplication

public class App {

public static void main(String[] args) {

// ApplicationContext chính là container, chứa toàn bộ các Bean

ApplicationContext context = SpringApplication.run(App.class, args);

// Khi chạy xong, lúc này context sẽ chứa các Bean có đánh

// dấu @Component.

// Lấy Bean ra bằng cách

Outfit outfit = context.getBean(Outfit.class);

// In ra để xem thử nó là gì

System.out.println("Instance: " + outfit);

// xài hàm wear()

outfit.wear();

}

}

Output:

[1] Instance: me.loda.spring.helloworld.Bikini@1e1f6d9d

[2] Mặc bikini

* Bạn sẽ thấy Outfit lúc này chính là Bikini. Class được đánh dấu là @Component
* Spring Boot khi chạy sẽ dò tìm toàn bộ các Class cùng cấp được ở trong các package thấp hơn so với Class App mà bạn đã cung cấp cho Spring ( chúng ta có thể cấu hình việc tìm kiếm này, sẽ đề cập sau). Trong quá trình dò tìm này, khi gặp một class được đánh dấu @Component thì nó sẽ tạo ra một instance và đưa vào Applicationcontex để quản lý.

4, @Autowired

* Bây giờ mình tạo ra 1 class Girl và có một thuộc tính là Outfit.
* Mình cũng đánh dấu Girl là một @component. Tức Spring boot cần tạo ra một instance của girl để quản lý.

@Component

public class Girl {

@Autowired

Outfit outfit;

public Girl(Outfit outfit) {

this.outfit = outfit;

}

// GET

// SET

}

* Đánh dấu thuộc tính Outfit của Girl bởi annotation @Autowired. Điều này nói với Spring Boot hãy tự inject (tiêm) một instance của Outfit vào thuộc tính này khi khởi tạo Girl.
* Chạy chương trình:

@SpringBootApplication

public class App {

public static void main(String[] args) {

// ApplicationContext chính là container, chứa toàn bộ các Bean

ApplicationContext context = SpringApplication.run(App.class, args);

// Khi chạy xong, lúc này context sẽ chứa các Bean có đánh

// dấu @Component.

// Lấy Bean ra bằng cách

Outfit outfit = context.getBean(Outfit.class);

// In ra để xem thử nó là gì

System.out.println("Output Instance: " + outfit);

// xài hàm wear()

outfit.wear();

Girl girl = context.getBean(Girl.class);

System.out.println("Girl Instance: " + girl);

System.out.println("Girl Outfit: " + girl.outfit);

girl.outfit.wear();

}

}

Output:

[1] Output Instance: me.loda.spring.helloworld.Bikini@2e16f13a

[2] Mặc bikini

[3] Girl Instance: me.loda.spring.helloworld.Girl@353cb1cb

[4] Girl Outfit: me.loda.spring.helloworld.Bikini@2e16f13a

[5] Mặc bikini

* Spring boot đã tự tạo ra một Girl và trong quá tình tạo ra đó, nó truyền Outfit vào làm thuộc tính

5, Singleton

* Điều đặc biệt là các Bean đươc quản lý bên trong ApplicationContext đề là singleton
* Tức là các class này đều được tạo 1 lần duy nhất trong toàn bộ quá trình chạy

[1] Output Instance: me.loda.spring.helloworld.Bikini@2e16f13a

[4] Girl Outfit: me.loda.spring.helloworld.Bikini@2e16f13a

* Tất cả những Bean được quản lý trong ApplicationContext đều chỉ được tọa ra một lần duy nhất và khi có Class yêu cầu @Autowired thì nó sẽ lấy đối tượng đã được tạo sẵn trong ApplicationContext để inject vào.
* Trong trường hợp muốn mỗi lần sử dụng là một instance hoàn toàn mới. thì hãy đánh dấu @Component đó bằng @Scope(“Prototype”)

@Component

@Scope("prototype")

public class Bikini implements Outfit {

@Override

public void wear() {

System.out.println("Mặc bikini");

}

}

IV, [Basic] @Autowired - @Primary - @Qualifier

1, giới thiệu

Xml:

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<packaging>pom</packaging>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

<relativePath /> <!-- lookup parent from repository -->

</parent>

<groupId>me.loda.spring</groupId>

<artifactId>spring-boot-learning</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>spring-boot-learning</name>

<description>Everything about Spring Boot</description>

<properties>

<java.version>1.8</java.version>

</properties>

<dependencies>

<!--spring mvc, rest-->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

* **Cách inject của spring**
* @Autowired đánh dấu cho spring biết rằng sẽ tự động inject bean tương ứng vào vị trí được đánh dấu

@Component

public class Girl {

// Đánh dấu để Spring inject một đối tượng Outfit vào đây

@Autowired

Outfit outfit;

// public Girl(Outfit outfit) {

// this.outfit = outfit;

// }

// GET

// SET

}

* Sau khi tìm thấy một class đánh dấu @Component. Thì quá trình inject Bean xảy ra theo cách như sau:

1. Nếu Class không có hàm constructor hay setter. Thì sẽ sử dụng java Reflection để đưa đối tượng vào thuộc tính có đánh dấu @Autowired.
2. Nếu có hàm Constructor thì sẽ inject Bean vào bởi tham số của hàm
3. Nếu có hàm setter thì sẽ inject bean vào bởi tham số của hàm

* Như ở vd trên thì đã sử dụng java Reflection để inject Bean vào class Girl. Nếu không sử dụng @Autowired thì sẽ phải có một constructor thay thế, hoặc một setter tương ứng.

@Component

public class Girl {

// Đánh dấu để Spring inject một đối tượng Outfit vào đây

@Autowired

Outfit outfit;

// Spring sẽ inject outfit thông qua Constructor trước

public Girl() { }

// Nếu không tìm thấy Constructor thoả mãn, nó sẽ thông qua setter

public void setOutfit(Outfit outfit) {

this.outfit = outfit;

}

// GET SET}

* Cũng có thể gắn @Autowired lên trên method, thay vì thuộc tính, chức năng cũng vẫn tương tự, nó sẽ tìm Bean phù hợp với method đó và truyền vào.

@Component

public class Girl {

// Đánh dấu để Spring inject một đối tượng Outfit vào đây

Outfit outfit;

// Spring sẽ inject outfit thông qua Constructor trước

public Girl() { }

@Autowired

// Nếu không tìm thấy Constructor thoả mãn, nó sẽ thông qua setter

public void setOutfit(Outfit outfit) {

this.outfit = outfit;

}

// GET

// SET

}

* **VẤN ĐỀ CỦA @AUTOWIRED**
* Trong thực tế, sẽ có trường hợp ta sử dụng @Autowired khi Spring boot có chứa 2 bean cùng loại trong context.
* Lúc này thì spring sẽ bối rối và không biết sử dụng bean nào để inject vào đối tượng.

Vd:

* Class Outfit có 2 kế thừa là Bikini và Naked

public interface Outfit {

public void wear();

}

/\*

Đánh dấu class bằng @Component

Class này sẽ được Spring Boot hiểu là một Bean (hoặc dependency)

Và sẽ được Spring Boot quản lý

\*/

@Component

public class Bikini implements Outfit {

@Override

public void wear() {

System.out.println("Mặc bikini");

}

}

@Component

public class Naked implements Outfit {

@Override

public void wear() {

System.out.println("Đang không mặc gì");

}

}

* Class Girl yêu cầu inject một Outfit vào cho mình

Output:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

APPLICATION FAILED TO START

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Description:

Parameter 0 of constructor in me.loda.spring.helloprimaryqualifier.Girl required a single bean, but 2 were found:

- bikini: defined in file [/Users/lv00141/Documents/WORKING\_SPACE/GITHUB/spring-boot-learning/spring-boot-helloworld-@Primary - @Qualifier/target/classes/me/loda/spring/helloprimaryqualifier/Bikini.class]

- naked: defined in file [/Users/lv00141/Documents/WORKING\_SPACE/GITHUB/spring-boot-learning/spring-boot …

- đại khái là, trong quá trình cài đặt, nó tìm thấy tới 2 đối tượng thỏa mã Outfit. Giờ nó không biết sử dụng cái nào để inject vào trong Girl

2, **@Primary**

* Cách giải quyết nhứ nhất: @Primary
* @Primary là annotation đnahs dấu trên một bean, giúp nó luôn được ưu tiên lựa chọn trong trường hợp có nhiều bean cùng loại trong context.
* Trong ví dụ trên, nếu chúng ta để Naked là primary. Thì cương trình sẽ chạy bình thường.
* Và hiển nhuw Outfit bên trong Girl sẽ là Naked

@Component

@Primary

public class Naked implements Outfit {

@Override

public void wear() {

System.out.println("Đang không mặc gì");

}

}

* **Chạy thử chương trình:**

@SpringBootApplication

public class App {

public static void main(String[] args) {

// ApplicationContext chính là container, chứa toàn bộ các Bean

ApplicationContext context = SpringApplication.run(App.class, args);

// Khi chạy xong, lúc này context sẽ chứa các Bean có đánh

// dấu @Component.

Girl girl = context.getBean(Girl.class);

System.out.println("Girl Instance: " + girl);

System.out.println("Girl Outfit: " + girl.outfit);

girl.outfit.wear();

}

}

Output:

Girl Instance: me.loda.spring.helloprimaryqualifier.Girl@eb9a089

Girl Outfit: me.loda.spring.helloprimaryqualifier.Naked@1688653c

Đang không mặc gì

* Spring boot đã ưu tiên Naked và inject nó vào Girl.

3, **@Qualifier**- @Qualifier xác định tên của một Bean mà bạn muốn chỉ định inject.

Vd:

@Component("bikini")

public class Bikini implements Outfit {

@Override

public void wear() {

System.out.println("Mặc bikini");

}

}

@Component("naked")

public class Naked implements Outfit {

@Override

public void wear() {

System.out.println("Đang không mặc gì");

}

}

@Component

public class Girl {

Outfit outfit;

// Đánh dấu để Spring inject một đối tượng Outfit vào đây

public Girl(@Qualifier("naked") Outfit outfit) {

// Spring sẽ inject outfit thông qua Constructor đầu tiên

// Ngoài ra, nó sẽ tìm Bean có @Qualifier("naked") trong context để ịnject

this.outfit = outfit;  
 // GET

// SET

}

V, [Basic] Spring Bean life Cycle + @PostConstruct và @PreDestroy

1, **giới thiệu**

* Trong các bài trước, các bạn đã hiểu các khái niệm cơ bản về Bean và các inject nó trong Spring boot bằng @Component + @Autowired
* Nay chúng ta sẽ tìm hiểu về vòng đời của bean.

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<packaging>pom</packaging>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

<relativePath /> <!-- lookup parent from repository -->

</parent>

<groupId>me.loda.spring</groupId>

<artifactId>spring-boot-learning</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>spring-boot-learning</name>

<description>Everything about Spring Boot</description>

<properties>

<java.version>1.8</java.version>

</properties>

<dependencies>

<!--spring mvc, rest-->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

2, **@PostConstruct**

* @PostConstruct được đánh dấu trên một method duy nhất bên trong Bean.
* IoC Container hoặc ApplicationContext sẽ gọi hàm này sau khi một Bean được tạo ra và quản lý.

@Component

public class Girl {

@PostConstruct

public void postConstruct(){

System.out.println("\t>> Đối tượng Girl sau khi khởi tạo xong sẽ chạy hàm này");

}

}

3, @PreDestroy

* @PreDestroy được đánh dấu trên một method duy nhất bên trong Bean. IoC Container hoặc ApplicationContext sẽ gọi hàm này trước khi một Bean bị xóa hoặc không được quản lý nữa.

@Component

public class Girl {

@PreDestroy

public void preDestroy(){

System.out.println("\t>> Đối tượng Girl trước khi bị destroy thì chạy hàm này");

}

}

4, Bean Life Cycle

* Spring Boot từ thời điểm chạy lần đầu tới khi Shutdown thì các Bean nó quản lý sẽ có một vòng đời được biểu diễn như sau:

![](data:image/png;base64,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)

* Nhìn có vẻ loằng ngoằng, trong series căn bản này, bạn có lẽ sẽ chỉ cần hiểu như sau:

1. Khi IoC Container (ApplicationContext) tìm thấy một Bean cần quản lý, nó sẽ khởi tạo bằng Constructor
2. Inject dependencies vào Bean bằng setter và thực hiện các quá trình cài đặt khác vào Bean như setBeanName, setBeanClassLoader…
3. Hàm đánh dấu @PostConstruct được gọi
4. Tiền xử lý sau khi @PostConstruct được gọi.
5. Bean sẵn sàng được hoạt động
6. Nếu IoC Container không quản lý bean nữa hoặc bị shutdown nó sẽ gọi hàm @PreDestroy trong Bean
7. Xóa Bean.

Vd:

* Chúng ta tạo 1 class Girl bao gồm:

@Component

public class Girl {

@PostConstruct

public void postConstruct(){

System.out.println("\t>> Đối tượng Girl sau khi khởi tạo xong sẽ chạy hàm này");

}

@PreDestroy

public void preDestroy(){

System.out.println("\t>> Đối tượng Girl trước khi bị destroy thì chạy hàm này");

}}

* In ra màn hình quá trình Pring Boot chạy lần đầu tới khi shutdown:

@SpringBootApplication

public class App {

public static void main(String[] args) {

// ApplicationContext chính là container, chứa toàn bộ các Bean

System.out.println("> Trước khi IoC Container được khởi tạo");

ApplicationContext context = SpringApplication.run(App.class, args);

System.out.println("> Sau khi IoC Container được khởi tạo");

// Khi chạy xong, lúc này context sẽ chứa các Bean có đánh

// dấu @Component.

Girl girl = context.getBean(Girl.class);

System.out.println("> Trước khi IoC Container destroy Girl");

((ConfigurableApplicationContext) context).getBeanFactory().destroyBean(girl);

System.out.println("> Sau khi IoC Container destroy Girl");

}

}

Output:

> Trước khi IoC Container được khởi tạo

> Trước khi IoC Container được khởi tạo

>> Đối tượng Girl sau khi khởi tạo xong sẽ chạy hàm này

> Sau khi IoC Container được khởi tạo

> Trước khi IoC Container destroy Girl

>> Đối tượng Girl trước khi bị destroy thì chạy hàm này

> Sau khi IoC Container destroy Girl

* Bạn sẽ thấy dòng “Trước khi IoC Container được khởi tạo” được chạy 2 lần
* Điều này xảy ra bởi vì hàm App.main(args) được chạy 2 lần!
* Lần đầu là do chúng ta chạy
* Lần thứ 2 là do Spring Boot chạy sau khi nó được gọi SpringApplication.run(App.class, agrs). Đây là lúc mà IoC Container (ApplicationContext) được tọa ra và đi tìm Bean.

5, Ý nghĩa

* @PostConstruct và @PreDestroy là 2 Annotation cực kỳ ý nghĩa, nếu bạn nắm được vòng đời của một Bena, bạn có thể tận dụng nó để làm các nhiệm vụ riêng như setting, thêm giá trị mặc định trong thuộc tính sau khi tạo, xóa dữ liệu trước khi xóa, v.v… rất nhiều chức năng khác tùy theo nhu cầu.