Java基础：

·数据类型（变量的作用域）

·运算符

·分支和循环

·数组

1. 数据类型：

·基本数据类型（原始数据类型）：

数值：int short long double float byte

其他类型：boolean char

·引用数据类型：数组、接口、类

·基本数据类型的初始化值：

|  |
| --- |
| public class JavaDemo01{  public static void main(String args[]){  int j[] = new int[10];  System.out.println("HelloWorld" + j[0]);  }  } |

通过以上程序运行结果发现，int类型的初始值为0。

·变量的作用域：声明变量最近的一对{}就是变量的作用域范围

·成员（全局）变量：声明在方法的外部，类中的所有方法都可以访问的变量。

·局部变量：声明在方法中，只有特定的代码（声明变量的方法）才能够访问此变量。

数据类型转换：

·自动类型转换：向上转型就是自动类型转换

|  |
| --- |
| public class JavaDemo03{  public static void main(String args[]){    int i = 10;  float f = i;//自动类型转换  System.out.println(f);    }  } |

·强制类型转换：乡下转型为强制类型转换

|  |
| --- |
| public class JavaDemo04{  public static void main(String args[]){    double d = 10.0001;  int i = (int)d;//强制类型转换  System.out.println(i);  }  } |

1. 运算符

·数学运算符：+ - \* / %

%：表示取余数，比如10%3 =1，10%2=0

|  |
| --- |
| public class JavaDemo05{  public static void main(String args[]){    System.out.println(100%30);  }  } |

·关系运算符：> < >= <=

关系运算符的值都为boolean型，即值为true or false

|  |
| --- |
| public class JavaDemo06{  public static void main(String args[]){  int i = 10;  int j = 20;  System.out.println(i>j);  System.out.println(i<j);  }  } |

·逻辑运算符

&&：表示&&前后的表达式表达式都为true的时候，整个表达式为true，如果&&前后有一个表达式为false，则整个表达式都为false

&：表示&前后的表达式表达式都为true的时候，整个表达式为true，如果&&前后有一个表达式为false，则整个表达式都为false，和&&不同的是，&在任何情况下都会判断所有的表达式，而&&则是先判断第一个表达式，如果第一个表达式为false的话，则后面的表达式不会进行判断。

||：表示||前后的表达式如果有一个或者一个以上的表达式为真，则整个表达式为真， 如果||前后的所有表达式都为假，则整个表达式都为假。

|：表示|前后的表达式如果有一个或者一个以上的表达式为真，则整个表达式为真， 如果||前后的所有表达式都为假，则整个表达式都为假。和||的区别是在于|会判断所有的表达式，而||先判断第一个表达式，如果第一个表达式为真，则不会去判断第二个表达式。

！：表示非，即！false= true，！true = false。

* 三元运算符（三目运算符）：表达式1？值1：值2，

解释：表达式1的值如果为真，则整个表达式的值为值1，如果表达式1的值为假，则整个表达式的值为值2.

|  |
| --- |
| public class JavaDemo08{  public static void main(String args[]){  int i = 10;  int j = 20;  int x = i<j?i:j;  System.out.println(x);  }  } |

·赋值运算符：+= -= \*= /= ++ --

解释：  
 ·j += i ：表示j = j+i；

·j \*= i ：表示j = j\*i；

·j /= i ：表示j = j/i；

·j -= i ：表示j = j-i；

|  |
| --- |
| public class JavaDemo09{  public static void main(String args[]){  int i = 10;  int j = 20;  j \*= i;//j = j\*i  System.out.println(j);    }  } |

·j++:表示j = j+1

·j--:表示j = j-1

++:表示自增，++放在前面表示先自增，后操作，++放在后面表示先操作后自增

|  |
| --- |
| public class JavaDemo10{  public static void main(String args[]){  int i = 10;    System.out.println(i++);//10  System.out.println(i);//11    }  } |

--:表示自减，--放在前面表示先自减，后操作，--放在后面表示先操作后自减。

·运算符的优先级：和数学里面的运算符是一样的，（）拥有最高的运算级别。

1. 分支和循环（控制流语句）

分支语句：if　else ,if else if,switch case

·if else：例如成绩在60分以上的为几个，否则为不及格，现在小明的成绩为59分，判断是否及格。

|  |
| --- |
| public class JavaDemo11{  public static void main(String args[]){  int java\_score = 69;  if(java\_score >= 60){  System.out.println("小明的java成绩及格了");  }else{  System.out.println("小明的java成绩不及格");  }  }  } |

现在将成绩分等级：A：90-100，B：80-89，C：70-79，D:60-69，E:<60

现在小明的父母想知道小明java成绩的等级是什么。

|  |
| --- |
| public class JavaDemo12{  public static void main(String args[]){  int java\_score = 69;  if(java\_score >= 90){  System.out.println("小明的java成绩为A等");  }else{  if(java\_score >= 80){  System.out.println("小明的java成绩为B等");  }else{  if(java\_score >= 70){  System.out.println("小明的java成绩为C等");  }else{  if(java\_score >= 60){  System.out.println("小明的java成绩为D等");  }else{  System.out.println("小明的java成绩为E等");  }  }  }  }  }  } |

现在虽然功能已经实现了，但是发现if else嵌套过多，这样降低了程序的可读性和可维护性。

If else if来完成以上的功能。

|  |
| --- |
| public class JavaDemo13{  public static void main(String args[]){  int java\_score = 69;  if(java\_score >= 90){  System.out.println("小明的java成绩为A等");  }else if (java\_score >= 80){  System.out.println("小明的java成绩为B等");  }else if(java\_score >= 70){  System.out.println("小明的java成绩为C等");  }else if(java\_score >= 60){  System.out.println("小明的java成绩为D等");  }else{  System.out.println("小明的java成绩为E等");  }  }  } |

如果说是纯粹的分支语句，提供了另外一种写法：

switch case

假如有一个数字，如果为1的话打印这个数字为1.。。。

|  |
| --- |
| public class JavaDemo14{  public static void main(String args[]){  int x = 3;  switch(x){  case 1:  System.out.println("这个数字是1");  case 2:  System.out.println("这个数字是2");  case 3:  System.out.println("这个数字是3");  case 4:  System.out.println("这个数字是4");  case 5:  System.out.println("这个数字是5");  default: //这个表示之上的条件都不符合的情况下执行此处代码  System.out.println("这个数字是不在1-5之间");  }  }  } |

发现以上程序在执行过程中，满足一个条件之后，后面的都会执行，这个时候有人在想，如果能够在满足一个条件执行完之后能够立即退出这个分支语句，才是正确的。这个时候我们需要用到一个关键字break，表示退出分支。

|  |
| --- |
| public class JavaDemo14{  public static void main(String args[]){  int x = 3;  switch(x){  case 1:  System.out.println("这个数字是1");  break;  case 2:  System.out.println("这个数字是2");  break;  case 3:  System.out.println("这个数字是3");  break;  case 4:  System.out.println("这个数字是4");  break;  case 5:  System.out.println("这个数字是5");  break;  default: //这个表示之上的条件都不符合的情况下执行此处代码  System.out.println("这个数字是不在1-5之间");  break;  }  }  } |

·循环：在满足循环条件的情况下，反复的执行特定的代码。

循环有四个组成部分：初始化部分、循环条件部分、循环体部分、循环部分。

循环的分类：

·for循环

·while 循环

·do while 循环

for循环：

|  |
| --- |
| for(表达式1;表达式2;表达式3){  语句  } |

表达式1：循环条件的初始化部分

表达式2：循环条件的判断部分

表达式3：循环条件的改变部分（循环体部分）

语句：循环部分

范例：从1+2+3+++++100；

|  |
| --- |
| public class JavaDemo15{  public static void main(String args[]){  int sum = 0;  for(int i=1;i<=100;i++){  sum += i;//表示循环相加  }  System.out.println(sum);  }  } |

**一般在明确知道循环次数的情况下，使用for循环，在循环的时候要严防死循环的出现。**

死循环：程序条件一直满足，而且一直执行下去，直到程序崩溃。

现在从1输到100，

|  |
| --- |
| public class JavaDemo15{  public static void main(String args[]){  for(int i=1;i<=100;i++){  System.out.print(i+"\t");  }  }  } |

现在我想要输出到50就不再输出了，这个时候需要在输出50之后退出循环。这个时候需要使用break关键字，表示循环不再执行，即中断循环。

|  |
| --- |
| public class JavaDemo15{  public static void main(String args[]){  for(int i=1;i<=100;i++){  System.out.print(i+"\t");  if(i>=50){  break;//表示直接中断循环  }  }  }  } |

现在我只想输出1-100中的偶数，不输出奇数，现在怎么办呢？这个时候需要使用到continue关键字。continue表示终端本次循环，继续执行下一次循环。

|  |
| --- |
| public class JavaDemo15{  public static void main(String args[]){  for(int i=1;i<=100;i++){  if(i%2 != 0){  continue;  }  System.out.print(i+"\t");  }  }  } |

|  |  |
| --- | --- |
|  | 区别 |
| break | 中断循环，循环不再执行 |
| continue | 中断本次循环，继续执行下一次循环 |

·while循环

语法：while（表达式）{

语句

}

在不明确循环次数的情况下使用while循环。

|  |
| --- |
| public class JavaDemo16{  public static void main(String args[]){  int sum = 0;  int i = 1;  while (i<=100)//表达式  {  sum += i;  i++;  }  System.out.println(sum);  }  } |

·do while循环：先执行一次循环，再判断是否继续执行循环

|  |
| --- |
| public class JavaDemo17{  public static void main(String args[]){  int sum = 0;  int i = 1;  //表达式  do{  sum += i;  i++;  }while (i<=100);  System.out.println(sum);  }  } |

总结：在明确知道循环次数的情况下，一般使用for循环

|  |  |
| --- | --- |
|  | 区别 |
| while | 先判断再循环 |
| do while | 先循环一次，再判断是否需要继续循环 |

练习：使用循环打印以下图形
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分析：

上半部分：

第一行：空格4个 \*号1个 空格数：5-行数 \*号数：2\*行数-1

第二行：空格3个\*号3个

第三行：空格2个\*号5个

第四行：空格1个\*号7个

第五行：没有空格\*号9个

下半部分：

第一行：空格1个 \*号7个 空格数：行数 \*号数：9-2i

第二行：空格2个\*号5个

第三行：空格3个\*号3个

第四行：空格4个\*号1个

|  |
| --- |
| public class JavaDemo18{  public static void main(String args[]){  for(int i=1;i<=5;i++){  for(int j=1;j<=5-i;j++){  System.out.print(" ");  }  for(int j=1;j<=2\*i-1;j++){  System.out.print("\*");  }  System.out.println();  }  for(int i=1;i<=4;i++){  for(int j=1;j<=i;j++){  System.out.print(" ");  }  for(int j=1;j<=9-2\*i;j++){  System.out.print("\*");  }  System.out.println();  }  }  } |

通过大家练习发现：

·不知道怎么去定义类 ：使用public修饰的类名必须要和文件名一致，public class 类名

·类名的首字母要大写

·代码要错落有致

1. 数组：存储一组相同数据类型的存储单元

语法：数据类型 变量名[]

数组初始化：

·静态初始化：在定义数组的同时给数组开辟空间并且赋值

·动态初始化：先给数组开辟空间，再赋值

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo01 {  **public** **static** **void** main(String[] args) {  **int** i[] = {1,2,3,4,5,6};//静态初始化，在数组初始化的时候给数组开辟了6个空间，并且给每个空间赋值  **int** j[] = **new** **int**[10];//动态初始化，在数组初始化的时候给数组开辟了10个空间，但是没有给开辟的空间赋值    }  } |

数组中提供了一个属性length，用于取得数组的空间大小，就是取得数组中有多少个元素。

数组的元素下标从0开始，最后一个元素的下标是length-1

给动态初始化的数组赋值：

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo01 {  **public** **static** **void** main(String[] args) {  **int** i[] = {1,2,3,4,5,6};//静态初始化，在数组初始化的时候给数组开辟了6个空间，并且给每个空间赋值  **int** j[] = **new** **int**[10];//动态初始化，在数组初始化的时候给数组开辟了10个空间，但是没有给开辟的空间赋值    **for**(**int** x = 0;x<j.length;x++){//给动态初始化数组赋值  j[x] = x\*100;  }    System.*out*.println(j[j.length-1]);  }  } |

数组输出：

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo01 {  **public** **static** **void** main(String[] args) {  **int** i[] = {1,2,3,4,5,6};//静态初始化，在数组初始化的时候给数组开辟了6个空间，并且给每个空间赋值  **int** j[] = **new** **int**[10];//动态初始化，在数组初始化的时候给数组开辟了10个空间，但是没有给开辟的空间赋值    **for**(**int** x = 0;x<j.length;x++){//给动态初始化数组赋值  j[x] = x\*100;  }  System.*out*.println("i数组的输出");  **for** (**int** j2 = 0; j2 < i.length; j2++) {  System.*out*.print(i[j2]+"\t");  }  System.*out*.println();  System.*out*.println("j数组的输出");  **for** (**int** j2 = 0; j2 < j.length; j2++) {  System.*out*.print(j[j2]+"\t");  }  }  } |

数组的引用传递：

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo02 {  **public** **static** **void** main(String[] args) {  **int** i[] = {1,2,3,4,5,6,7};    **int** j[] = i;  System.*out*.println("j数组赋值之前输出i数组");  **for** (**int** j2 = 0; j2 < i.length; j2++) {  System.*out*.print(i[j2] + "\t");  }  j[5] = 90;//重新给j的下标为5的元素赋值  System.*out*.println();  System.*out*.println("j数组赋值之后输出i数组");  **for** (**int** j2 = 0; j2 < i.length; j2++) {  System.*out*.print(i[j2] + "\t");  }      }  } |
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数组的引用传递，就是指传递内存地址的使用权。只要是引用数据类型都存在引用传递的问题。

数组的排序：

·冒泡

·选择

·插入

·快速

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **import** java.util.Arrays;  **public** **class** ArrayDemo03 {  **public** **static** **void** main(String[] args) {  **int** x[] = {90,70,50,88,23,32};  Arrays.*sort*(x);//java中提供的排序方法  **for** (**int** i = 0; i < x.length; i++) {  System.*out*.print(x[i] + "\t");  }  }  } |

数组查找：

·傻瓜式查找：从数组的第一个元素开始一个一个的判断查找

·二分查找法（折半查找法）：

范例：傻瓜式查找

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo04 {  **public** **static** **void** main(String[] args) {  String x[] = {"张三","李四","王五","赵六","田七"};    String name = "王五";    **for** (**int** i = 0; i < x.length; i++) {  **if**(**null** != x[i] && x[i].equals(name)){//equals方法用于判断字符串内容是否相同  System.*out*.println("已经查找到，对应数组的下标为"+i);  **return**;//结束词方法的运行  }  }  System.*out*.println("查无此人");  }  } |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo05 {  **public** **static** **void** main(String[] args) {  **int** x[] = {1,2,3,4,5};    **int** name = 6;    **for** (**int** i = 0; i < x.length; i++) {  **if**(x[i]==name){//equals方法用于判断字符串内容是否相同  System.*out*.println("已经查找到，对应数组的下标为"+i);  **return**;//结束词方法的运行  }  }  System.*out*.println("查无此人");  }  } |

二分查找：二分查找首先要进行数组的排序：

![](data:image/png;base64,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)

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **import** java.util.Arrays;  **public** **class** ArrayDemo06 {  **public** **static** **void** main(String[] args) {  **int** i[] = {1,23,45,14,67,5,9};  //排序  Arrays.*sort*(i);  **for** (**int** j = 0; j < i.length; j++) {  System.*out*.println(i[j] + "\t" );  }  **int** find = 2;  **int** left = 0;  **int** right = i.length - 1;  **do**{  **int** mid = (left+right)/2;  **if**(find > i[mid]){  left = mid + 1;  }**else** **if**(find < i[mid]){  right = mid -1 ;  }**else** **if**(find == i[mid]){  System.*out*.println("查找成功，对应数组的下标为"+mid);  **return**;  }      }**while**(left<=right);  System.*out*.println("查无数据");  }  } |

多维数组：就是指数组的元素还是一个数组，正常情况下，最多只会使用到二维数组。以二维数组为例，定义多维数组：

int i[][] = {{1,2,3},{2,3,4},{3,4,5}};

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo07 {  **public** **static** **void** main(String[] args) {  **int** i[][] = {{1,2,3},{2,3,4},{3,4,5}};  **for** (**int** j = 0; j < i.length; j++) {  **for**(**int** x = 0;x<i[j].length;x++){  System.*out*.print(i[j][x]+"\t");  }  System.*out*.println();  }  }  } |

数组的复制：比如说现在有一个数组a，值为{1,2,3,4,5}，另外有一个数组为b数组，值为{9,8,7,6,5,4,3,2,1}，现在我要将a数组中的第1到第3个元素复制给b数组的第0到2的元素，复制之后，b数组的内容变为：{2,3，4,6,5,4,3,2,1}

在System类中提供了一个方法，arraycopy（源数组,源数组的下标，目标数组，目标数组的下标，复制的长度）方法用于数组的复制

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo08 {  **public** **static** **void** main(String[] args) {  **int** a[] = {1,2,3,4,5};  **int** b[] = {9,8,7,6,5,4,3,2,1};  System.*arraycopy*(a, 1, b, 0, 3);//数组进行复制  **for** (**int** i = 0; i < b.length; i++) {  System.*out*.println(b[i] + "\t");  }  }  } |

本章总结：

·自动类型转换和强制类型转换

·理解数组的引用传递

·数组的排序和查找

·在明确知道循环次数的情况下，一般使用for循环

·会使用多维数组

·数组的复制

练习：写几个方法，对数组进行增删改查，先定义一个数组，长度比较大100个元素，然后写五个方法，增加、修改、删除、查找、打印的方法。main方法去调用这五个方法。

|  |
| --- |
| **package** com.wanczy.arrayDemo;  **public** **class** ArrayDemo09 {  **int** a[] = **new** **int**[4];    **public** **void** ins(**int** x){  **for** (**int** i = 0; i < a.length; i++) {  **if**(a[i] == 0){  a[i] = x;  System.*out*.println("新增成功");  **return**;  }  }  System.*out*.println("新增失败");  }  **public** **void** del(**int** x){  **int** y = **this**.find(x);  **if**(y == -1){  System.*out*.println("删除失败，没有查找到需要修改的元素");  }**else**{  **for** (**int** i = y; i < a.length; i++) {  **if**(y == a.length-1){  a[y] = 0;  **break**;  }**else**{  **if**(i<a.length-1){  a[i] = a[i+1];  a[a.length-1] = 0;  }  }    }  System.*out*.println("删除成功");  }  }  **public** **void** upd(**int** old\_x,**int** new\_x){  **int** x = **this**.find(old\_x);  **if**(x == -1){  System.*out*.println("修改失败，没有查找到需要修改的元素");  }**else**{  a[x] = new\_x;  System.*out*.println("修改成功");  }  }  **public** **int** find(**int** x){  **for** (**int** i = 0; i < a.length; i++) {  **if**(a[i]==x){  **return** i;//查找到，返回查找后的下标  }  }  **return** -1;//表示没有查找到元素  }  **public** **void** print(){  **for** (**int** i = 0; i < a.length; i++) {  System.*out*.print(a[i]+"\t");  }  System.*out*.println();  }  } |
| **package** com.wanczy.arrayDemo;  **import** java.util.Scanner;  **public** **class** TestDemo {  /\*\*  \* **@param** args  \*/  **public** **static** **void** main(String[] args) {  ArrayDemo09 arr = **new** ArrayDemo09();  Scanner sc = **new** Scanner(System.*in*);//表示键盘输入  **int** i = 0;  **do**{  System.*out*.println("输入1为新增， 输入2为删除，输入3为修改，输入4为查找，输入5为打印，输入0为退出");  i = sc.nextInt();//获得从键盘输入的int类型的值  **int** x;  **switch**(i){  **case** 1:  System.*out*.println("您选择了新增操作，请输入要新增的数字:");  x = sc.nextInt();  arr.ins(x);  **break**;  **case** 2:  System.*out*.println("您选择了删除操作，请输入要删除的数字:");  x = sc.nextInt();  arr.del(x);  **break**;  **case** 3:  System.*out*.println("您选择了修改操作，请输入要修改的数字:");  **int** old\_x = sc.nextInt();  System.*out*.println("请输入修改后的数字");  **int** new\_x = sc.nextInt();  arr.upd(old\_x,new\_x);  **break**;  **case** 4:  System.*out*.println("您选择了查找操作，请输入要查找的数字:");  x = sc.nextInt();  **int** ren = arr.find(x);  **if**(ren == -1){  System.*out*.println("查找失败，未找到需要查找的数字");  }**else**{  System.*out*.println("查找成功，对应元素在数组中下标为：" + ren);  }  **break**;  **case** 5:  arr.print();  **break**;  }  }**while**(i!=0);    }  } |