Spatial R course day 1. Introduction to spatial analyses

27/10/2020

## Introduction to spatial data in R

(This tutorial is a modification of an earlier version written by Tobias Andermann, most of hard work is his, most of the errors are mine)

Dependencies:

library(sp)  
library(raster)  
library(sf)

If you are completely new to R, have a look at [this general R introduction tutorial](https://rspatial.org/intr/index.html). It is very lengthy but well written and easy to follow. You don’t have to do all of it, but try to understand the basic R syntax and once you feel like you get a hang of it, you can go back to this spatial tutorial. Take your time understanding the basics of R programming, that way the spatial tutorial will make a lot more sense for you as well. It’s okay if you are behind on the general course pace, the main point of this course is for you to get the most out of it, and not to copy-paste commands you don’t really understand the purpose of.

Before we jump into working with real spatial data, let’s first learn a bit more about the basic types of objects we will be working with. In general one can decide between three different types of spatial data: **points, polygons and rasters**.

**Points** are used to when we are analyzing specfic occurences with a latitude and longitude. This could be point observations, sample sites, e.t.c.

The other two classes are used to describe areas rather than specific sites

**Polygons** are defined by the edges and describe something characterizing everything within the polygon. This can be species ranges, islands, country borders, borders of a forest etc.

**Rasters** are applied to represent continuous phenomena, or “spatial fields”, e.g. elevation, temperature, or species diversity. It can be compared to an air photograph where each pixel has a value and corresponds to a given dimension in the x and y axis. Rasters can be seen as a computationally more efficient way to treat a specific type of polygon data and all rasters can be converted to polygons without any loss of information but doing so will be computationally demanding for even moderately sized rasters.

### 1. Point and polygon data

First we create some fake data. Let’s pretend we are creating data for 10 taxa with the names A-J. Let’s first just create this list of fake taxon names. You can use the LETTERS default array and extract the 10 first elements of it as shown in the command below. We’ll assign this to the variable name which will now contain the first 10 letters of the alphabet, which are going to be our taxon names.

# create taxon names  
name <- LETTERS[1:10]  
name

## [1] "A" "B" "C" "D" "E" "F" "G" "H" "I" "J"

For each of these taxa we have a sampling location (sampling\_sites) and a body size measurement in cm (body\_size). To create coordinate data, we define one array with longitude and another with lattitude values of each point (made up data). You can use the cbind() command to pair them up into coordinate pairs, and we’ll store these coordinate pairs as a new variable called sampling\_sites. Print the content of the sampling\_sites to the screen to understand what our fake coordinate data look like.

# generate sampling locations  
longitude <- c(-116.7, -120.4, -116.7, -113.5, -115.5,  
 -120.8, -119.5, -113.7, -113.7, -110.7)  
latitude <- c(45.3, 42.6, 38.9, 42.1, 35.7, 38.9,  
 36.2, 39, 41.6, 36.9)  
# this command simply combines the two arrays longitude and latitude into a shared matrix  
sampling\_sites <- cbind(longitude, latitude)  
  
# define body sizes of sampled individuals  
body\_size = c(11,15,17,19,22,12,21,14,9,18)

A good way of dealing with all these different data arrays (names, longitude, latitude, body size) is to join these vectors into one data frame in order to keep it together and sorted.

# join data in a single dataframe  
wst <- data.frame(longitude, latitude, name, body\_size)  
wst

## longitude latitude name body\_size  
## 1 -116.7 45.3 A 11  
## 2 -120.4 42.6 B 15  
## 3 -116.7 38.9 C 17  
## 4 -113.5 42.1 D 19  
## 5 -115.5 35.7 E 22  
## 6 -120.8 38.9 F 12  
## 7 -119.5 36.2 G 21  
## 8 -113.7 39.0 H 14  
## 9 -113.7 41.6 I 9  
## 10 -110.7 36.9 J 18

We won’t be working with this dataframe in this tutorial, but it’s good to know how to store your data this way. Also it’s handy to know how to extract individual data columns from a dataframe. We can do that by using square brackets [] and the index of the column (or sets of columns) that we want to extract, and we will return to this several times during the week. Within the square brackets, you can specify the lines and columns to extract, using the following indexing syntax [lines,columns]. E.g. if we want to extract the first two columns (and all lines) we can do it like this (the , separates the indices for line and columns, in this case we leave the lines part blank, which will lead to all lines being extracted):

wst[,1:2]

## longitude latitude  
## 1 -116.7 45.3  
## 2 -120.4 42.6  
## 3 -116.7 38.9  
## 4 -113.5 42.1  
## 5 -115.5 35.7  
## 6 -120.8 38.9  
## 7 -119.5 36.2  
## 8 -113.7 39.0  
## 9 -113.7 41.6  
## 10 -110.7 36.9

Likewise if you want to extract the first 3 lines and all columns for these lines you can type:

wst[1:3,]

## longitude latitude name body\_size  
## 1 -116.7 45.3 A 11  
## 2 -120.4 42.6 B 15  
## 3 -116.7 38.9 C 17

Alternatively, you can also extract columns by their name by using the $ sign. E.g. if you want to extract the body size columns you can extract if like this:

wst$body\_size

## [1] 11 15 17 19 22 12 21 14 9 18

Finally it is worth noting that you can extract the data full filling a specific set of logical criteria. This would e.g. select the rows fulfilling the logical criteria that the body size is larger than 15.

wst[wst$body\_size>15,]

## longitude latitude name body\_size  
## 3 -116.7 38.9 C 17  
## 4 -113.5 42.1 D 19  
## 5 -115.5 35.7 E 22  
## 7 -119.5 36.2 G 21  
## 10 -110.7 36.9 J 18

Now, let’s plot the data in a coordinate system. You plot in R by using the plot() function. The easiest way to plot our coordinate points is by using the sampling\_sites object we created a little bit ago with the cbind() command. This object has the x and y coordinates (longitude and latitude) for each point already paired up and stored in the right format to plot. There are several settings you can use in the plot command, such as cex which alters the point size, pch which alters the shape of the points (see [overview of available pch values here](http://coleoguy.blogspot.com/2016/06/symbols-and-colors-in-r-pch-argument.html)), and col where you can define the color of the points. Colors can be defined by name for a relatively large number of colors or alternately in HEX using numbers and small letters where the reddest possible e.g. would be called “ff0000”. You can e.g. see [Colorbrewer](https://colorbrewer2.org) for inspiration about colors to try.

Play around with these settings a bit if this is your first time plotting in R, it’s good to know and fun to play with. The **main** argument in the plot command defines the title of the plot. Other settings worth exploting is adding **bty=“n”** which removed the (in my mind) annnoying black box around the figure or **xlim** and **ylim** which can change the dimensions of the plotting window. You can add the names that we defined to each point in our names array by using the text() function as shown below.

**General note on plotting:** You can plot a variety of different types of objects in R using the plot() command. Everytime you call the plot() function it will overwrite the previous plot (unless you add add=T to the plotting command, in that case it will be added to the previous plot). In the following we will be using other plotting functions in combinations with the default plot(), such as e.g. the text(), lines(), polygons() functions. All of these functions will add information to existing plots without overwriting it, but they cannot be used alone without a preceeding plot() call.

plot(sampling\_sites, cex=2, pch=20, col='red', main='Sampling sites')  
# add names to plot  
text(sampling\_sites, name, pos=4)
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As you see in our plot we didn’t plot a map, but instead a simple coordinate system. However the spatial relationships between the points are plotted in the correct ratios based on their latitude and longitude coordinates. In principle, plotting points on a map is just plotting in a regular coordinate system (as above) with a fancy background.

#### Polygons

We can also plot a **polygon** from the same data. For this we will first identify the convex hull which is the smallest area connecting all records in sample sites as straight lines. (The code here is a simplification and as we will return to on Wednesday it is marginally wrong because we do not account for the shape of the earth). We will first identify the edges of a polygon including all sample sites using chull()

chull(sampling\_sites)

## [1] 10 5 7 6 2 1 4

After this we will plot a polygon connecting these sample sites. Note the use of the square bracket we discussed earlier

plot(sampling\_sites, cex=2, pch=20, col='red', main='Sampling sites')  
polygon(polygon(sampling\_sites[chull(sampling\_sites),]), col='blue', border='light blue')  
text(sampling\_sites, name, pos=4)
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#### Defining spatial objects

So far we have only worked with simple data points stored in arrays. However, different data object types exist that are specifically designed to handle spatial data. Some of the most commonly used objects are defined in the sp package. For vector data, the basic types we will use areSpatialPoints() and SpatialPolygons(). These data objects only represent geometries. To also store attributes, additional data objects are available with these names plus ‘DataFrame’, for example, SpatialPolygonsDataFrame() and SpatialPointsDataFrame(). The advantage of this over e.g. just storing your coordinates in array form as we did so far, is that these data spatial objects have several useful functions, for example you can define the coordinate reference system of your coordinates in the spatial object, which makes it easy to later on transform your coordinates into another coordinate projection (you will see examples of that later on). Also most spatial functions you may be using to process or plot your data may require your data to be stored as spatial objects. Let’s store our coordinates as a SpatialPoints() object and inspect the content and structure of this object with the showDefault() function.

library(sp)  
pts <- SpatialPoints(sampling\_sites)  
# use the showDefault() function to view the content of the object (works for any type of object in R)  
showDefault(pts)

## An object of class "SpatialPoints"  
## Slot "coords":  
## longitude latitude  
## [1,] -116.7 45.3  
## [2,] -120.4 42.6  
## [3,] -116.7 38.9  
## [4,] -113.5 42.1  
## [5,] -115.5 35.7  
## [6,] -120.8 38.9  
## [7,] -119.5 36.2  
## [8,] -113.7 39.0  
## [9,] -113.7 41.6  
## [10,] -110.7 36.9  
##   
## Slot "bbox":  
## min max  
## longitude -120.8 -110.7  
## latitude 35.7 45.3  
##   
## Slot "proj4string":  
## CRS arguments: NA

You see that besides the coordinate pairs we defined, this object contains information about the bounding box bbox, which defines the smallest rectangle containing all of your points. It also contains the currently empty slot proj4string, which is where you can store the coordinate reference system of your points, which we will do in a little bit. You will also notice when plotting the points that the plot will look a bit different than before (e.g. it’s lacking the x and y axis). The reason for that is that the default plotting options for SpatialPoints() objects are different than those of simple numeric arrays (which makes sense because often when you want to plot points on a map, you may not want the x-axis and y-axis to show). If you do want to add axes to your plot the command axis() lets you add axes to an existing plot and gives you a substantial control over how it can be done.

plot(pts, cex=2, pch=20, col='red', main='Sampling sites')
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You can extract the additional values stored in the SpatialPoints() object, e.g. the coordinates of the bounding box, like this:

box = bbox(pts)  
box

## min max  
## longitude -120.8 -110.7  
## latitude 35.7 45.3

Let’s plot the bounding box with our coordinates to see what it looks like. You can use the rect() function to plot a simple rectangle given the x and y coordinates of two opposing corner points:

plot(pts, cex=2, pch=20, col='red', main='Sampling sites')  
rect(box[1],box[2],box[3],box[4])
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Let’s now use the SpatialPointsDataFrame() function to define a spatial object containing additional information about the samples (sample name and measured body size). For this we first store the data in a dataframe and then assign it to the SpatialPointsDataFrame() object together with the coordinates:

additional\_data <- data.frame(sample\_name=name, body\_size=body\_size)  
ptsdf <- SpatialPointsDataFrame(pts, data=additional\_data)  
showDefault(ptsdf)

## An object of class "SpatialPointsDataFrame"  
## Slot "data":  
## sample\_name body\_size  
## 1 A 11  
## 2 B 15  
## 3 C 17  
## 4 D 19  
## 5 E 22  
## 6 F 12  
## 7 G 21  
## 8 H 14  
## 9 I 9  
## 10 J 18  
##   
## Slot "coords.nrs":  
## numeric(0)  
##   
## Slot "coords":  
## longitude latitude  
## [1,] -116.7 45.3  
## [2,] -120.4 42.6  
## [3,] -116.7 38.9  
## [4,] -113.5 42.1  
## [5,] -115.5 35.7  
## [6,] -120.8 38.9  
## [7,] -119.5 36.2  
## [8,] -113.7 39.0  
## [9,] -113.7 41.6  
## [10,] -110.7 36.9  
##   
## Slot "bbox":  
## min max  
## longitude -120.8 -110.7  
## latitude 35.7 45.3  
##   
## Slot "proj4string":  
## CRS arguments: NA

Now we’ll use a different function to create a spatial polygon using the spPolygons() function. For this we first need to load the package raster. We’ll also make up some new data, in order to have different data points than for the SpatialPoints object from above:

library(raster)  
# make up new data  
lon <- c(-116.8, -114.2, -112.9, -111.9, -114.2, -115.4, -117.7)  
lat <- c(41.3, 42.9, 42.4, 39.8, 37.6, 38.3, 37.6)  
lonlat <- cbind(lon, lat)  
# store data as spatial lines object  
pol <- spPolygons(lonlat)  
pol

## class : SpatialPolygons   
## features : 1   
## extent : -117.7, -111.9, 37.6, 42.9 (xmin, xmax, ymin, ymax)  
## crs : NA

Now if you plot this spPolygons() object, the plot function will automatically know to plot it as lines and not as points:

plot(pol)
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plot(pts, col='black', pch=20, cex=2,axes=TRUE)  
plot(pol, border='brown', col='lightgreen', lwd=3,add=T)  
plot(pts, col='black', pch=20, cex=2,add=T)
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You may have noticed that this time we don’t have to use the specific plotting functions polygon() or lines() to tell R what kind of object we want to plot, but instead we are simply using the plot() function and R plots the data in the correct form by default, since this information is contained in the specific types of spatial objects we defined.

### 2. Rasters

Now let’s work a bit with rasters. The first type of raster object we will work with is called RasterLayer() and is defined in the raster library.

A RasterLayer object represents single-layer raster data. A RasterLayer object always stores a number of fundamental parameters that describe it. These include the number of columns and rows, the spatial extent, and the Coordinate Reference System.

Here we create a RasterLayer from scratch. But note that where real data is analyzed, these objects are read from a file, or created by conversion of data in other formats like e.g. polygons. We define a raster with 10 rows and 10 columns and we define the extent of the raster on the x-axis (longitude) and on the y-axis (latitude).

library(raster)  
rast <- raster(ncol=10, nrow=10, xmn=-150, xmx=-80, ymn=20, ymx=60)  
rast

## class : RasterLayer   
## dimensions : 10, 10, 100 (nrow, ncol, ncell)  
## resolution : 7, 4 (x, y)  
## extent : -150, -80, 20, 60 (xmin, xmax, ymin, ymax)  
## crs : +proj=longlat +datum=WGS84 +no\_defs

You can see in the last line of the output that by default the raster() function created the raster using the coordinate reference system +proj=longlat +datum=WGS84. We will learn later what that means.

So far the object we created represents only a skeleton of a raster data set. That means, we have defined information about its location, resolution, etc., but there are no values associated with it. Let’s fill the skeleton with some made up data. In this case we assign a vector of random numbers (generated from a uniform distribution using the runif() function) with a length that is equal to the number of cells of the RasterLayer.

**Exploring the raster object:** Just as we did earlier, we can use the showDefault() function again to explore the contents of the raster object. Executing showDefault(rast) will show you all the available information stored in the raster object that we just defined. Any of the ‘Slots’ that are listed as output of that function are values that can be accessed by calling the name of the slot followed by the name of the raster object in parantheses. For example you will find the slot nrows in the output of the showDefault(rast) command and you can extract that information specifically with ncol(rast).

You can determine the number of cells in your raster using ncell():

ncell(rast)

## [1] 100

Now let’s create as many random numbers (between 0 and 1) as we have cells in our raster:

raster\_values = runif(ncell(rast))  
raster\_values

## [1] 0.6631114089 0.9830554673 0.5287632279 0.8309944265 0.1642323961  
## [6] 0.1759364470 0.5626856235 0.4656395514 0.6159510519 0.7245014552  
## [11] 0.8430126854 0.6899778638 0.6060320716 0.4029967808 0.4370644607  
## [16] 0.8974054104 0.3759265947 0.2652005893 0.6869432202 0.0146730444  
## [21] 0.1915932903 0.3248163122 0.1451078628 0.8341104279 0.6992681385  
## [26] 0.4250652515 0.4102029097 0.1194305297 0.5954437822 0.1114880587  
## [31] 0.6945633909 0.2463329583 0.1505011613 0.4222860679 0.3966006902  
## [36] 0.8499520498 0.0730166102 0.7477189780 0.3086790391 0.7993762195  
## [41] 0.6760407921 0.5401437068 0.8379857389 0.9527292191 0.6425806955  
## [46] 0.8058745938 0.6347972075 0.3616643895 0.8902528672 0.1088572419  
## [51] 0.2807017493 0.0524540027 0.4514580180 0.5942854895 0.4737584947  
## [56] 0.7649809918 0.7144772839 0.4670406953 0.3550757191 0.8905498208  
## [61] 0.9438172390 0.0331188738 0.6558276135 0.0001686832 0.4676617628  
## [66] 0.0524450573 0.9231008354 0.9515085893 0.2299000358 0.0666243900  
## [71] 0.1836842014 0.2473180664 0.1103241392 0.0977680029 0.4221918152  
## [76] 0.5374008268 0.5807173240 0.7131648213 0.3778044763 0.2910685497  
## [81] 0.7934582587 0.9854723408 0.1163420558 0.8518347084 0.1143655730  
## [86] 0.7523930254 0.7514565128 0.0550728925 0.1455780745 0.0956590164  
## [91] 0.4603190243 0.8048240708 0.0556590986 0.6267760466 0.6881231950  
## [96] 0.4521267496 0.3977481839 0.7762940694 0.8312901191 0.6000770098

Now we assign these random values to the raster using the values() function and plot the raster with these new values.

values(rast) = raster\_values  
plot(rast)
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**Task:** Just because we can, and to demonstrate that the coordinate systems of our created raster and our previously defined spatial vector object match, let’s plot the spatial polygon pol and the spatial points pts on top of the raster. Tip: you can use add=T in the plot command to add additional layers on top of an existing plot without replacing the previous plot. That way you can add multiple elements into the same plot. The final plot should look like the one below.
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### 3. Reading spatial data from file

We can use the st\_read() function in order to read a shape file as a vectorized polygon into R. A shape file is a weird name for the object since it is actually made up of multiple files having the same name but different suffixes. Usually at least four; the .SHP, the .DBF, the .PRJ and the .SHX. If you ever encounter issues reading shapefiles, the most common reason is that one or more of these files are missing.

* **SHP:** This file contains the geometry of each feature.
* **DBF:** This is a database file which contains the attribute data for all of the features in the dataset. The database file is very similar to a sheet in a spreadsheet and can even be opened in Excel.
* **SHX:** The .shx is the spatial index, it allows spatial programs to find features within the .SHP file more quickly.
* **PRJ:** The .prj is the projection file. It contains information about the “projection” and “coordinate system” the data uses.

Below we are going to read a shape file of the country shape of Sweden, origianlly downloaded from [DIVA-GIS](http://www.diva-gis.org/gdata). You can open the link and download your own shape file or work with the example data, which you can find in the data folder of the [GitHub repo of this course](https://github.com/sorenfaurby/Spatial-R-PhD-course). I recommend you download the whole complete GitHub repo by clicking on the green ‘Clone or download’ button and then ‘Download as ZIP’.

Once you have downloaded a shape file from DIVA-GIS or from the course GitHub repo, you can read the file into R using the st\_read() function. To use this function we need to load the sf package with library(sf). To load the file, make sure that you provide the correct file path from your current working directory.

**Finding files in R**: Providing the right filepath to a file in R can be a bit difficult at the beginning when you’re not used to finding files by navigating through the file path system. A good starting point is usually to check the current working directory. You can see your working directory with getwd(). From here you need to provide the path to where your file is stored. One nice feature about RStudio is that is autocompletes paths once you start writing them. For using this function just type ‘./’ and then press the Tab button, which will show you all available files and folders in your current directory. Choose the folder you want to navigate to and press Tab again to show the content of that folder. You can use ../ to navigate out of a folder into the parent directory. Alternatively, you can use list.files() to see what files are in whatever folder you are currently reading from and use this this to guide you. Another alternative is to find the relevant folder in file explorer or finder and copy the path as text into R.

library(sf)  
Sweden = st\_read("C:\\Bpoxsync\\Spatial\_R\\Data\\SWE\_adm\\SWE\_adm0.shp")

## Reading layer `SWE\_adm0' from data source `C:\Bpoxsync\Spatial\_R\Data\SWE\_adm\SWE\_adm0.shp' using driver `ESRI Shapefile'  
## Simple feature collection with 1 feature and 70 fields  
## geometry type: MULTIPOLYGON  
## dimension: XY  
## bbox: xmin: 10.96139 ymin: 55.33625 xmax: 24.1724 ymax: 69.05904  
## geographic CRS: WGS 84

The object that is created by the st\_read() function is a feature collection in sf format. You don;t need to bother fully understanding this format for our purposes, but instead we will just turn it into the now familiar SpatialPolygons format (SpatialPolygonsDataFrame to be precise, which we’ll look at a bit closer below). You can do this by using the command as(my\_object, 'Spatial'), where my\_object in this case is an sf object called Sweden:

Sweden = as(Sweden, 'Spatial')  
Sweden

## class : SpatialPolygonsDataFrame   
## features : 1   
## extent : 10.96139, 24.1724, 55.33625, 69.05904 (xmin, xmax, ymin, ymax)  
## crs : +proj=longlat +datum=WGS84 +no\_defs   
## variables : 70  
## names : ID\_0, ISO, NAME\_0, OBJECTID\_1, ISO3, NAME\_ENGLI, NAME\_ISO, NAME\_FAO, NAME\_LOCAL, NAME\_OBSOL, NAME\_VARIA, NAME\_NONLA, NAME\_FRENC, NAME\_SPANI, NAME\_RUSSI, ...   
## value : 222, SWE, Sweden, 215, SWE, Sweden, SWEDEN, Sweden, Sverige, NA, Sweden, NA, Suède, Suecia, <U+0428><U+0432><U+0435><U+0446><U+0438><U+044F>, ...

Now let’s plot the polygon object we just created:

plot(Sweden,main='Sweden')
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Similarly we can read raster data, using the raster() function. In this example we are reading altitude information covering Sweden, which we will use in combination with the shape file from above. There are multiple different file formats for rasters. The one we load here is a “.rgd” format which is a format splitting the information into seperate files like we saw with shapefiles, but many other formats like “.tif” only relies on a single file. When creating your own data it is generally advisable to use such formats to reduce confusion among the end-users of your data:

Sweden\_alt = raster("C:\\Bpoxsync\\Spatial\_R\\Data\\SWE\_alt\\SWE\_alt.gri")  
plot(Sweden\_alt,main='Altitude in meters above sea level')
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**Task:** The raster is a rectangular grid filled with values (just as we did manually for the random value raster earlier in the tutorial). Let’s now plot the country borders of Sweden (stored in the Sweden object) on top of the raster, just as you did before when plotting our hand-made polygon on top of the random value raster. Your plot should look like the one below.
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### 4. Coordinate Reference Systems

The reason why plotting the country borders of Sweden on top of the raster worked so smoothly is because both objects (the polygon and the raster) are scaled in the same coordinate reference system (CRS). Later in the tutorial we will work through an where the CRSs between two objects don’t match, and where they have to be adjusted first.

### 5. Working with vector data

Now we are going to play around with the map to demonstrate some of the basic polygon transformation and editing tools.

Let’s first read in the file “SWE\_adm2” from the same path as before, convert it to a spatial object and give it the name “Sweden\_2”. You should be able to do that based on the commands above with few changes. After this we will plot it. If you succeed you should get something like this

## Reading layer `SWE\_adm2' from data source `C:\Bpoxsync\Spatial\_R\Data\SWE\_adm\SWE\_adm2.shp' using driver `ESRI Shapefile'  
## Simple feature collection with 286 features and 11 fields  
## geometry type: MULTIPOLYGON  
## dimension: XY  
## bbox: xmin: 10.96139 ymin: 55.33625 xmax: 24.1724 ymax: 69.05904  
## geographic CRS: WGS 84
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The shape object is formatted as a SpatialPolygonsDataFrame. Similarly to the SpatialPointsDataFrame from earlier in the tutorial, a SpatialPolygonsDataFrame contains a list of SpatialPolygons, as well as other data associated with these polygons. This could for example be the polygons of different regions within the country and the associated values could be things like name, population, size, etc. of these individual regions. You can see from the output of the above command (by just executing the name of the object: Sweden\_2), that there are 286 features in this object. That means that this SpatialPolygonsDataFrame contains 286 different polygons, each based on it’s own set of coordinates and associated with it’s own data. You can see the names of the different data columns that are stored in the object using the names() function:

names(Sweden\_2)

## [1] "ID\_0" "ISO" "NAME\_0" "ID\_1" "NAME\_1" "ID\_2"   
## [7] "NAME\_2" "TYPE\_2" "ENGTYPE\_2" "NL\_NAME\_2" "VARNAME\_2"

There are eleven different values associated with each polygon which are stored in columns. We can plot each of the regions in a separate color, using the command col. We will here just use 286 colors from the rainbow scale.The regions are ordered inside Sweden\_2 so neighboring regions have similar values and colors close to each other on the rainbow scale looks very similar. In order to make the contrasts clearer we will therefoer randomize the order of the colors which we will do with sample :

plot(Sweden\_2, col=sample(rainbow(286), 286), axes=T, lwd=0.1)
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We can extract the values of specific columns like this. Note that we use the command **head()** which means that only the first rows are plotted. This is normally a nice way to get a grasp of the structure of large objects in R. Note also that we here use two functions on the same line. There is no upper limit to how many functions you can call on the same line but in order to produce codes that can be understood by yourself or others it is normally advisable to only call one or at most two functions in one line:

head(cbind(Sweden\_2$NAME\_2, Sweden\_2$NAME\_1))

## [,1] [,2]   
## [1,] "Ödeshög" "Östergötland"  
## [2,] "Åtvidaberg" "Östergötland"  
## [3,] "Boxholm" "Östergötland"  
## [4,] "Finspång" "Östergötland"  
## [5,] "Kinda" "Östergötland"  
## [6,] "Linköping" "Östergötland"

You can see that e.g. NAME\_1 defines regions, and several neighboring polygons share the same value for that data column, while NAME\_2 define the names of the municipality (more regional delimitations).

In some cases you may want to add a column of additional values to the polygon object, e.g. if you want to code which of these regions you have sampled (1 stands for sampled and 0 stands for not sampled): In this case we will presend that we have samples from 150 random regions

new\_values =numeric(286)  
new\_values[sample.int(286,150)]=1  
Sweden\_2$sampled\_regions = new\_values

We might want to plot the regions with samples in a separate color, which we will try below

plot(Sweden\_2,axes = T, main="Sampled")  
plot(Sweden\_2[Sweden\_2$sampled\_regions==1,],col=2, add=T)
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**Task**. Now lets selectively only plot those areas that have not yet been sampled in red. You can do so by modifying last line to plot regions fulfilling the criteria Sweden\_2$sampled\_regions==0. If you succeed, your figure could look something like this (since we selected random regions there might be minute differences)
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### Basic modifications modifications of rasters and polygons

Let’s say we want to divide our Sweden polygon into 4 equally sized cells. The easiest way to do this is to define a raster with 4 cells that encompasses the whole polygon. You can actually provide the raster function with a spatial polygon and it will automatically create a raster using the bounding box coordinates for the polygon:

z <- raster(Sweden\_2, nrow=2, ncol=2, vals=1:4)  
plot(z)  
plot(Sweden\_2,add=T)
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You can turn the grid of the raster into a spatial object itself, using the as() function, just as we did for the sf objects before. Let’s do that and plot it on top of the Sweden polygon:

z\_spatial = as(z, 'SpatialPolygonsDataFrame')  
plot(Sweden\_2,axes = T)  
plot(z\_spatial, add=TRUE, border='blue', lwd=5)
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There are several useful functions when working with polygons, e.g. the aggregate() function, which can be used to join polygons based on their values. Let’s use that function to join the municipalities by their values in the Region column (larger regions):

regions = aggregate(Sweden\_2, by='NAME\_1')  
plot(regions, col=rainbow(21), border='black',axes = T)
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We can also determine the overlap of multiple spatial objects. E.g. we can remove the overlap between two polygons using the erase() functions. Here we remove the overlap between the map of Sweden and the second cell from our grid that we defined above:

e <- erase(regions, z\_spatial[2,])  
plot(e,axes = T)
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The intersect() function on the other hand does basically the opposite and keeps only what’s shared between two polygons. Using this function we can e.g. extract the part of the map of Sweden that falls into our second cell of the made-up grid:

i <- intersect(regions, z\_spatial[2,])  
plot(i,axes = T)
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We can also simply define a rectangle (here we made up some coordinates that are within the range of the coordinate system of Sweden) and extract the region covered by that rectangle. We can use the crop() (or the intersect()) function to extract the region covered by the rectangle. We define this to a separate variable (pe) and then plot it in a different color on top of the rest of the map (in blue). At the end we also plot the actual rectangle on top of everything (in red). In this case we plot municipalities within the rectangle but only the regions outside it.

ext <- extent(15, 18, 60, 65)  
pe <- crop(Sweden\_2, ext)  
plot(regions,axes = T)  
plot(pe, col='light blue', add=TRUE)  
plot(ext, add=TRUE, lwd=3, col='red')
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### Spatial queries

Let’s define a set of 5 points and then check which of the polygons they fall into. First, we define the points and convert them into a SpatialPoints object:

lon = c(13, 14, 16, 17, 18)  
lat = c(56, 57, 58, 59, 60)  
pts <- cbind(lon,lat)  
pts

## lon lat  
## [1,] 13 56  
## [2,] 14 57  
## [3,] 16 58  
## [4,] 17 59  
## [5,] 18 60

spts <- SpatialPoints(pts)  
 plot(regions, col=rainbow(21), lwd=0.5,axes=T)  
points(spts, pch=20)
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Now we can use the over() function in order to check if and where each point in our SpatialPoints object intersects with the regions polygon. The function will return a dataframe that shows for each point the values of the intersecting polygon dataframe. It will return the value NA for all data columns if the point did not match any of the polygon

The over() function will complain if the two objects don’t have the same assigned coordinate reference system (CRS). We therefore first need to assign the correct coordinate reference system to the SpatialPoints object by using the proj4string= setting in the SpatialPoints() command. We will assign the same reference system as the Sweden shape object, which we can call by using the crs() function.

spts <- SpatialPoints(pts, proj4string=crs(regions))  
my\_over\_output = over(spts, regions)  
my\_over\_output

## NAME\_1  
## 1 Skåne  
## 2 Kronoberg  
## 3 Östergötland  
## 4 Södermanland  
## 5 Uppsala

**Task** Plot only the regions that contain a point, based on the over() output, and add the points to see if it works. The final plot could look like the one below:
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Tip: Depending on how familiar you are with R or other programming languages, you may be able to do this without the instructions below. Maybe first give it a shot and if you get stuck, have a look at the instructions below.

One approach would be:

1. Identify the names of the regions with a point in. This can be seen with my\_over\_output$NAME\_1
2. Identify which of the polygons in the regions fulfill the logical criterion that they contain a record. This is easiest done using the command %in%. To see how this works try writing c(1:10)%in%c(5:15)
3. Plot only the polygons fulfillling this criterion. This is done using the [] to subset the data.

### 6. Working with raster data

It’s rather straight-forward to generate a raster in R. As we did earlier in this tutorial we can just create a raster by using the raster() command and specifying the number of cells and extent in x and y direction. Remember that this command only creates the skeleton (empty raster). Here we just fill these cells with random numbers between 0 and 1 using the runif() command.

x <- raster(ncol=36, nrow=9, xmn=-180, xm=180, ymn=-90, ymx=90)  
values(x) <- runif(ncell(x))  
plot(x)
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You can check the resolution of the raster (dimensions of each cell) using the res() command:

res(x)

## [1] 10 20

You will see that R allows rasters with different x and y extent. This is an example of R being a very forgivable program and it is generally bad practice and rasters should normally always be comprised of quadratic pixels. Lets create a raster fulfilling these criteria instead.

x <- raster(ncol=36, nrow=18, xmn=-180, xm=180, ymn=-90, ymx=90)  
values(x) <- runif(ncell(x))  
res(x)

## [1] 10 10

plot(x)
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We can access the coordinate projection of the raster using the projection() function and can assign a value to it [Wikipedia](https://en.wikipedia.org/wiki/Map_projection) has a great article about map projections but we will also return to the topic later in the week.

projection(x) <- "+proj=utm +zone=48 +datum=WGS84"  
projection(x)

## [1] "+proj=utm +zone=48 +datum=WGS84 +units=m +no\_defs"

Summary of some useful basic raster commands:

* **res()** - access the raster resolution (cell dimensions)
* **projection()** - access the coordinate projection of the raster
* **ncell()** - access the number of cells in the raster
* **ncol()** - access the number of columns in the raster
* **dim()** - access the dimension of the raster (cells in x and y direction)
* **values()** - access the values stored in the raster cells
* **hasValues()** - check if raster contains values or if it’s just an empty skeleton
* **xmax()** - access the maximum x value
* **xmin()** - …
* **ymax()** - …
* **ymin()** - …

We can stack multiple rasters into the same object by using the stack() command. Here we define 3 rasters with random numbers and stack them:

r1 <- r2 <- r3 <- raster(nrow=10, ncol=10)  
  
# Assign random cell values  
values(r1) <- runif(ncell(r1))  
values(r2) <- runif(ncell(r2))  
values(r3) <- runif(ncell(r3))  
  
s <- stack(r1, r2, r3)  
plot(s)
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#### Algebraic operations with rasters

Rasters are very straightforward to work with, since they allow the use of simple algebraic operators such as +, -, \*, /, as well as logical operators such as >, >=, <, ==, !.

For example if we want to add the values across all 3 rasters from above we can simply do that like this:

sum\_rasters = r1 + r2 + r3  
# or:  
sum\_rasters = sum(r1, r2, r3)  
# since we have created a stack:  
sum\_rasters = sum(s)  
plot(sum\_rasters)
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### 7. Occurrence count in raster

In this tutorial we will work with records of Carnivora where the record matches a specimen housed at a museum. I have already downloaded the data for you from GBIF. Tomorrow we will discuss how you can download records yourself from inside R. You should have downloaded them already if you downloaded all the course data from GitHub. First we will load all records into R. We will use **read.table()** which is a general R function of vital use also for non-spatial stuff.

Carnivora\_Data=read.table("C:\\Bpoxsync\\Spatial\_R\\Data\\GBIF\_Carnivora.txt")

We will start by looking at the structure of the data.

dim(Carnivora\_Data)

## [1] 191078 5

summary(Carnivora\_Data)

## family genus species decimalLatitude   
## Length:191078 Length:191078 Length:191078 Min. :-89.00   
## Class :character Class :character Class :character 1st Qu.: 34.45   
## Mode :character Mode :character Mode :character Median : 46.95   
## Mean : 42.19   
## 3rd Qu.: 63.38   
## Max. : 90.00   
## decimalLongitude   
## Min. :-180.00   
## 1st Qu.:-147.55   
## Median :-107.18   
## Mean : -85.90   
## 3rd Qu.: -70.72   
## Max. : 179.47

Now identify all records for species of group of species to focus on. This is done by specifying all records where either family, genus or species matches what you are looking for. In the command below, we e.g. identify the subset of records which belong to the weasel family (family Mustelidae)

Mustelidae=Carnivora\_Data[Carnivora\_Data$family=="Mustelidae",]

**Task:** Turn the coordinates of the records of whatever group you have selected into a SpatialPoints object, as we did in the first tutorial. Store the resulting object under the name species\_occurrences. You will need to have the sp package loaded for this library(sp). Hint this is likely easiest done by starting with using **cbind()** to create a matrix with two columns with longitude and then latitude. After this you can transform them into a spatial object. Then plot the points. You can add the axes to your plot by adding ,axes=T to your plot() command.
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### Loading a country map

I stored a file containing simple maps of all countries in the data/ne\_10m\_admin\_0\_countries/ folder (available on the GitHub repo, which you already have downloaded).

Task: Read the shape data of all countries, as we did for the shape files in the first tutorial and store it under the name all\_countries. Remember you need to load the sf package for this, if it’s not already loaded.

## Reading layer `ne\_10m\_admin\_0\_countries' from data source `C:\Bpoxsync\Spatial\_R\Data\ne\_10m\_admin\_0\_countries\ne\_10m\_admin\_0\_countries.shp' using driver `ESRI Shapefile'  
## Simple feature collection with 255 features and 94 fields  
## geometry type: MULTIPOLYGON  
## dimension: XY  
## bbox: xmin: -180 ymin: -90 xmax: 180 ymax: 83.6341  
## geographic CRS: WGS 84

Extract the data for your country of choice from the all\_countries object and convert the sf object into a spatial object using the as(...,'Spatial') function. The country names are stored in the SOVEREIGNT column of the dataframe. In the example below I first extract the index where the SOVEREIGNT column has the value SWE for Sweden. [Look up here](https://en.wikipedia.org/wiki/ISO_3166-1_alpha-3) what the 3-letter country code for your country of choice is.

selected\_country\_index = which(all\_countries$SOVEREIGNT == 'Sweden')  
selected\_country\_sf = all\_countries[selected\_country\_index,1]  
selected\_country = as(selected\_country\_sf, 'Spatial')

Now plot the data points on the map of your country. To do this we first need to do a little legwork. First we will need to specify a CRS for our spatial points object (Here we use an “@” rather than “$” as you have seen multiple times before. The difference here is related to different underlying object types inside R. You do not need to understand this any deeper). After this we need to identify which of the reocrds we had are within our country which we can do with **over()** as we used before. Finally we will specify that we only include the records within the country. **over()** give NA when the records is not seen in any polygon and we can therefore use the command **is.na()** which determines if a value is present to identify the records within the country :

species\_occurrences@proj4string=selected\_country@proj4string  
Pres\_Within=over(species\_occurrences, selected\_country)  
plot(selected\_country,main='Occurrences of selectedspecies',axes=T)  
plot(species\_occurrences[is.na(Pres\_Within$featurecla)==F,],add=T)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA1VBMVEUAAAAAADoAAGYAIHsAOioAOjoAOmYAOpAAZrYNUbwXZtsoAAA6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZpA6ZrY6kLY6kNtJAABYZjpmAABmAGZmOgBmOjpmOmZmZmZmgWZmkLZmkNtmtttmtv97IACQOgCQOjqQZgCQZjqQkGaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2Zma2ZpC2kDq227a229u22/+2/9u2///bkDrbkGbbtmbbtpDb29vb////tkn/tmb/25D/27b//4H//7b//9v////fOR0TAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAUNElEQVR4nO2di3/cRhGA14HGBxhIaRtqwqsxpoWAr9A2zZHWnINP//+fhHa1b+3qTtKNNDOe7wfNPVarlT7vUxqdagTWqLULIMAigpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpkjgpmzuODD+xdKqY/f3C+947wcX18p9enA97fqslrGw7/flT7eqmfFz6ft5DwsLfjxlep4Pu5UnJ29LsTL+vdD5/7Dq7JIEayPyAF9ZEfYqYu7oe+Hzn1N5GjBC7Cw4J1SF6/b8/bDla0+73+t1Eevm+Rld54er3WK1sPfX6lnb92/bdPaZvHpvcnr4p/tm+d36dZRiuY/7YcXn7wN+//h922qP9/rfbQ4xVEyv7EVHGXmd2G2bYsYfacb/OdvuoKH3Nr337Y7fP42K5bPqb+TXonnsqzg9oDsSX24Moe27Wqzdh1epoK72u7+bT91DfzONgUmx7B1P0WoVjvfeMSCo2Rh4+7cR5mFXVjB0Xe+YWrziHLbRiUs5tTbSa/Es1lWcHsoG/vSWGw7ws/uP1xnLzPBl2+bH/2/W12L27+O7qu2buyM1XRrm0Lv7b55H7ra7q+q2yI00XGysHF37qPd9QqYfre51/XQaI9y00na15s8tc0p30mvxPNZVnB3gAZzgrsztfvku6b/0gu+6ZKbf7sP23ddVbkxWW7iraMU7VfPv4t3b/vIbbe1ExwlizY25z7eXV7A/neP19lOt12ht533Qk75Tnolns+qgqOBTDymyfrgO5e8y8C3ejvX9G3iraMUXcNputxkH7uwtf3YJUs3vrzP38cFTL/buM/jndo/KL2rck6FnSQlPgMrNtHhxDTmUN1Le15cO5wI3quaYLd1nOJDNye7+Ee6972uWNEoOiSLNjbnPn2fFjD6zmVsPo92agXr/ZVzyneSl/gMrDrIGqzBRcHthzcus2oN9ilad39rR6Xuu0oNjpJFG7vKlbyPC1j4zgr1O01rcCGnfCd5ic/AOtOkw/uraLy8//hN8rI793tVEBw1AbHgaOs4heHwpR+UlvvgKFm0seses3YllLX/nemD452mfXAhp95O8hLPZ72FDnOQSn2q63F7HqKXZpj74bYkWLfsr5t2BGpGw0FwtHVIYUarutWLandhFB0nCxu7Aa7fXVJAvW36XTuK1oPmd2lu8Si6kFO+k16J57PeUqWZzNsZ4SZ56UcdBcF2zqjfxIKjraMUX/u+zRLmwXENjpKFjZMpajzV7v6cwjw4/k7/1Ua5RZ+Wc+rtpFfi2Sx/sUEvJqkXr+2fqFnT+SJ7+dD+FXzybWkU3fZRX7X6zVJPIjjaOqQwH6qP85WsL5IM02R+Y9tTRpmFXegZb/sHGn13+OZKffS6a3tDbu37779ySUo59XfSK/Fc5HIhIBjWpkUwICKYOSKYOSJYAEcEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM0cEM+fMgpWwEGsJPm92Qg0RzBwRzBwQwfZhIYZK4KsIXgjgGrytPS2TkWDchwIquK3JN5WvcJ+VUeA+FEjB+4EHE+A+K6PAfSiAgndDj2HDfVZOpJtn4j4UMMGH28GHVeM+KydiDuL0pYRVgBI80P1OyQ4pExaMlgZI8FD3OyE7rKRVGOUxwQjeZc+9nZkdMlT6yvfCKI9JFjrG0xNsP0F5TLJUOZJ42By8mk4Y5TGJ4HGoJoypkpb5qQn+4Y9vzpkdGpT7v/9P9zHa4TSQ4K8/+/GbgV/spCp4+Fq6wjgnhhH8+Lt35v9nyg4RrgY3Tf8YFMZVDxjBh7/eNQ+/Gfq9CHQn4kRiwflRpK02EoCa6IcXf3wx+HsR2M7DqRwTjM4w2Cj6x/NmhwDvVgQP5IJ1sHkc5afANcH2M1yHBiR4q9TG/LYVlwv+qlg9y0eB6tiA1qLNz3SZH5/icctOr7hDsyVUxwYi+HCrf93Y/J7UrnLRH9VJOE6luMWPcR0a0MWGtmXed7+YyuJiQ620T1UwuxosgjN8H2xUz85udURwDqdR9MCc7ukKXjo7SAaKWhaMahgtgo8yvqiYDg5oFM3qlh3Ve3HqBgiAqcHbVuvDL81PW//8DNmtzFjBqI4NqAa3Y+ftRtfkzzlMk2oXgI8kRwHYQkc7QdI3R7NY6DhN8OiWfBGAmuh2Crz7qY5N4rDQceKd7UEwpoMDumXn+tn3t+pnbjlrbnbrYq8jHb3QOXwVcS2gpkn/7U5GNcAB0zkYRhVfzkm4KECC+cQmqcrrwZSIjg5oLZpPbNJJgvMGHNHRyULHMKr6ZigpoqOTpcphRDD0ftdlTDGjUTSio4MSzCM26ZRS9tc3MPmFEswlNikrZkldQTBcecYDtNDBJTZpjOCBT1YERjCX2KTefdAi2MIhNqnwDKyjgrstMHXCYKNo4rFJaRB/+DRPFBY4bPrSZmuy8DSJTGySSv5pmnooQ3KpyQnGc3hAgs0tHVdK1S4mYfobL6KK14+GmuhYMKLDA7oe7G7ZMTEOs7Nbg6KoYcGhpUZ0eEBr0d0tOw3hyIbxgoce37EeQIJvXEwD2Vt2hgVHXbTK3aLyC9VE61t2+NVgVRLc/WtH0iYFJr9QK1nXz95FEWhzs1uDouD8VeTbzZWwHRjUNGlP/JadYvkGBKunJnjh7M5OcQHyWA1uRDBUdmenINgvYvRGVOhGVhGy0FEmL182Qg41GOXQOQJmmvTbcNQ0p0kFW8mlh2zNGalcDfBCx1b9hOQ0qbSgIYI9bqHj8Vr9iWINLg6VaoJV8/QE24UOffc7yYWO/nX+vKeNrhqpeAEEH4ALHX9Rl/c0FzoKT4KOa7B7qKH7H2a/stBRole4THBSn1HrhRNM+Yex+sZ6NbiJ/vckBZMNPkvWL8KnTVEw9jmwBkYw6eCzwg9dqWycldlFfDBQ0yTKCx2p4MKSZAbuRlrWovuopAYr94G/HSfrg1FPg0VwiSTKtyK4iQRjNgwlmHTwWdYEHxWM2C+UYOLBZ7UanI6rlO+mVyrmKQCtZBEPPovU9sfKSnnjUWKswAimHnzm2uLSmNlfYWjwBSIVAGqiqQaf9S7nh4bYFzkXvHQZxwE2iiYZfOYa5fCuJpjGKkez+DQJ9WnpPwNJ1QU3T70Gax6uqhccEJ4Wlf3blAUna1goDyRBlio9rvt1FTlvbbzg9EuUjVEApgbvlQlMIlWD/ZQ2+V3vQjrpgxtdh/WtOuQE583vgGCbGuORJID1wduLO1KC/TLksTY4/wbdkaTADbJ26iU5wSoW3K/BvUUPdEfRB3AU/XD1ESnBub6KxqiC4zuKPpDTpMNt/b4sbKem4NfX4LJgfMdQZOGFDqjsZuOnRnlD3CTD6sZ109jKX0XmwR2uC3bDJuXj9fuCCUyOAjA1mN4PY9U64NSmF7xiSUcCVIPJ/TBWUoOrkgtdMnaABNP7YSw/dCoJjhJRqr0aoCaa3g9jJetTpzXYJIARTO+HsYZ0JovTIriD2g9jRS10k19JygSvUr7JAAmmF5uUzG5Vt/ARz46zV2SAEUwwNiltip3gfBQtgg0UFzp6gpu03tavH+JGlioNg8Nle2sOwQ64EcGWTGu6oBEJXq2Ak4ESTC42yV8dChPi7i3R+a8DSDDB2CRVFtwQdwy00EEwNqkmOFvdWqt4U4ERTDE26QTBaxVtDkBNNL3YJFUeaYngGtRik8IgK2uOizMnOiw8TcJ7puJLgvkzdfCW+jhAgnftyTA33O2IrGSlgjvLxeWP1Qo4EaC16Iu75vFar0eTFuzeE/YLI7j7zaTDrb7gz0Aw5QoMd8uOZnt5T0dwNGhOBVPWC1qDG33rDhnB/fDv1DhRv1B9sNX6eE3lcmHjDPcKJjW4xM4GrRxu6QhOGub4UxEMud9FUdWC0bTbiOCYoaoqgmMI3rJjKDfR9iuUJT4OTA2mF5tkEMEnQjA2yZAKToooTXQMxdgkN9MNVTV/fsPyRToHQE00wdgk/9CzmmB0RT4JGMH0YpOa6AE70QfZ9wSBmiZRi00aFEx5qQNIML3YpFhwcXWSzGNXUoDWoonFJpWu7AfDpFejZaHD434AKWmi4xosgiH2uxi9aloOb6DmWAR7fIPs38frV1QNQwkmF5t0TLAdZIngDoKxSa4PLj3HwTTWIjhALzYpa4Ft95tcYrArXSK4oRmb1OR3uJcFUzMM1ETTi03qbCr/pIbiuLmr3QjLXgdsFE0qNqm8vmFrsAgeszu8c42C5K6gvbIiLHwdIMGH2+7sVFekkZ0j2yjnoYRRjVVJ6lUKOQmotWh75/vevZiVHTyqV4PtPLgpCMbY/lQBEewjGxoqF/wrkYSZcpf4yQt2sUktRG7ZqXXAuV+72LFyaccgNVijynXYfunWsZrQlK9X1LFA9cG2ChPpgyuCi+00Lb9Qo2h3RbhSf9EJVlXBWQ3ulK9b2lHI5cJaB9zETbSKBUsNXj67Gdj15d4kOB5Y9b9atchjABpFhzOBfhRt57q25fWqm6gGR7WaWhcMVIMpxSbl7XKxqip3v6UI1pCKTUplKmextDhJrHU2gC10kIlNKoyuEsF0u18DUBNNIzap587X4zQMzU+VRLCFUmxS2bKtyiERUb9g0yQqsUm92ltuju1aB5ZSjwBIMKHYpHTonK1b+Y6Y3OjZAbUWTSM2qd4H26/97ZU07Tay0JHXYGVH0f4rqn2v46kvVRa64H6/HFa16PHUBZ9ykZBs/6uBEkwoNqneEef1ON5mlaJOAEgwkdikSvVV+ShaBGdQik2qtMvpzJeO0BwYwaRik+q1OKrBK5dxOkBNNKXYpGoXHJajRXAfOrFJWaV1s+D4fncRfHIulVHpmvQXOvKpb2GMhaj8wwAJ3iq1MfFJN5UEiE7Q8EjapsjTL1/MiQCtRV/et4439t6O2dmBU3VcWMdStK4qgQg2kQ3dpWDUF/w9qdHEaq+5JtVAA96yY6OS8N+yo8lr7UAVVg2tIZfUYEMcLpqOnKOrh/7t0qWbA3AfHIWhzcgOnlRw3glHd3ZgnAYMIqNog79ltnvnP+r1wVmFxs+Tv1zYoZLbKK3U4oypEcFrZDcXN5hqwvJV2geryD2ysg8DIvh/vwh/+yRG0W7luQmCVSy4iQWTqsBQ06SXdvxMIDbJorzX/kpHIpjO+MoAJljPhUnEJllsH1yuwXGwMLqSDwMm+OHqhkZskkWpSLBbrlJBcEhGC8Aa/Dn62KSErF12gs1XwavUYI29L/olmYsNTe42X6kMglcs5CSgpkntQPrirv6QHYwnSvkBVKjBPcHkABJMKDbJkg+dI8G0rg9mAK1FE4lNiujPj2Lf6Ip7MpB9MKWFjvKtd6FLXrt4k5GlSk9xjBUNtWgigj2DbTRZoAQTik3SVKwqe5EJWWnHACSYSGySo1ZtlYsQXruA04ERTCk2STPUOtNuoYEEk4pN0gzrRVbYUQA10ZRikzQ8a68GbBRNJzZJMzTIos3C0yS0FaMmeO1yzQZIsHnc7JVStQfdYavBlSosgiv4xwlHv78yI7tlKHS+CEs5Frh7srbmegOZC/68hlYBIME3LqaBzC07pUZ67SKdA6AmWj9OmHQN5mG3AVvJun72LopAm5vdMvBUDDVN2nfnCP3jhD3leRJ95HJhB0e3BhEcwWn+64CbJplWmsoPRHcEwWuX5HzACTbjZ0oLHSL4ZFxsUkNomqQRwSdiY5P0SzoLHU247Y4TUoOZA3hf9KahE5vEF6hpUuuYWmwST1abBwsLsZLg2cwvz+wcWBQBIquzwOLsIigCRFZngcXZRVAEiKzOAouzi6AIEFmdBRZnF0ERILI6CyzOLoIiQGR1FlicXQRFgMjqLLA4uwiKAJHVWWBxdhEUASIrASMimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDl4BO8Hns40zMOv3hUy2Nr7SysxGB7zY5svZ2Sgn4RvN5ycQ5vWJJqRQQU0gvVTIcyTIR5eqedvx2ypHyxRyGB72lk53LbbmN8qmJhB67fdv9lwcg7arE47I4MaWAR3T+/ZbprHP9w1Pww+8DRj34Ur9zI48eR00XQ7+/CRCRl0cTyH283kIpg8tOAZGVTBItif5wf9POp/Df+2S8xevTShjr0MRp2cttrMy0ALnpHD7vLLNu28IpRBI1g/QE9HpY6uwTaWtZfBqJOzbU/qrAx2bcM6PYd2S512XhHKYBHcPZhJ/3d0H9wJ7mXgBii1OLkkhzbVnAz2JtXkHHTTrF3OOoYK+ARP2DYVbBk1wtnMy0A7uryfnIOOtk4FTylCGSyCfes0Ydu0iXafnn5yumjYGRmYTNpefGIOZrukiZ5WhCJoBLvxxYRt00GW+/T0WU7XAk7PoLGbT81hZxviyRkMgUWwnyFMYJ9Mkxwnt4/qplyCUzPotOyjidbYHFzaWRlUwCI4zPEnbJoudFhOnge7EczEDCI3k3NwaedkUAGN4LDeNxrbae3Ky3xHMt2FVNMysClvphehS2tczsigAh7BAggimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDkimDn/B85bf7ASoJ7EAAAAAElFTkSuQmCC)

### Count occurrences per grid cell

Now convert the country polygon into a raster and then count for each cell the number of occurrences of your species of choice. This will give you an idea where the species frequently is seen.

When using the raster() function you can set the resolution (in degrees in this case) to any value you like. The smaller the value, the smaller the cells and hence the more cells are being produced.

Then use the rasterize() function to rasterize the point data, which will count how many points fall into each cell. You can do this by calling the rasterize() function and providing the SpatialPoints object followed by the raster object. You also need to tell the function what needs to be done using the fun= settings, in our case you can use the keyword 'count', which will count the number of points that fall within each cell.

library(raster)  
raw\_raster <- raster(selected\_country,resolution=0.5)  
counts\_per\_cell = rasterize(species\_occurrences[is.na(Pres\_Within$featurecla)==F,],raw\_raster,fun='count')

Task: Plot the resulting raster values of occurrence counts per cell and the polygon of your target country on top.
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Sometimes the pattern might be difficult to see if the distribution of values is highly skewed and it might for plotting purposes be worthwhile to transform the data to plot the logarithm to the values. Notations for logarithms is confusing and vary between countries. In R when you want to use the base 10 logarithm you have to write **log10()**, whereas **log()** uses base e. To make these plots comparable we will use the command **par(mfrow=c(2,1))** which means that we split the plotting window into two columns. We will further add **asp=1** to the function which locks the aspect ratio between height and width of the figure to be identical. This makes sense for Sweden but might need to be changed if you use another country. Finally we will reduce the size of the margins by calling **par(mar=c(2,2,2,2))** and reduce overall font size to ½ with **par(cex=0.5)** par() is a very useful function used to design overall design of the plot and there are several more things that can be changed inside if to make figures look nicer, but it takes a little to get used to.
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## 8) Plotting mammal diversity

In the exercise above we counted the number of occurrence points for each cell of a given raster. Now we are going to use the information of many individual presence/absence rasters (cells coded as 1 or 0) for all mammal species and add the values in each cell across all rasters in order to plot a map of global mammal diversity.

As input data we are going to use the “present natural” rasters, which was produced generated as part of the database Phylacine which is a project I have been heavy involved in since ~2013. For this project we estimated ranges of each mammal species under a scenario of no human disturbance (i.e. where the species would occur today in a scenario where no human modifications of ranges has happened for the last 130,000 years).

The data is available via the [Phylacine database](<https://megapast2future.github.io/PHYLACINE_1.2/> Click on the link in the ‘Download the data’ section to start the download. Unzip the downloaded file and copy it into your data folder that you downloaded from the course GutHub repo. The raster data we’re after is stored in the Data/Ranges/Present\_natural/ folder (Windows users remmeber to replace all / with \\). You can see all files that are present in that folder using the list.files() command. We will also be using a metadata file called spatial metadata. You will see that it contains a lot of information which we will not go into here and we will only use its taxonomic skeleton:

head(list.files('C:\\Bpoxsync\\Phylacine\\1.21\\Data\\Ranges\\Present\_natural\\'))

## [1] "Abditomys\_latidens.tif" "Abeomelomys\_sevia.tif"   
## [3] "Abrawayaomys\_ruschii.tif" "Abrocoma\_bennettii.tif"   
## [5] "Abrocoma\_boliviensis.tif" "Abrocoma\_budini.tif"

METADATA=read.csv("C:\\Bpoxsync\\Phylacine\\1.21\\Data\\Ranges\\Spatial\_metadata.csv")  
summary(METADATA)

## Binomial.1.2 Order.1.2 Family.1.2 Genus.1.2   
## Length:5831 Length:5831 Length:5831 Length:5831   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
## Species.1.2 Certainty.Level Modification Motivation   
## Length:5831 Length:5831 Length:5831 Length:5831   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
## Last.Manual.Present.Natural.Modification Number.Cells.Current.Range  
## Length:5831 Min. : 0.0   
## Class :character 1st Qu.: 6.0   
## Mode :character Median : 39.0   
## Mean : 341.4   
## 3rd Qu.: 188.0   
## Max. :37542.0   
## Number.Cells.Present.Natural.Range Change.In.Cells   
## Min. : 0.0 Min. :-14047.00   
## 1st Qu.: 11.0 1st Qu.: 0.00   
## Median : 52.0 Median : 0.00   
## Mean : 379.1 Mean : 37.77   
## 3rd Qu.: 226.5 3rd Qu.: 0.00   
## Max. :37542.0 Max. : 9239.00

head(METADATA)

## Binomial.1.2 Order.1.2 Family.1.2 Genus.1.2 Species.1.2  
## 1 Abditomys\_latidens Rodentia Muridae Abditomys latidens  
## 2 Abeomelomys\_sevia Rodentia Muridae Abeomelomys sevia  
## 3 Abrawayaomys\_ruschii Rodentia Cricetidae Abrawayaomys ruschii  
## 4 Abrocoma\_bennettii Rodentia Abrocomidae Abrocoma bennettii  
## 5 Abrocoma\_boliviensis Rodentia Abrocomidae Abrocoma boliviensis  
## 6 Abrocoma\_budini Rodentia Abrocomidae Abrocoma budini  
## Certainty.Level  
## 1 3) Merger of likely human caused disjunct ranges by filling intervening suitable habitats  
## 2 0) Present Natural range identical to IUCN range  
## 3 0) Present Natural range identical to IUCN range  
## 4 0) Present Natural range identical to IUCN range  
## 5 0) Present Natural range identical to IUCN range  
## 6 0) Present Natural range identical to IUCN range  
## Modification Motivation  
## 1 Connected via ecoregion. Disjunct range likely anthropogenic in cause.  
## 2 None <NA>  
## 3 None <NA>  
## 4 None <NA>  
## 5 None <NA>  
## 6 None <NA>  
## Last.Manual.Present.Natural.Modification Number.Cells.Current.Range  
## 1 Version 1.0 5  
## 2 <NA> 10  
## 3 <NA> 20  
## 4 <NA> 28  
## 5 <NA> 1  
## 6 <NA> 2  
## Number.Cells.Present.Natural.Range Change.In.Cells  
## 1 9 4  
## 2 10 0  
## 3 20 0  
## 4 28 0  
## 5 1 0  
## 6 2 0

The folder contains a separate raster file for each species. To read a raster file we can just use the raster() function and the file name. We could e.g. want to read it the raster for wolf (canis\_lupus), where the file would be called “canis\_lupus.tif” In this and the other rasters in the folder, presense is coded as 1 and absense is coded as 0

Wolf = raster("C:\\Bpoxsync\\Phylacine\\1.21\\Data\\Ranges\\Present\_natural\\canis\_lupus.tif")  
plot(Wolf)
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We will here instead create rasters for a number of species. In this code we will create a diversity map for all species of bears (family Ursidae) but you can change it to any other group you like. As part of this we will rely on the command paste0(). This is a command which is used to write a specific string of text and is often useful in loops involving reading and writing to files. Let us first show how to read and plot the first species. We will be relying on the species name stored as Binomial.1.2 and the description of the group which in this case is stored as Family.1.2 but depending on the group you focus on it could be relevant to rely on Order.1.2 or Genus.1.2 instead.

Selected\_species=METADATA$Binomial.1.2[METADATA$Family.1.2=="Ursidae"]  
filepath ="C:\\Bpoxsync\\Phylacine\\1.21\\Data\\Ranges\\Present\_natural\\"  
Raster1=raster(paste0(filepath, Selected\_species[1], ".tif"))  
plot(Raster1)
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RASTERS=list()  
for (i in 1:length(Selected\_species)) {  
 RASTERS[i]=raster(paste0(filepath, Selected\_species[i], ".tif"))  
}  
RASTERS = stack(RASTERS)  
Diversity\_raster=sum(RASTERS)  
plot(Diversity\_raster)
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You can already see that diversity of any group you have chosen is distributed unevenly across the globe. However, we have not yet delimited the geographic features, the only reason why you can see where the continents are placed is because the structure of the diversity data. Now we want to delimit land from water, by plotting a world-map polygon on top of this raster.

Load the world map stored at global\\ne\_50m\_land and turn it into a spatial object.

library(sf)  
world = st\_read("C:\\Bpoxsync\\Spatial\_R\\Data\\global\\ne\_50m\_land\\ne\_50m\_land.shp")

## Reading layer `ne\_50m\_land' from data source `C:\Bpoxsync\Spatial\_R\Data\global\ne\_50m\_land\ne\_50m\_land.shp' using driver `ESRI Shapefile'  
## Simple feature collection with 1420 features and 3 fields  
## geometry type: MULTIPOLYGON  
## dimension: XY  
## bbox: xmin: -180 ymin: -89.99893 xmax: 180 ymax: 83.59961  
## geographic CRS: WGS 84

world\_spatial = as(world, 'Spatial')

Task: Now plot the world polygon on top of the raster data (hint: it’s supposed to not work out properly, see next section).
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### Transforming coordinate system

What went wrong here? Do you see the little black dot in the center of the plot? That’s our world polygon! It looks like the coordinate system of our raster data does not match with that of the world map polygon (different coordinate reference systems). Let’s check the projections of the two objects:

projection(Diversity\_raster)

## [1] "+proj=cea +lat\_ts=30 +lon\_0=0 +x\_0=0 +y\_0=0 +datum=WGS84 +units=m +no\_defs"

projection(world\_spatial)

## [1] "+proj=longlat +datum=WGS84 +no\_defs"

They are indeed different! You don’t need to understand the different projections in detail (we will cover this in part on Wednesday) but all you need to know is how to convert one projection into another. There are different tools to do this, some of the commonly used ones are the spTransform() function of the rgdal package or the ptransform() function of the proj4 package, but unfortunately those two packages can be complicated to install on some systems, so in this tutorial we stick to the st\_transform() function which is part of the sf package, which we already loaded above. The st\_transform() function can be used to transform an sf object (output of st\_read() function). This is why we are using the world object and not the SpatialPolygon object (world\_spatial) in the following command. All we need to provide is the target projection, so in this case projection(merged\_rasters):

transformed\_world = st\_transform(world,projection(Diversity\_raster))  
transformed\_world\_spatial = as(transformed\_world, 'Spatial')

Let’s see what the plot looks like now:

plot(Diversity\_raster,axes=F,box=FALSE)  
plot(transformed\_world\_spatial,add=T)
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### Using mask function to make cell selection

What if you only were interested in the diveristy within a specific region like your selected country? In that case you can remove any part of a raster outside a desired polygon using the mask() function, which only keeps those cells that are within a given polygon like your selected country. This function is usefull more many different analytical taks and we will also return to it later in the course. It can among other things be used to exclude

Note that we need to transform the selected country object first so it matches the projection of the raster. You should already know how this is done so I am not providing the codes. **In my future codes I will call the transformed country country\_transformed\_spatial , you can use another name but that requires you to change the code later when I am referring to country\_transformed\_spatial**

We can now create a raster only containing the Swedish part of the raster using mask(), and after this plot the results.

country\_cells = mask(Diversity\_raster,country\_transformed\_spatial)  
  
plot(country\_transformed\_spatial,main=country)  
plot(country\_cells,add=T)  
plot(country\_transformed\_spatial,add=T)
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In this particular case you can see that the present-natural diversify in southern Sweden would be two species (which would be the brown bear and the extinct cave bear), while the natural diversity of the rest of Sweden would be a single species. Your maps will of course be different depending on the organism group and country you are plotting.

You can store the plot as a pdf file to look at it in some more detail: As default it will create the folder in your default working directory. But you can change it to wherever you want to story it on your computer. In R this works by first creating a pdf with the command **pdf()**. After this all files are plotted to this file rather than the plotting window. When you are done plotting you write the link **dev.off()** which finishes the pdf file.

pdf("Diversity.pdf")  
plot(country\_transformed\_spatial,main=country)  
plot(country\_cells,add=T)  
plot(country\_transformed\_spatial,add=T)  
dev.off()

## png   
## 2

### Transform matrix of coordinates into desired projection

What if we want to transform a matrix of coordinates that we have loaded into R into any given projection? For example let’s try to plot the species\_occurrences data from earlier on the transformed map from the previous section.

You will already hvae created a *SpatialPoints* object of records of a group of carnivores but since it was as a task I do not know what you called the object so we will create a new one here

Mustelidae=Carnivora\_Data[Carnivora\_Data$family=="Mustelidae",]  
locations = cbind(Mustelidae$decimalLongitude, Mustelidae$decimalLatitude)  
species\_occurrences <- SpatialPoints(locations)  
dev.off()

## null device   
## 1

We first need to tell R what projection our coordinates are currently in. You might find this information stored in the metadata that came with your occurrence files or if you collected the data yourself you may be able to find the information in the settings of your GPS device. However, if you have no idea what the projection of your coordinates is, look at the values of your coordinates and try to make out waht reference system they might stem from. Often a good first guess is '+proj=longlat +datum=WGS84'.

In our case the data indeed is in '+proj=longlat +datum=WGS84', so we can use the CRS() command from the sp package to turn this string into a coordinate reference system object. The class() command shows you what object class a given object belongs to.

library(sp)  
  
crdref <- CRS('+proj=longlat +datum=WGS84')  
class(crdref)

## [1] "CRS"  
## attr(,"package")  
## [1] "sp"

Now we use this information when transforming our coordinates into a SpatialPoints object, by setting the argument proj4string= to crdref, which we defined in the previous step. This will make sure that the information about the coordinate projection is stored with our spatial data.

species\_occurrences = SpatialPoints(locations,proj4string=crdref)

Now where your SpatialPoints object has CRS information, you can project it into any desired different projection. In this case this is the projection of our rasters from earlier (projection(merged\_rasters)). We can again use the st\_transform() function, just as we did earlier for the world map polygon. However before we can use that function we need to convert our SpatialPoints object into a sf object (the function st\_transform() only works for sf objects). We can simply do that using the st\_as\_sf() function, as shown below:

target\_projection = projection(Diversity\_raster)  
  
species\_occurrences\_sf = st\_as\_sf(species\_occurrences)  
species\_occurrences\_transformed = st\_transform(species\_occurrences\_sf,target\_projection)

Now let’s plot the data and see if it matches with our map.

plot(country\_transformed\_spatial,axes=T,main='Sweden')  
plot(country\_cells,add=T)  
plot(species\_occurrences\_transformed,pch=3,add=T)
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You have now finished the tutorial for day one. You can spend the rest of the day trying to create the nicest possible graph for the group and country you are working on and show/ brag on slack.