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Dependencies:

library(geosphere)  
library(raster)  
library(sf)  
library(ncf)  
library(spdep)  
library(wiqid)

### 1 Incorporating a round earth into what we learned monday

### 1a: Convex hulls Incorporating a round earth into what we learned monday

Monday we plotting a convex hull of some fake data

# generate sampling locations  
longitude = c(-116.7, -120.4, -116.7, -113.5, -115.5,  
 -120.8, -119.5, -113.7, -113.7, -110.7)  
latitude = c(45.3, 42.6, 38.9, 42.1, 35.7, 38.9,  
 36.2, 39, 41.6, 36.9)  
# this command simply combines the two arrays longitude and latitude into a shared matrix  
sampling\_sites = cbind(longitude, latitude)  
plot(sampling\_sites, cex=2, pch=20, col='red', main='Sampling sites')  
polygon(polygon(sampling\_sites[chull(sampling\_sites),]), col='blue', border='light blue')
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I noted that the hull actually is marginally wrong on a spherical planet, but it is a lot trickier to calculate the hull properly than to use the method we used Monday (I could not find a package doing it properly but the code below will in most cases give the right answer)

library(geosphere)  
#First we identify a large number of points along the great circle route between all the sample sites  
INTERMEDIATE=c()  
for (i in 1:nrow(sampling\_sites)) for (j in i:nrow(sampling\_sites)) INTERMEDIATE=rbind(INTERMEDIATE, gcIntermediate(sampling\_sites[i,],sampling\_sites[j,], n=10000))  
INTERMEDIATE=round(INTERMEDIATE,1)  
INTERMEDIATE=unique(INTERMEDIATE)  
#Next we identify the edges of the polygon. Since we have rounded all latiutde to 1 decimal degree this would be the smallest and largest latitude for each longitude  
UNIQIUE\_LONG=sort(unique(INTERMEDIATE[,1]))  
EDGES=c()  
for (i in UNIQIUE\_LONG) EDGES=rbind(EDGES, c(i, min(INTERMEDIATE[,2][INTERMEDIATE[,1]==i])), c(i, max(INTERMEDIATE[,2][INTERMEDIATE[,1]==i])))  
#Finally we need to orient the vertices in a resulting polygon  
CENTER=c(mean(EDGES[,1]), mean(EDGES[,2]))  
ANGLES=numeric(nrow(EDGES))  
for (i in 1:nrow(EDGES)) ANGLES[i]=atan2(CENTER[1]-EDGES[i,1], CENTER[2]-EDGES[i,2])  
True\_Hull=EDGES[order(ANGLES),]

We can now plot the difference

# generate sampling locations  
plot(sampling\_sites, cex=2, pch=20, col='red', main='Sampling sites')  
polygon(sampling\_sites[chull(sampling\_sites),], border=2, lwd=2)  
polygon(True\_Hull, border=4, lwd=2)
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We see that the difference in this case is minute (and in fact we have created a few rounding errors with the round command which might be as important as the problem we tried to fix here, for this set of coordinates). The effect can be much greater if we have few records which are far apart. Below is one example with the convex hull as defined monday in red and the proper one plotted as a blue line. **Note that the code shown here is experimental and while it here gives the right answer, it can under some circumstances produce clearly nonsensical results so if you use it you always have to visually inspect the the produced hulls to make sure they make sense**

# generate sampling locations  
sampling\_sites = rbind(c(80,30), c(80,60), c(25,60), c(0, 60), c(0,30))  
  
INTERMEDIATE=c()  
for (i in 1:nrow(sampling\_sites)) for (j in i:nrow(sampling\_sites)) INTERMEDIATE=rbind(INTERMEDIATE, gcIntermediate(sampling\_sites[i,],sampling\_sites[j,], n=20000))  
INTERMEDIATE=round(INTERMEDIATE,1)  
INTERMEDIATE=unique(INTERMEDIATE)  
UNIQIUE\_LONG=sort(unique(INTERMEDIATE[,1]))  
EDGES=c()  
for (i in UNIQIUE\_LONG) EDGES=rbind(EDGES, c(i, min(INTERMEDIATE[,2][INTERMEDIATE[,1]==i])), c(i, max(INTERMEDIATE[,2][INTERMEDIATE[,1]==i])))  
CENTER=c(mean(EDGES[,1]), mean(EDGES[,2]))  
ANGLES=numeric(nrow(EDGES))  
for (i in 1:nrow(EDGES)) ANGLES[i]=atan2(CENTER[1]-EDGES[i,1], CENTER[2]-EDGES[i,2])  
True\_Hull=EDGES[order(ANGLES),]  
  
plot(sampling\_sites, cex=2, pch=20, main='Sampling sites', ylim=c(0,90))  
polygon(sampling\_sites[chull(sampling\_sites),], border=2, lwd=2, col=2)  
polygon(True\_Hull, border=4, lwd=2)
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### 1b: Projection during rasterization.

Monday we were rasterizing the number of records of carnivora matching specimens in museums on a lat long projection. Let us first redo this.

library(raster)  
Carnivora\_Data=read.table("C:\\Bpoxsync\\Spatial\_R\\Data\\GBIF\_Carnivora.txt")  
locations = cbind(Carnivora\_Data$decimalLongitude, Carnivora\_Data$decimalLatitude)  
species\_occurrences = SpatialPoints(locations, proj4string =CRS("+proj=longlat +datum=WGS84"))  
raw\_raster = raster(nrow=180, ncol=360) #an empty raster with a a reolution of 1 by 1 degree.  
counts\_per\_cell = rasterize(species\_occurrences,raw\_raster,fun='count')   
plot(log10(counts\_per\_cell), main="log records in lat-long")
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We can change the projection of the raster using projectRaster() which behaves somewhat similar to the other projection functions we have used. We will try to project it into the CEA projection which is used in the Phylacine data. We will start by loading any random species raster of the Phylacine data.

Source\_Raster=raster("C:\\Bpoxsync\\Phylacine\\1.21\\Data\\Ranges\\Present\_natural\\Abditomys\_latidens.tif")  
counts\_proj = projectRaster(counts\_per\_cell,crs=projection(Source\_Raster))

There is not a one to one matching between cells in each projection

print(dim(Source\_Raster))

## [1] 142 360 1

print(dim(counts\_proj))

## [1] 125 374 1

Lets change the resolution of the counts\_proj into the same as the oen for Source\_Raster. We will do this with resample().

counts\_proj=resample(counts\_proj, Source\_Raster, method='bilinear')

Let us re-rasterize but this time we will rasterize directly in the equal area projection.

locations\_Proj = st\_transform(st\_as\_sf(species\_occurrences),projection(Source\_Raster))  
counts\_Direct = rasterize(locations\_Proj,Source\_Raster,fun='count')  
Difference=counts\_proj-counts\_Direct  
plot(Difference, main="Difference")
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To look at this in another way we can plot the area of all cells in lat-long projection.

plot(area(counts\_per\_cell), main="Area of cells")
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What we saw here is that because the area of cells in a cell of e.g. 1 by 1 degree varies substnatially across latitude any analyses in lat-long may create substantial biases.

### 2 Understanding autocorrelation

*Disclaimer: Some of the following examples are borrowed from the tutorial on auto-correlation at* [*https://rspatial.org/raster/analysis/3-spauto.html*](https://rspatial.org/raster/analysis/3-spauto.html)*.*

Let us first look at the linear relationship between global temperature and CO2 based on data, which you should already have downloaded from GitHub.

global\_temp = read.csv('C:\\Bpoxsync\\Spatial\_R\\Data\\global\_temp.txt',sep='\t')  
co2 = read.csv('C:\\Bpoxsync\\Spatial\_R\\Data\\co2.txt',sep='\t')  
plot(co2$co2,global\_temp$Temperature, pch = 16, xlab = "co2", ylab = "Temperature")
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combined = cbind(global\_temp,co2)  
model = glm(Temperature ~ co2, family = gaussian ,data = combined)  
xweight = seq(range(co2$co2)[1], range(co2$co2)[2], 0.01)  
yweight = predict(model, list(co2 = xweight),type="response")  
plot(co2$co2,global\_temp$Temperature, pch = 16, xlab = "co2", ylab = "Temperature")  
lines(xweight, yweight,col='red')
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Lets now look at temporal auto-correlation which hopefully helps us understand the concept of autocorrelation in general. If your data are auto-correlated, it means that they are not independent data points but that they are correlated to some extent. When using auto-correlated data without correcting for the correlation, one usually greatly overestimates the effective sample size.

For example if you want to measure a person’s weight through time, you would expect two measurements which are close to each other in time to also be similar in the measured variable. To measure the degree of association over time, we can compute the correlation of each observation with the next observation.

Check for temporal auto-correlation. We are going to compute the “one-lag” auto-correlation, which means that we compare each value to its immediate neighbor, and not to other nearby values.

### Temporal auto-correlation

For CO2:

values = co2$co2  
a = values[-length(values)]  
b = values[-1]  
print(cor(a,b))

## [1] 0.99992

And for temperature:

values = global\_temp$Temperature  
a = values[-length(values)]  
b = values[-1]  
cor(a,b)

## [1] 0.9426816

These values indicate a very strong positive temporal auto-correlation for the “one-lag” method. There are also integrated and more elegant ways in R for determining auto-correlation than our manual implementation of the “one-lag” auto-correlation. For example the acf() function computes the autocorrelation for several lags:

acf(co2$co2)
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acf(global\_temp$Temperature)
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We see that both global temperature and CO2 content of the atmosphere each show a strongly positive temporal auto-correlation. In this case it is caused by a clear temporal trend in the data, since CO2 levels are increasing with time and the temparature in reponse increases as well. However, temporal auto-correlation could also occur if data points of “neighbouring” years influence each other, without there being an overall trend.

We will now start the main topic of the day which is how to analytically deal with spatial autocorrelation

### 3 Input data

In our example mammal species diversity is the response variable, i.e. we want to figure out how species diversity responds to different predictors. You will need to produce the species diversity raster by adding up the presence/absence rasters belonging to each of the species of your mammal group of choice. Start by crating a raster of the diversity of the desired clade. You did this Monday and should be able to reuse your code. Below you see the result of how it would look if you use all species of the order Carnivora
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We will also load a shape of a world map to crop out only land cells (using the mask() function). This is very similar to what we did Monday when we removed all parts of the raster not inside the selected country. Here we will use it to remove all marine parts.

library(raster)  
library(sf)  
  
world\_map = st\_read('C://Bpoxsync//Spatial\_R//Data//global//ne\_110m\_land//ne\_110m\_land.shp')

## Reading layer `ne\_110m\_land' from data source `C:\Bpoxsync\Spatial\_R\Data\global\ne\_110m\_land\ne\_110m\_land.shp' using driver `ESRI Shapefile'  
## Simple feature collection with 127 features and 3 fields  
## geometry type: POLYGON  
## dimension: XY  
## bbox: xmin: -180 ymin: -90 xmax: 180 ymax: 83.64513  
## geographic CRS: WGS 84

transformed\_world = st\_transform(world\_map,projection(Diversity\_raster))  
world\_spatial = as(transformed\_world, 'Spatial')  
Diversity\_raster = mask(Diversity\_raster,world\_spatial)  
plot(Diversity\_raster,main='Carnivora diversity')
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## class : RasterLayer   
## dimensions : 142, 360, 51120 (nrow, ncol, ncell)  
## resolution : 96486.27, 96514.96 (x, y)  
## extent : -17367529, 17367529, -6356742, 7348382 (xmin, xmax, ymin, ymax)  
## crs : +proj=cea +lat\_ts=30 +lon\_0=0 +x\_0=0 +y\_0=0 +datum=WGS84 +units=m +no\_defs   
## source : memory  
## names : layer   
## values : 0, 41 (min, max)

Check the dimension of you raster using the dim() command, which tells you how many cells the raster contains along the x and y axis.

dim(Diversity\_raster)

## [1] 142 360 1

And the resolution of the raster:

res(Diversity\_raster)

## [1] 96486.27 96514.96

The resoluiton is scaled in meters, so this means that the cell size is ~96x96km i this raster. It is however slightly more complex than this becuase these are the projected dimensions. If we imagine that we saw the cells on the circle of a globe, they would be isosceles trapezoids. The range on the x axis is always one degree (but this corresponds to different sizes is kilometers) at both the top and bottom of the cell while the heights will vary between rows. The projected size are only identical to the true size at 30 degrees (You will also see that I am bad at following my own advice as I gave it Monday because this raster actually does not have fully quadratic cells )

You can get an idea of the coordinate system your raster data is stored in by checking the extent of the raster:

extent(Diversity\_raster)

## class : Extent   
## xmin : -17367529   
## xmax : 17367529   
## ymin : -6356742   
## ymax : 7348382

Full information about the projection can be seem wiht the command projection()

projection(Diversity\_raster)

## [1] "+proj=cea +lat\_ts=30 +lon\_0=0 +x\_0=0 +y\_0=0 +datum=WGS84 +units=m +no\_defs"

This projection is often referred to as Behrmann projection. We can briefly go through what the information means

“cea” means that the type of projection is is a cylindrical equal area projection (as I described in the lecture).

“+lat\_ts=30” means that the only latitude where no distortion of the shape is seen in 30 degrees North or South.

“+lon\_0=0” specifies the longitude assigned the value 0.

“+x\_0=0 +y\_0=0” specifies what is called false easting and false northing which are values added to all cells which sometimes is done to make sure all values are positive which might be beneficial for some purposes"

“+datum=WGS84” specifies the underlying coordinate system. The logic of hte coordinate system is described in detail in [Wikipedia](https://en.wikipedia.org/wiki/World_Geodetic_System)

“+units=m” specified that the data is measures in meters.

“+no\_defs” means no defaults and means that it does not use any information stores elsewhere in R.

### Predictor data

Now it’s time to load the data for the predictor variables, which are the factors we want to test for correlation with mammalian species diversity. You can download whatever variables you want to check (for example get annual precipitation data if you want to test if this is a predictor of species diversity). A lot of useful climatic data can be found at **Chelsa** <ftp://envidatrepo.wsl.ch/uploads/chelsa/chelsa_V1/climatologies/bio/>, but feel free to use any data source you want to. In this example I will work with annual average temperature grid data, but you can pick other predictors instead:

temperature\_raster = raster("C:\\Bpoxsync\\Spatial\_R\\Other\_data\\CHELSA\_bio10\_01.tif")  
plot(temperature\_raster,main='temperature')

![](data:image/png;base64,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)

extent(temperature\_raster)

## class : Extent   
## xmin : -180.0001   
## xmax : 179.9999   
## ymin : -90.00014   
## ymax : 83.99986

temperature\_raster

## class : RasterLayer   
## dimensions : 20880, 43200, 902016000 (nrow, ncol, ncell)  
## resolution : 0.008333333, 0.008333333 (x, y)  
## extent : -180.0001, 179.9999, -90.00014, 83.99986 (xmin, xmax, ymin, ymax)  
## crs : +proj=longlat +datum=WGS84 +no\_defs   
## source : C:/Bpoxsync/Spatial\_R/Other\_data/CHELSA\_bio10\_01.tif   
## names : CHELSA\_bio10\_01   
## values : -32768, 32767 (min, max)

What we have plotted here is annual mean temperature. The units are degrees Celcius times 10. This might seem like a peculiar unit but it means that the data can be stored as integers which is computationally convenient. Decimal numbers actually can only very rarely be stored correctly in R even though the errors generally do not matter in biology because we nearly always have greater problems.

Too see the issue look at these lines (in R == tests if the two statements on each side are identical)

(3 - 2.9)==0.1

## [1] FALSE

(30 - 29)/10==0.1

## [1] TRUE

(30 - 29)/10 - (3 - 2.9) #Here e-17 means times 10 raised to the power of -17

## [1] -8.326673e-17

If you are using bioclim data you’ll see that the resolution of the raster is incredibly high, which makes for very slow processing times for all operations on the raster. Let’s therefore first reduce the data to a lower resolution.

If you want to rescale your raster to a coarser resolution you can use the aggregate() function. For purposes which will become familiar later we will aggregate in multiple steps. It would not be needed to aggregate in multiple steps if we only were interested in the final product. You can aggregate by multiple different functions and sometimes it might e.g. be desired to aggregate by max or min if you want to know the most extreme values within a cell but the default is aggregating by mean which we will also do here. (This step will take a while)

Agg\_Temp\_20=aggregate(temperature\_raster, 6)  
Agg\_Temp\_10=aggregate(Agg\_Temp\_20, 2)  
Agg\_Temp\_2=aggregate(Agg\_Temp\_10, 5)  
Agg\_Temp\_1=aggregate(Agg\_Temp\_2, 2)

We need to make sure that our predictor data (temperature) is in the same projection as the response variable data (species diversity). We therefore want to project the climate raster to the projection of the diversity raster. We noted before that there is not a one to one match between cels in different projections. Technically it is desirable to project in as high resolution but for computational reaons this might not be realistically possible and as we will see now it it generally enough to project the data in a resolution ~10 times higher than we want the final product in.

Now we will project the data and then aggregate the product into a resolution matching the target raster. Aggregate only works with integers so we first need to resample the projected raster into another raster which we can create with disaggregate of the Diversity\_raster.

Proj\_Temp\_20= projectRaster(Agg\_Temp\_20,crs=projection(Diversity\_raster))  
DisAgg=disaggregate(Diversity\_raster, 20)  
Proj\_Temp\_20=resample(Proj\_Temp\_20, DisAgg, method='bilinear')  
Proj\_Temp\_20=aggregate(Proj\_Temp\_20, 20)  
  
Proj\_Temp\_10= projectRaster(Agg\_Temp\_10,crs=projection(Diversity\_raster))  
DisAgg=disaggregate(Diversity\_raster, 10)  
Proj\_Temp\_10=resample(Proj\_Temp\_10, DisAgg, method='bilinear')  
Proj\_Temp\_10=aggregate(Proj\_Temp\_10, 10)  
  
Proj\_Temp\_2= projectRaster(Agg\_Temp\_2,crs=projection(Diversity\_raster))  
DisAgg=disaggregate(Diversity\_raster, 2)  
Proj\_Temp\_2=resample(Proj\_Temp\_2, DisAgg, method='bilinear')  
Proj\_Temp\_2=aggregate(Proj\_Temp\_2, 2)  
  
Proj\_Temp\_1= projectRaster(Agg\_Temp\_1,crs=projection(Diversity\_raster))  
Proj\_Temp\_1=resample(Proj\_Temp\_1, Diversity\_raster, method='bilinear')

We have here created four rasters (**Proj\_Temp\_20**, **Proj\_Temp\_10**, **Proj\_Temp\_2** and **Proj\_Temp\_1**). The first of these is the most precise while the last was fastest to create. We will use **Proj\_Temp\_20** for further analyses but lets first compare the four rasters. We can do this by plotting the absolute difference between the highest resoluton and any of the three others. After this we can calculate the mean difference between the rasters.

par(mfrow=c(2,2))  
par(mar=c(2,2,2,3))  
par(cex=0.5)  
plot(abs(Proj\_Temp\_20-Proj\_Temp\_1), axes=F)  
par(cex=0.5)  
plot(abs(Proj\_Temp\_20-Proj\_Temp\_10), axes=F)  
par(cex=0.5)  
plot(abs(Proj\_Temp\_20-Proj\_Temp\_2), axes=F)  
  
mean(rasterToPoints(abs(Proj\_Temp\_20-Proj\_Temp\_1))[,3], main="20 vs 1")

## [1] 4.568019

mean(rasterToPoints(abs(Proj\_Temp\_20-Proj\_Temp\_2))[,3], main="20 vs 2")

## [1] 1.796065

mean(rasterToPoints(abs(Proj\_Temp\_20-Proj\_Temp\_10))[,3], main="20 vs 10")

## [1] 0.3523511
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What we have learned here is that if we aggregate completely before projecting we misidentify the temperautre by about 0.5 degree and by looking at the map we can see that these errors are most pronounced in mountain regions.

**To remind you what we just did:** - we loaded the raw climate data raster, which had a very high resolution - we reduced the resolution of the raster to a more handleable resoluton using aggregate() - we projected the raster into the CEA projection, using projectRaster() - we rescaled the raster - we aggregated the raster to match the resolution of our diversity data.

### 4 Dealing with spatial autocorrelation

Similar to temporal auto-correlation, spatial auto-correlation means that two points or raster cells that are close to each other in space have similar values. In our example, in case our raster cells are spatially auto-correlated, we expect the species diversity values of two neighbouring cells to be more similar to each other than to further away cells (on average).

This auto-correlation can be exogenous (caused by some unknown/untested effects that effect neighbouring cells in a similar manner) or endogenous (caused by the variable we’re testing, e.g. temperature).

We will here assume the autocorrelation to to be exogenous which generally lead to less biased conclusions.

In the following we’re trying to quantify the degree to which neighbouring raster cells are similar to each other. More specifically we’re determining how similar their residuals are. If you do not remember the residuals are the difference between the actual values and what we would expect based on the set of predictors we use. We will investigate residuals using different definitions/thresholds of “neighbourhood”. We then include the determined autocorrelation into our model in order to account for the sum of the exogenous auto-correlation casued by unknown factors. Only by accounting for this can we measure the true effect of our tested variables on species diversity.

But before getting into neighbourhoods etc. let us first fit a general linear model to our species diversity data, to see if they correlate with our predictor variable (temperature), without worrying about spatial auto-correlation and neighbourhoods.

First we need to bring our raster data into a dataframe format. For this we extract the coordinates (raster cell centroids) using the coordinates() function. The coordinates should be identical for both of our rasters, check if that is the case by repeating the command below for your raster of predictor values. You should get the same coordinates and number of points for both rasters.

coordinates = coordinates(Diversity\_raster)

Now extract the corresponding values from both rasters, using the values() function. Then we put the coordinates and the values from both rasters together into one dataframe.

species\_div = values(Diversity\_raster)  
temperature = values(Proj\_Temp\_20)  
data\_merged = as.data.frame(cbind(coordinates,species\_div,temperature))

There are a lot of NA values resulting from the water cells in the two rasters, which didn’t have any values assigned to them. We need to remove those before continuing to work with the data. Therefore let’s just remove all rows from the dataframe that contain NA’s using the complete.cases() function, which only extracts complete rows with data:

final\_data = data\_merged[complete.cases(data\_merged),]

We will further scale the values for both the response and the predictor variables to be centered in 0 using the function scale(). This is in general good practice for understanding and comapring effect sizes:

final\_data$species\_div=scale(final\_data$species\_div)[,1]  
final\_data$temperature=scale(final\_data$temperature)[,1]

#### Linear model (LM)

Now plot the final values of the predictor we want to test against the response variable to get a first impression on their relationship:

plot(final\_data$temperature,final\_data$species\_div, pch = 16, xlab = "temperature", ylab = "Carnivora species diversity")
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For faster computation, we’ll go through the following steps just using a subsample of the data. Note that if this was for publication purposes you would need to run the final model using all of the data, but for now let’s stick to the subsample (we are setting a seed with the set.seed() command to make sure the same samples will be selected for the tutorial purpose. You won’t need to set a seed).

set.seed(42)  
# take a random sample of n points from the dataframe  
subsample = final\_data[sample(nrow(final\_data), 1000), ]

Now fit the linear model to the data and plot the results:

lm\_model = lm(species\_div~temperature,data=subsample)  
xweight = seq(range(subsample$temperature)[1], range(subsample$temperature)[2], 0.1)  
yweight = predict(lm\_model, list(temperature = xweight),type="response")  
plot(subsample$temperature,subsample$species\_div, pch = 16, xlab = "temperature", ylab = "Carnivora species diversity")  
lines(xweight, yweight,col='red')
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You can check how strong your tested predictor affects the response variable by using the summary() command on the model:

summary(lm\_model)

##   
## Call:  
## lm(formula = species\_div ~ temperature, data = subsample)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.4166 -0.5024 0.1893 0.6004 3.1443   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.01629 0.03132 -0.520 0.603   
## temperature 0.17275 0.03118 5.541 3.85e-08 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.9903 on 998 degrees of freedom  
## Multiple R-squared: 0.02985, Adjusted R-squared: 0.02887   
## F-statistic: 30.7 on 1 and 998 DF, p-value: 3.849e-08

In the Coefficients section you can find the effect size of your predictor (value after the predictor variable name). Also you can see how significant the effect is by looking at the p-value (Pr(>|t|)). In our case it is highly significant although not that strong of a predictor. By looking at the “Adjusted R-squared” you will see that only around 2.9% of variation in diversity is explained by temperature.

Earlier in the temporal auto-correlation example we determined the auto-correlation at different lags using the acf() function. For spatial data we can use the correlog() function which calculates the Moran’s I (as mentioned in the introduction slides) for different distances of points. This is a measure of the spatial auto-correlation of the residuals at different distances.

First step is to transform our coordinates back from Behrman (CEA) into lat-lon format, since this is required to properly calculate the distance between cells. As was noted in the lecture CEA is area true but produces wrong distances between cells.

coordinates = cbind(subsample$x,subsample$y)  
# define the current projection (Behrman)  
coordinates\_sp = SpatialPoints(coordinates,proj4string = CRS(projection(Diversity\_raster)))  
# transform to lat-lon projection  
coordinates\_transformed = spTransform(coordinates\_sp, CRS("+proj=longlat +datum=WGS84 +no\_defs +ellps=WGS84 +towgs84=0,0,0"))  
# turn back into data frame  
coordinates\_df = as.data.frame(coordinates\_transformed)  
subsample$x = coordinates\_df$coords.x1  
subsample$y = coordinates\_df$coords.x2

We can now estimate the degree of spatial autocorrelation

autocorrelation\_lm = correlog( subsample$x, subsample$y, lm\_model$residuals, increment=1000, latlon=T, resamp=100)

## 10 of 100 20 of 100 30 of 100 40 of 100 50 of 100 60 of 100 70 of 100 80 of 100 90 of 100 100 of 100

plot(autocorrelation\_lm)
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You can see that for distances (< 5000 km) we find a very strong positive spatial auto-correlation. This is a common pattern for spatial data and is the reason why we need to bother with accounting for this auto-correlation in our model.

#### Linear models including neighbourhoods (SAR model)

In order to formalize this spatial auto-correlation and integrate it into our linear model, we need some measure of neighbourhood (i.e. a measure of what is considered a “nearby point”).

We can use the knearneigh() function to identify the n closest neighbouring cells for each given cell. In the example below we extract the 2 closest neighbours for each cell (you can change the value to anything you like, e.g. you can extract the 10 closest neighbours instead). Note the argument longlat = T which tells the function that the input data is in longitude and latitude format which is the only format where complelely acurate distances can be calculated (based on spherical geometry):

library(spdep)  
nearest\_neighbours\_2 = knearneigh(cbind(subsample$x, subsample$y),2,longlat = T)  
# This function sorts out the spatial elements  
neighbourlist\_2\_closests = knn2nb(nearest\_neighbours\_2)  
# This illustrates what we have done  
plot(neighbourlist\_2\_closests, cbind(subsample$x, subsample$y))
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This looks very abstract, but you can roughly see the continents or islands the points in our random subsample were drawn from and the two closest neighbours of each point connected by lines.

Now we will apply the SAR model (errorsarlm()), which allows us to incorporate the neighbourhood of points. The formula of the SAR model is a modification of the general linear model (y = X beta + u, u = lambda W u + e), adding the error term u. The W in this error term are our modeled neighbourhood relationships, which are parsed to the function using the listw() argument.

sar\_model = errorsarlm(species\_div~temperature, data=subsample, listw=nb2listw(neighbourlist\_2\_closests), tol.solve = 1e-12, zero.policy =T)  
autocorrelation\_sar = correlog(subsample$x, subsample$y, sar\_model$residuals, increment=1000, latlon=T, resamp=100)
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plot(autocorrelation\_sar)
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In this example, we see improvement even though we still have an issue with autocorrelation.

Let’s also check the model summary:

summary(sar\_model)

##   
## Call:errorsarlm(formula = species\_div ~ temperature, data = subsample,   
## listw = nb2listw(neighbourlist\_2\_closests), zero.policy = T,   
## tol.solve = 1e-12)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.331928 -0.214757 0.013491 0.201755 2.100142   
##   
## Type: error   
## Coefficients: (asymptotic standard errors)   
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -0.026027 0.070240 -0.3705 0.71097  
## temperature 0.100644 0.044077 2.2834 0.02241  
##   
## Lambda: 0.83099, LR test value: 1516.7, p-value: < 2.22e-16  
## Asymptotic standard error: 0.0094063  
## z-value: 88.344, p-value: < 2.22e-16  
## Wald statistic: 7804.6, p-value: < 2.22e-16  
##   
## Log likelihood: -649.8238 for error model  
## ML residual variance (sigma squared): 0.14093, (sigma: 0.3754)  
## Number of observations: 1000   
## Number of parameters estimated: 4   
## AIC: 1307.6, (AIC for lm: 2822.3)

We can see that the effect size of our predictor variable is much smaller than for the GLM model. This is expected because the predictor effect size in the GLM does not distinguish between the actual predictor and the effect size based on auto-correlation. The effect size of the SAR model on the other hand describes the true effect size of the predictor, not including biases caused by spatial-autocorrelation.

However we can improve this model further by testing different definitions of neighbourhood. Instead of calculating the distance to the n closest neighbours with the knearneigh() function, we can instead use the dnearneigh() function, which is based on a distance threshold and extracts all points within that distance. For example the following command extracts all points that are within a distance of 1500km of each point:

neighbours\_1500km = dnearneigh(cbind(subsample$x,subsample$y), 0,1500, longlat = T)  
# This illustrates what we have done  
plot(neighbours\_1500km, cbind(subsample$x, subsample$y))
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You see that the neighbourhoods look very different, since only points within 1500 km are connected. This also leads to some points having no neighbours at all, since they are too isolated. Also, note that the longer lines going across the whole map are a result of us using lon-lat input data (remember, the Earth is a globe).

Let’s see how this neighbourhood definition performs compared to the n closests model from before. Note: The zero.policy =T argument in the SAR model and in the nb2listw() function is necessary to account for potential points without neighbours (which particular would be relevant if we were using a smaller neighborhood e.g. only including cells within 200 km)

sar\_model = errorsarlm(species\_div~temperature, data=subsample, listw=nb2listw(neighbours\_1500km,zero.policy =T), tol.solve = 1e-12, zero.policy =T)  
autocorrelation\_sar = correlog(subsample$x, subsample$y, sar\_model$residuals, increment=1000, latlon=T, resamp=100)

## 10 of 100 20 of 100 30 of 100 40 of 100 50 of 100 60 of 100 70 of 100 80 of 100 90 of 100 100 of 100

plot(autocorrelation\_sar)
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The autocorrelation between the closest points look worse here than in the other neighborhood but substantially better than the linear model.

Let’s also check the model summary:

summary(sar\_model)

##   
## Call:errorsarlm(formula = species\_div ~ temperature, data = subsample,   
## listw = nb2listw(neighbours\_1500km, zero.policy = T), zero.policy = T,   
## tol.solve = 1e-12)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.456509 -0.248799 0.017434 0.300164 2.639952   
##   
## Type: error   
## Coefficients: (asymptotic standard errors)   
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -0.566495 0.393513 -1.4396 0.1499847  
## temperature 0.202513 0.056307 3.5966 0.0003224  
##   
## Lambda: 0.95838, LR test value: 1220.4, p-value: < 2.22e-16  
## Asymptotic standard error: 0.011479  
## z-value: 83.491, p-value: < 2.22e-16  
## Wald statistic: 6970.8, p-value: < 2.22e-16  
##   
## Log likelihood: -797.9413 for error model  
## ML residual variance (sigma squared): 0.26818, (sigma: 0.51786)  
## Number of observations: 1000   
## Number of parameters estimated: 4   
## AIC: 1603.9, (AIC for lm: 2822.3)

Generally one should test a bunch of different configurations of the knearneigh() and dnearneigh() neighbourhoods, using different numbers of neighbours and different distances respectively. After testing different configurations the best model can be selected using a model selection criterion such as AIC. For that purpose we first define a function that runs through all our desired model configurations. Note: one can also try different values for the style= argument, common options are B,C,U,S, or W. In terms of identifying the effect of predictors B,C,U are identical and only one of these will be used in the examples below:

Neighborhood\_generator=function(COOR) {  
models<<-list(  
 nb2listw(knn2nb(knearneigh(COOR,1, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,2, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,3, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,4, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,5, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,6, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,7, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,8, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,9, longlat = T)),style="W",zero.policy =T),  
 nb2listw(knn2nb(knearneigh(COOR,10, longlat = T)),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,250, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,500, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,750, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1000, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1250, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1500, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2000, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2500, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3000, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3500, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,4000, longlat = T),style="W",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,250, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,500, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,750, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1000, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1250, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1500, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2000, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2500, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3000, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3500, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,4000, longlat = T),style="U",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,250, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,500, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,750, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1000, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1250, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,1500, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2000, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,2500, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3000, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,3500, longlat = T),style="S",zero.policy =T),  
 nb2listw(dnearneigh(COOR, 0,4000, longlat = T),style="S",zero.policy =T)  
)  
}

Now we apply that list of models to our coordinates of the random subsample of our data:

neighbourhood\_models = Neighborhood\_generator(cbind(subsample$x,subsample$y))

Calculate the AICc score for each neighbourhood model using the AICc() function. This is a version of the regular AIC criterion that additionally corrects for small sample size:

library(wiqid)  
  
AIC\_LIST=numeric(length(neighbourhood\_models))  
for (i in 1:length(neighbourhood\_models)) {  
 AIC\_LIST[i]=AICc(errorsarlm(species\_div~temperature, data=subsample,listw=neighbourhood\_models[[i]], tol.solve = 1e-12, zero.policy =T))  
}

Select the model with the lowest AIC score as the best model:

index\_best\_model = which(AIC\_LIST==min(AIC\_LIST))  
best\_neighbour\_model = neighbourhood\_models[index\_best\_model]

Plot the correlogram:

sar\_model = errorsarlm(species\_div~temperature, data=subsample, listw=best\_neighbour\_model[[1]], tol.solve = 1e-12, zero.policy =T)  
autocorrelation\_sar = correlog(subsample$x, subsample$y, sar\_model$residuals, increment=1000, latlon=T, resamp=100)

## 10 of 100 20 of 100 30 of 100 40 of 100 50 of 100 60 of 100 70 of 100 80 of 100 90 of 100 100 of 100

plot(autocorrelation\_sar)
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This looks better, (even though there is still significant autocorrelation). It seems trivial to see that this figure is better than the linear model but perhaps not that it is better than some of the other neighborhoods. Many researchers prefer to judge neighborhoods by looking at correlograms like this but I find them difficult to compare which is why I would advise to select then based on AICc as we have do in this tutorial.

Let’s check the model summary:

summary(sar\_model)

##   
## Call:errorsarlm(formula = species\_div ~ temperature, data = subsample,   
## listw = best\_neighbour\_model[[1]], zero.policy = T, tol.solve = 1e-12)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.478424 -0.220046 0.012478 0.203561 1.945463   
##   
## Type: error   
## Coefficients: (asymptotic standard errors)   
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -0.046210 0.085088 -0.5431 0.58707  
## temperature 0.113993 0.047125 2.4190 0.01556  
##   
## Lambda: 0.86002, LR test value: 1587.3, p-value: < 2.22e-16  
## Asymptotic standard error: 0.0098752  
## z-value: 87.09, p-value: < 2.22e-16  
## Wald statistic: 7584.6, p-value: < 2.22e-16  
##   
## Log likelihood: -614.489 for error model  
## ML residual variance (sigma squared): 0.14185, (sigma: 0.37663)  
## Number of observations: 1000   
## Number of parameters estimated: 4   
## AIC: 1237, (AIC for lm: 2822.3)

#### Determine model fit

Besides checking the size of the effect of the predictor and the significance of it, you can get a measure of model fit by investigates R2 values. Technically we will use normal R² for the linear model and Nagelkerke pseudo R² for the SAR models. The math behind hte differences is pretty complex but for the curois it is discussed in the wikipedia article about [Pseudo R2 values](https://en.wikipedia.org/wiki/Logistic_regression#Pseudo-R-squared)

summary(lm\_model)

##   
## Call:  
## lm(formula = species\_div ~ temperature, data = subsample)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.4166 -0.5024 0.1893 0.6004 3.1443   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.01629 0.03132 -0.520 0.603   
## temperature 0.17275 0.03118 5.541 3.85e-08 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.9903 on 998 degrees of freedom  
## Multiple R-squared: 0.02985, Adjusted R-squared: 0.02887   
## F-statistic: 30.7 on 1 and 998 DF, p-value: 3.849e-08

summary(sar\_model, Nagelkerke = TRUE)

##   
## Call:errorsarlm(formula = species\_div ~ temperature, data = subsample,   
## listw = best\_neighbour\_model[[1]], zero.policy = T, tol.solve = 1e-12)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.478424 -0.220046 0.012478 0.203561 1.945463   
##   
## Type: error   
## Coefficients: (asymptotic standard errors)   
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -0.046210 0.085088 -0.5431 0.58707  
## temperature 0.113993 0.047125 2.4190 0.01556  
##   
## Lambda: 0.86002, LR test value: 1587.3, p-value: < 2.22e-16  
## Asymptotic standard error: 0.0098752  
## z-value: 87.09, p-value: < 2.22e-16  
## Wald statistic: 7584.6, p-value: < 2.22e-16  
##   
## Log likelihood: -614.489 for error model  
## ML residual variance (sigma squared): 0.14185, (sigma: 0.37663)  
## Nagelkerke pseudo-R-squared: 0.80163   
## Number of observations: 1000   
## Number of parameters estimated: 4   
## AIC: 1237, (AIC for lm: 2822.3)

The R-square value for the SAR model is much higher, which is expected because it contains the spatial information as well and we saw that the data has very strong autocorrelation. Therefore, this value does not tell us much about the predictive power of our actual predictor variable, but only of the whole model. To get an idea of the R-square for only the predictor we can create another model solely containing the neighborhood:

sar\_model\_NULL = errorsarlm(species\_div~1, data=subsample, listw=best\_neighbour\_model[[1]], tol.solve = 1e-12, zero.policy =T)  
summary(sar\_model, Nagelkerke = TRUE)

##   
## Call:errorsarlm(formula = species\_div ~ temperature, data = subsample,   
## listw = best\_neighbour\_model[[1]], zero.policy = T, tol.solve = 1e-12)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.478424 -0.220046 0.012478 0.203561 1.945463   
##   
## Type: error   
## Coefficients: (asymptotic standard errors)   
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -0.046210 0.085088 -0.5431 0.58707  
## temperature 0.113993 0.047125 2.4190 0.01556  
##   
## Lambda: 0.86002, LR test value: 1587.3, p-value: < 2.22e-16  
## Asymptotic standard error: 0.0098752  
## z-value: 87.09, p-value: < 2.22e-16  
## Wald statistic: 7584.6, p-value: < 2.22e-16  
##   
## Log likelihood: -614.489 for error model  
## ML residual variance (sigma squared): 0.14185, (sigma: 0.37663)  
## Nagelkerke pseudo-R-squared: 0.80163   
## Number of observations: 1000   
## Number of parameters estimated: 4   
## AIC: 1237, (AIC for lm: 2822.3)

We could also compare models based on AICs

AICc(sar\_model)

## [1] 1237.018

AICc(sar\_model\_NULL)

## [1] 1240.829

AICc(lm\_model)

## [1] 2822.341

This again shows that a spatial model including the predictor is only marginally better than a spatial model without it but but are substantially better than a normal linear model.

**Further steps (for the faster students):**

* Add multiple predictors (at least 2) in one joined analysis. The general syntax to include multiple predictors into the model is e.g. glm(species\_div~predictor1+predictor2,data=subsample), or if you want to include interactions between predictors glm(species\_div~predictor1\*predictor2,data=subsample) (equivalent syntax for the SAR model).

-Try removing all cells with 0, 1 or 2 species from the analyses. These cells are often areas which can sustain more species climatically but are isolated islands with no or very few native species due to isolation rather than climatic reasons.