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# 一、网络爬虫概述

网络爬虫是把网页信息自动爬取下来，并进行解析、过滤、整理后，保存到本地或数据库。

# 二、整体技术框架

**网络爬虫设计到多线程、http请求、队列、url去重、爬虫策略、数据库等技术。**

## 1、多线程

运用多线程技术可以并发爬取网页信息，大大提高爬取的速度。建立线程池可以减少创建线程和销毁线程的次数，线程池中的线程可被重复利用，执行多个任务。

## 2、http请求

http请求能够下载网页信息。服务器会将大规模的不加保护的爬取请求识别成爬虫程序从而对其拦截，所以爬取的时候有必要设置http请求头，例如user agent、cookie、referer等，这样可以模拟真实的浏览器请求，减小被反爬的几率。

## 3、队列

爬虫程序一般有种子url队列、待爬取url队列、已爬取url队列，种子url队列是程序的入口点，待爬取url是爬取过程中产生的列表url、内容url，爬取过后的url对存到已爬取url队列中，避免重复爬取同一url。

## 4、url去重

url去重可以避免重复爬取同一url，造成内存的浪费。最简单的方法就是给url地址指定唯一key，对于get方法请求的地址，因为url地址是唯一的，所以直接将url作为key，对于post请求的地址，由于url地址不唯一，在指定key的时候可以把请求参数追加到url后面形成一个唯一的key。

## 5、爬虫策略

爬虫策略包括广度优先搜索和深度优先搜索，目前主流的爬虫一般采用广度优先搜索的策略。广度优先搜索策略是指在爬取过程中，在完成当前层级的搜索后，才进行下一层级的爬取，可以通过设置待爬取url的层级来实现。

## 6、数据库

在大型爬虫应用中，爬虫过程中使用的url队列、缓存信息通常很庞大，直接存到服务器的内存中会导致服务器宕机，这时候利用redis、mongodb等内存数据库可以缓存信息，还可以结合同步机制实现分布式爬取。

下载的网页信息经过必要的处理后，通常需要持久化到数据库中。对于数据量不大的爬虫，mysql、sql server可以满足业务的需求，如果数据量特别巨大，可以应用hbase等大型的分布式数据库。

# 三、爬虫架构图
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# 四、爬虫流程图
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# 五、爬虫性能

不同的爬虫框架，应用到的技术会存在一定的差异，在不同业务环境下性能的差别会比较大。一些爬虫框架可能比较适合爬取数据量小的需求，在爬取大量数据的时候可能因为庞大的待爬取队列等因素导致程序变得异常缓慢；一些爬虫框架适合爬取大数据量的需求，爬取过程稳定且高效，但是在爬取小数据量时，程序启动时需要启动相应的数据库、支持软件，爬取过程中需要处理爬虫队列，可能程序花在维护的时间都比下载时间大，这时程序的性能就表现得很差了。

所以，需要结合实际的业务需求，选择合适的爬虫框架或者搭建一套自己的爬虫框架，才能使爬虫程序的性能表现得更优。

下面列出java爬虫框架webcolletor的一些性能数据。

本地测试：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| URL数量 | 1 | 100 | 10,000 | 1,000,000 |
| 爬取总时间（秒） | 3 | 11 | 8分9秒 | 13时53分8秒 |

阿里云服务器测试：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| URL数量 | 1 | 100 | 10,000 | 1,000,000 |
| 爬取总时间 | 3秒 | 5秒 | 50秒 | 29分26秒 |

上面测试的差距主要是由服务器内存、带宽等硬件引起的，所以除了爬虫框架本身的性能，硬件也是影响爬虫程序性能的一大因素。