**第二组-锟斤拷烫烫烫-信息安全系统-项目风险管理**

**（撰稿人：戚正；审稿人：罗承勇、高凡）**

|  |  |  |  |
| --- | --- | --- | --- |
| 风险列表 | 风险描述 | 风险优先级（高、中、低） | 应对办法 |
| 任务比我们想象中的要困难许多，原来制定的日程太乐观。 | 软件固有的特性，人员缺乏估算能力和经验，项目日程没有充分讨论。 | 高 | 让团队多做估算练习 ，老员工给新员工传授经验；分析类似项目的日程；  让团队充分参与项目估算流程.  尽早和项目的利益相关者沟通，尽早提出项目延期的问题.  把长期项目规划为短期里程碑，能很快看到项目延期的问题。 |
| 需求爆炸，我们要做愈来愈多的功能 | 随着项目的进展，我们发现在项目初期没有发现的问题必须要解决，从而影响了原定的日程。 | 高 | 承认这是软件项目经常出现的事实  确保意外出现的需求不影响当前的里程碑  制定长度合适的里程碑，确保问题能尽快浮现  经常和客户+开发人员交流，确认项目的需求.. |
| 人员流失（或请假） | 关键人物离开团队，项目的关键信息丢失，人力资源减少，导致项目困难。 | 高 | 在团队持续鼓励合作和分享，所有代码必须在源代码服务器上，源代码的每一次修改都有记录，所有任务必须在项目管理工具中  鼓励结对编程，代码复审，共同拥有代码，经常报告各种进展和问题。  让多人参与关键模块的工作.  短期的里程碑保证某功能在较短时间得到改进，不让功能处于 “半完成” 状态。 |
| 低质量的规格说明书 | 当开始具体实现和集成的时候，发现spec 包含了相互冲突的需求，或者说明不完备。 | 高 | 让客户或者客户的代表，代理来参加需求分析和spec 复审.  运用场景驱动的方法尽早模拟几个模块集成后能给用户带来什么好处.  尽早用 design by contract 的方法来保证模块之间能相互支持。 |
| 团队效率底下 | 在长期项目中，团队成员失去了紧迫感，缺乏真实世界的反馈，大部分时间浪费在不紧急的事情上。 | 高 | 短期的里程碑和冲刺阶段 – 人们 （学生）通常等到deadline 临近的时候才开始行动.  不断发布/收集反馈，让团队感受真实的需求。 |
| 任务分配不均衡 | 计划和产品定义完全依赖于部分代码能力强的同学，计划虽然是优化过的，但是这是不现实的，实现上有较大的困难。 | 中 | 根据任务完成的实际情况，使分配任务相对较少的同学进行较多的非编码任务，如测试与报告的撰写及协调的工作。  还可以对一些模块任务进行拆分与重组，并进行重新的分配。 |
| 设计方向出现偏差 | 设计不够全面，忽略了必要的任务，导致后期开发困难。设计过于简单或复杂，需要重新设计和实现或导致了一些不必要的工作，影响效率。 | 高 | 全组会议讨论设计出现偏差的具体环节，结合自身能力与具体使用场景，对架构设计进行重新的确认。  适当缩减边缘功能，还可以对用户场景进行适当的修改以适应程序的具体表现形式。 |
| 超出交付时间 | 在限定时间内无法交付成已定规模的模块。 | 中 | 分析超出时间的具体原因，若为超出成员能力范围，可以将相关知识进行相互指导或进行拓展学习，若超出太多可考虑缩减其功能。 |
| 开发难度较大 | 开发规模比我们所估计的要大，人员能力不足。 | 中 | 进行组内的拓展学习，若超出能力太多，可以适当考虑削减其功能的重要性。 |
| 缓冲时间较少 | 交付日期前，项目编码耗时较多，没有相应可用的调整时间。 | 中 | 确定测试用程序的完成期限，有意识地给调整留下较多的缓冲时间。 |
| 陌生领域学习成本较高 | 涉足不熟悉的领域，花费在设计和实现上的时间比预期的更多。 | 中 | 将学习内容进行模块化拆分，分配给相应的成员进行学习，若学习成本过高，则可以适当对程序架构或需求进行调整，绕开较难的需求实现。 |
| 项目结构混乱 | 低效率的项目结构，导致研发进度缓慢，沟通交流困难。 | 中 | 由于程序的架构要对我们的具体能力进行对接，结构的删改是常有现象，需要提前对项目进行合理的拆分，并确认好接口的表现形式。 |
| 适应开发环境时间较长 | 开发工具不如期望那样有效，开发人员需要时间创建工作环境或者切换工具。 | 中 | 对所需要的开发环境进行提前的确定，方便成员对相关环境进行尽早的熟悉。  查找资料对开发工具进行提早的了解，找到学习适应成本尽可能低的开发工具。 |
| 需求分析不清晰 | 需求定义欠佳， 而进一步的定义会扩展项目的范畴,需要大量添加额外的需求。 | 高 | 在发现需求分析不明晰后尽早在组内进行讨论，找到合适的解决措施，对程序应用场景进行深入分析后结合成员能力对需求进行重新确认。 |
| 测试时间超时 | 错误发生几率高的模块需要比预期更多的测试工作，或者由于软件功能的错误，需要重新设计和实现。 | 中 | 留下较多的缓冲时间，以防止出现测试时间不足的情况。  对测试大致需要的时间进行提前预估，对重要模块分配较多的测试时间。 |
| 额外功能开发超时 | 开发额外不需要的功能，极大延长了计划进度。 | 低 | 分析其功能对于整体的程序结构的重要程度或者特色的彰显程度，结合成员能力与已经投入的时间与精力，进行综合的取舍，决定是否要进行保留。 |
| 任务交接融合出现问题 | 接口等问题的确定不明晰，功能模块与主体程序的接入出现问题。 | 中 | 在分配模块任务时对融合的相关事项进行提前的确认，避免因难以融合造成模块的返工，造成时间与精力的浪费。 |
| 进度跟踪不明确 | 进度跟踪不准确，无法预知项目是否落后于计划进度；验收标准不够严，质量跟踪不准确，导致无法得知影响进度的质量问题。 | 高 | 及时对已完成的部分进行存档与上传，以周报的形式对项目进度进行确认与追踪，对验收的标准进行明晰，防止产生较为重大的质量或进度问题。 |
| 系统兼容出错 | 要求与现有系统兼容，需要进行比预期更多的工作。 | 中 | 提前对要使用的不同系统进行兼容性的分析，尽量减少对难以兼容的系统的使用。 |
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