Spencer’s answers are given in **red** below.

Sledgehammer Games Programming Test – Confidential

## Written (50 pts)

1. The following function occasionally crashes when called. What problems do you see that might explain the crash? Why might the crash only be occasional? (5 pts)

void CleanEntities(Entity \*entityHead)

{

Entity \*e = entityHead;

while(e)

{

if(e->bRemoveMe)

{

delete e;

}

e = e->next;

}

}

Answer:

The statement “e->next” may occasionally be a dereferencing of a stale pointer. Recall that “e->next” is another way of writing “(\*e).next”. Another reason for the occasional instability may be due to the freed memory still being valid. At other times, if another thread intervenes, it may reclaim the freed member, then when execution returns to this thread and this loop, it’s working with unintentionally modified data.

2. You are programming a sideways scrolling shooter. This uses 2D cell based maps that are very long (over 100,000 cells per row long, 24 rows of 40 cells on screen), and the only way you can get them to fit in memory is to compress each row of the map using run length encoding and to decompress each new column of the map on the right of the screen as the background moves from right to left. You maintain a list of pointers into the RLE data for each row of the screen. Columns that are scrolled off the left are discarded. This works very well and the game only just fit in the available memory.

Suddenly the game designer decides that the game should also be able to scroll from left to right at any point, and for any duration. Stunned and dismayed, you explain to him that RLE compression only works in one direction, but he’s adamant.

Figure out a way of doing what he wants without using much (no more that 1K of) extra memory. Explain the algorithm used for decompressing in both directions. (assume the RLE algorithm used is: a positive byte N followed by a byte B, indicates a run of N copies of B, a negative byte -N followed by N bytes indicates that those bytes should be copied directly. For example, the sequence 2,2,2,2,5,1,2,9,9,9,9,9 would be coded 4,2, -3,5,1,2, 5,9.) (15 pts)

Answer:

I don’t see why we’d really need to use any more memory to give the designer what she wants. At the start of the game, we’re scrolled all the way to the left -- we’re viewing the uncompressed region of the screen that is left-most, and the rest of the terrain is compressed to the right. Our uncompressed window just needs to be able to slide forwards and backwards along the compressed stream, and that really doesn’t significantly change the amount of memory we’re using up. The act of sliding the window left or right by one byte doesn’t cause our memory requirements to increase or decrease by any significant amount. (But it does change just a little bit, and I guess that’s where the 1K comes into play.) Anyhow, streaming-in the RLE from compressed data to decompressed data is already implemented. Streaming the RLE from decompressed data to compressed data should be just as easy to implement. Once you have those figure out, you can use them both at the same time while scrolling the decompression window left or right. There’s not much more to say than to perhaps talk about the streaming piece of it. When you concatenate a compressed stream with a raw bite, the compressed stream can easily absorb the byte into the RLE code. Similarly, if you want to pull one raw bite out of an RLE code, that’s easy to do as well. Determine the first byte in the RLE code, then fixup the RLE code to reflect the byte having been taken out. Hopefully all that made sense. Doesn’t sound hard to do.

3. How do the following function and macro definitions differ in behavior and side effects? How could the macro be improved? (5 pts)

#define max(a, b) a > b ? a : b

int max(int a, int b) { return a > b ? a : b; }

Answer:

The macro version will always be inlined while the function version may not unless the “inline” keyword is used. The macro, unlike the function, may suffer from operator precedence problems. To remedy this, each of “a” and “b” should be wrapped in parenthesis as “(a)” and “(b)”. The C-preprocessor may expand “a” or “b” into an expression with operations that mess up the intended order of operations. I would also wrap the first sub-expression of the ternary operator to be safe too.

4. You are working on a first person shooter and want to implement a feature where the player gets points if they shoot circular targets. The targets can be placed in the world at an arbitrary location with an arbitrary orientation and arbitrary size. Shots are very fast moving projectiles. Describe a data structure that would define a target, and write a routine to detect whether a particular target has been hit by a particular projectile. Assume the game follows a basic main loop architecture. Use C/C++ or pseudo code. (15 pts)

Answer:

I would do something like the following…

struct Target

{

Vector3 center; // Center location of target

Vector3 norm; // Unit-vector normal to the surface of the circular disk.

Float radius; // The radius of the disk.

};

struct Projectile

{

Vector3 fireLocation; // The point at which the projectile was fired.

Vector3 fireDirection; // Unit-vector in direction the projectile was fired.

};

// Tell us if the given target is hit by the given projectile. This is just a ray-cast.

bool TargetHitByProjectile( const Target& target, const Projectile& projectile )

{

float dotDenom = VectorDot( projectile.fireDirection, target.norm );

if( dotDenom == 0.0f )

return false; // Direction of fire parallel to plane of target.

float dotNumer = VectorDot( target.center – projectile.fireLocation, target.norm );

float param = dotNumer / dotDenom;

if( param < 0.0f )

return false; // Projectile fired away from target.

Vector3 impactLocation = projectile.fireLocation + param \* projectile.fireDirection;

float distance = ( impactLocation – target.center ).Length();

if( distance > target.radius )

return false; // Ray missed target.

// We hit the target!

return true;

}

I did the algebra for the above subroutine on paper. Hopefully I didn’t make mistake. If I did, I could easily figure out where I went wrong while debugging the routine.

Now, this assumes that the bullets travel infinitely fast. If our projectiles traveled at some finite speed, then we might do something where we track the state of all projectiles and integrate them each frame, and check their collision each frame with potential targets.

5. Given the following String class and its defined operations, implement the destructor and the "+=" operator as declared below. Note the memory management assumptions implied by the implementation of the default constructor. (5 pts)

class String

{

public:

String() { m\_str = new char[1]; \*m\_str = 0; }

~String();

String& operator+= (const String& other);

private:

char\* m\_str;

};

Answer:

~String() { delete[] m\_str; }

String& operator+=( const String& other )

{

// I would do something along these lines, I suppose.

int curLen = strlen( m\_str );

int otherLen = strlen( other.m\_str );

int newLen = curLen + otherLen + 1;

char\* newStr = new char[ newLen ];

strcpy\_s( newStr, newLen, m\_str );

strcat\_s( newStr, newLen, other.m\_str );

delete[] m\_str;

m\_str = newStr;

}

If someone decided to create a new class that inherited from the above class in order to customize memory management for a certain category of game String, what issues might arise? Would there be any recommended changes to the Original String class above? (5 pts)

Answer:

It would be important to make the destructor of the base class virtual. Failing to do so can lead to memory leaks. You might put “m\_str” in a protected section, instead of private. Otherwise, the derived class would have to go through the base for any access or management of the buffer.

## Programming (50 pts)

## 

Please send back a working driver.cpp. The code must be production quality and compile error and warning (level 3) free under visual studio. You can use C or C++, **no STL.** (50pts) **Efficiency will be graded.**

1. Write a simple program (must compile) that take as input a board of NxM square (1x1) cells where each cell may have a non-uniform height of x.

Write a program that outputs the total volume of standing water the board can hold after submerged underwater and lifted back out. You can assume when lifting the board out no water is spilled.

*For example given a board where each number below represents the cell height*

*4 3 3*

*4 2 3*

*4 1 4*

*4 4 4*

Looking at a cross section of the middle column

![\\xray\Users\npavlich\Recruiting\chess_board_diagram.png](data:image/png;base64,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)

*The volume returned for this board is: 3 units cubed*

*4 3 3*

*4 2 3*

*4 1 1*

*4 4 4*

*The volume returned for this board is: 0 units cubed*

What is the running time of your algorithm?

The algorithm I’ve given in **driver.cpp** (attached), I believe, is O(N^3). I’m not sure of a more efficient way to solve the problem, assuming my solution is correct in the first place.

Your function MUST follow this signature:

//@param int const \* const unsigned short \*a\_board - argument representing the NxM board.

//@param unsigned short a\_w - argument representing the width of the board

//@param unsigned short a\_h - argument representing the height of the board

//@return - unsigned \_\_int64 - the volume of water the board retains

unsigned \_\_int64 CalculateVolume( const unsigned short \*a\_board, unsigned short a\_w, unsigned short a\_h )

**See the attached file “driver.cpp”**