**Devising different Systems**

In terms of the standard keyboard layout, disregarding the different, country specific keyboard layouts, there are on average 105 key options arranged on a flat surface in a rectangular manner. With adjusting a keyboard for text input with one hand, certain changes have to be implemented. For text input only alphanumerical or character keys are of use, thus other keys can temporarily be omitted. To reach a basic level of text input, the character keys can be further reduced. Regarding the development of the different keyboard-prototypes built as a part of this thesis, text input in terms of characters used was limited to the standard Latin alphabet. As the main focus for conceptualising and building said prototypes is towards the efficiency and feasibility of concept, upper- and lowercase distinction will be left out for the time being and therefore only a unicase system will be analysed and implemented. In later versions a modifier key comparable to ‘Shift’ could be implemented additionally.

{…}

To fulfil said{reference} criteria following characters will be defined as relevant characters and will be referred to as such.

Standard Latin Alphabet , Space, Period(also Full stop or dot) and Comma

As part of measuring the efficiency, the number of errors is recorded, and therefore Backspace is deemed nonessential concerning the relevant characters. However, regarding normal text input use, the existence of a Backspace is warranted, therefore justifying its implementation.

The relevant characters amount to a sum of 30 whose assignment to a smaller number of keys, owed to the practicality and smaller physical form of the handheld text input device, shall be determined in the following.

**Systems of Entry**

The ergonomic layout and physical implementation not taken into consideration for the sake of this assessment, a range for the number of keys needed should be discerned. The amount differentiates by the means of input, of which two will be further looked at. The matter of key input can be separated into two, for reduced keyboard feasible, categories: repeated, single button push sequences and combinatory sequences of multiple keystrokes.

**Repeated, single button push sequence**

In devising a system that operates on a repeated, single button push sequence, the amount of consecutive key presses determine the character that is entered. Each key has an array of alphanumeric characters assigned to them and by depressing said key repeatedly in a set amount of time the character corresponding to the number of key presses is set. This system has its roots in the telephone keypad engineered by Bell Labs in the 1950s{reference}. Although it is optimized and was thoroughly researched on, this system of entry is not restricted to 12 keys but could be further reduced in number. Also, the order in which the characters of the alphabet are set to the keys could be altered to improve efficiency, which will be further evaluated in {reference}.

**Combinatory sequences of multiple keystrokes**

Contrasting to repeated single button push sequences, more than one button can be entered either simultaneously or in a sequential order. Depressing multiple keys at once results in a combinatory output whereas pressing the keys in order results in permutations also called sequenced combinations or combinations with order important. If a repetition of keys is desired, the preferred method of multiple keystrokes would be of a permutational matter as combinations, where all keys are pressed simultaneously, do not account for repetition. Additionally, it has to be said that combination wise, sequenced or not, repetition is a peripheral need as the possibilities of five keys cover enough assignable combinations and permutations to include the relevant keys.

**Combination, sequence order not important**

In the same manner as chorded keyboards{reference}, if the keyboard is able to handle more than one key pressed simultaneously, this opens up the possibility to enter text via combination of keypresses. Commencing with five keys, one for each finger of an able person’s body, and each key is a simple binary button with on/off states, the number of possible combinations equals to 32.

As the absence of any keypresses counts as a combination of five off-state keys, 31 assignable combinations or chords are left which would accommodate for the relevant characters{reference}. Given, that another combination is used as a modifying key, the remaining number of combinations would double. A similar approach could be taken with four binary buttons and one additional modifier key, which leaves 15 combinations, 16 minus the one for no keypresses, as of the four keys and double the amount with the modifying key implemented. This results in 30 assignable combinations which would also accommodate the relevant characters{reference}. For either of the two versions, five buttons are needed and the assignment of characters to the combinations has to be assessed in terms of memorability and efficiency. This will be covered in {reference}.

**Permutations, sequence order is important**

In contrast to the simple binary combinations, a different approach can be taken if the order in which the keys are depressed are given consideration. This concept also is encountered on a standard keyboard, the sequenced key combination Shift+S will display an uppercase S whereas S+Shift has no modifying impact and nothing assigned so a lowercase s will be displayed.

Again, five buttons for each finger are assumed as a starting point of calculation. To calculate the amount of all possible sequenced combinations the sum of all permutations with the number of buttons pressed, ranging from one to five out of five, are determined.

Using five keys with sequence order important amounts in 325 assignable sequenced combinations which can cover the entire extended 8-bit ASCII code including non-printable characters. When using one to four keys out of five possible or even one to three, the resulting sequenced combinations, , would be enough.

As the relevant characters amount to 30, a device with four-keys could be considered when implementing basic text input. When using up to three keys out of four, assignable sequenced combinations are attained, which would still be sufficient.

**Extended sequenced combinations**

Although not necessary in a simple implementation, the use of permutations could be further expanded. When considering that once the keys are pressed, the order in which they are released is also important, a bigger sum of combinations can be reached. For five keys this would come to 17685 combinations and with four keys to 748. By using three keys, 51 combinations could be reached.

In extending the sequenced combinations even further, by allowing sequences in which the keys are pressed, released, pressed, released, and so forth with the only condition being that one key must be pressed at any given time an exponentially high number of assignable combinations could be reached.

**Selected Version**

Given all the calculated and evaluated possible combinations and permutations, it was decided that for a simple implementation four buttons with combinations of up to out of three would be suited best. This way, the device could be scalable upwards afterwards as well as remain backward compatible, as the possible combinations, sequential or not, also remain within a bigger set. In the following, this chosen variant of text input will also be called ‘altype’. Footnote: Which’s origin stems from the two words alternative and type being joined together.

**System of Letter sorting and placement**

With the variant of four buttons and a permutational approach of sequential order with up to three feasible key presses out of the four possible selected, the matter of character placement and sorting has to be evaluated. A potential device version with 12 keys and similarities to the mobile phone keypad will also be briefly considered. This section will explore the sorting and overall placement of letters, an in-depth description of the means of entry and exact combination assignment of altype can be found in its respective chapter{reference}.

**Standard keyboard layout**

The origin behind the layout of the standard keyboard can be found in {reference}. As the user might be familiar with QWERTY or a variant thereof, it could be reasoned that sorting the characters in a way that resembles the grouping of QWERTY, it would be easier to familiarise oneself with the system of entry faster as there is no additional need to memorise the letter placement. But as the standard layout is optimized for text entry with ten fingers on a flat surface it was refrained from implementing this system for the device{reference}.

**Alphabetical order**

Knowledge of the Latin alphabet is implied and therefore thought should be given to and placing the letters in alphabetical order to increase the memorability of its assigned combinations. Depending on the matter of implementation, the letters of the alphabet could be grouped into smaller sets and the user should be able to identify all the characters in a group by just being told the first and last letter of said group. For instance, when given the theoretical key with the range inscription ‘a-d’, the user should be able to deduce the characters in between those two without effort. In that way, the letters could be grouped, and each key press divides it into smaller groups until the desired character is reached. This approach will be further examined in {reference}. Alphabetical order could also be used on a 12-key device, as each key has three or four consecutive letters assigned to them and thus making it uncomplicated to either estimate where the desired character is placed, or to memorise the character placement easier.

**Order based on empirical evaluation of frequency of use**

A contending order of letters could be based on what text is entered. Specifically, based on the most common letters within any given input, so that the most frequently used characters will have the easiest combinations assigned in order to type text efficiently. Assuming this, an algorithm was implemented to assess the frequency of use in any given text.

{algorithm}

Basic text input is limited to the standard Latin alphabet, so any non-alphabet character was dismissed. Additionally, no distinction was made between upper- and lowercase letters. Sample text was fed in via a .txt file and the analysis was carried out with python. The first analysis was done on a sample of 10 books. The books were provided in Plain Text by Project Gutenberg{reference}. Books used were the top 10 downloaded Books on the day of access and included colloquial defined literary classics{footnote}. Overall, the sample consisted of more than 2.7 Million characters. Below the letters are sorted after frequency.

{table}

In an attempt to personalise the text input to its user, the algorithm was modified to analyse the personal writing habits of said user. To achieve this, chat logs of various conversations{footnote}(: predominately in English) were downloaded from the communication service provider{reference?} and slightly altered before analysis. Downloaded chatlogs usually contain the date and time as well as the names of conversational participants and also messages from others. Those were removed and then the text was processed. Although the sample of 680 Thousand characters was considerably smaller, it still holds some empirical information.

{table}

The most used letter in both cases is ‘E’, and the first six positions show similarities. In general, the frequency of letter use collected from personal text usage show more resemblance to the most used letters in the German language as listed by the Duden{reference}. This discrepancy could stem from the small but still present German words in the sample which could explain the similarities to both lists.

While over time the use of either frequency-sorted list will increase efficiency, the presumed learning curve for this method is steeper than with sorting after the alphabet. Frequency sorting prevents grouping the characters in consistent and easily completable sets and thus each combination has to be learned individually. In turn, a 12-key device could benefit from such a sorting. As fingers have to hover above the keys, characters could be printed on the keys to guide the user. Additionally, if the most common letters are placed on different keys and not in immediate proximity to each other based on their successive use, the error rate could be decreased. This is due to its different from the current implementation. Keys have to be pressed repeatedly with a small gap in time in between if two successive characters have to be typed after another, which increases the error rate.