**UCS1712 – GRAPHICS AND MULTIMEDIA LAB**

**Ex. No.7 Cohen Sutherland Line clipping in C++ using OpenGL**

**Date:** 6/9/21 **Name:** Srinath S

**Class:** CSE-C  **Roll:** 185001205

**Question:**

Apply Cohen Sutherland line clipping on a line (x1,y1) (x2,y2) with respect to a clipping window (XWmin,YWmin) (XWmax,YWmax).

After clipping with respect to an edge, display the line segment with the calculated intermediate intersection points and the vertex list.

Input: The clipping window co-ordinates and the line endpoints

Note: The output should show the clipping window and the line to be clipped in different colors. You can show the intermediate steps using time delay.

**Code:**

#include <bits/stdc++.h>

#include <GL/glut.h>

using namespace std;

using ld = long double;

const int WINDOW\_WIDTH = 850;

const int WINDOW\_HEIGHT = 700;

void myInit();

void myDisplay();

void printCohen();

const ld PADDING = 250;

const ld STEP = 1;

const ld SCALE = 5;

const int xmin = -50;

const int xmax = 50;

const int ymin = -50;

const int ymax = 50;

double x1 = -54.0;

double y11 = 60.0;

double x2 = 40.0;

double y2 = 55.0;

int main(int argc, char \*argv[])

{

    glutInit(&argc, argv);

    glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

    glutInitWindowSize(WINDOW\_WIDTH, WINDOW\_HEIGHT);

printf("COHEN SUTHERLAND CLIPPING ALGORITHM\n Window:xmin,ymin =

(-50,-50) xmax,ymax = (50,50)\n");

printf("Enter the value of x1 coord:");

scanf("%lf",&x1);

printf("Enter the value of y1 coord : ");

scanf("%lf",&y11);

printf("Enter the value x2 coord : ");

scanf("%lf",&x2);

printf("Enter the value y2 coord : ");

scanf("%lf",&y2);

glutCreateWindow("Cohen's Algorithm");

glutDisplayFunc(myDisplay);

myInit();

glutMainLoop();

return 1;

}

void myInit()

{

    glClearColor(1.0, 1.0, 1.0, 0.0);

    glColor3f(0.0f, 0.0f, 0.0f);

    glPointSize(15.0);

    glLineWidth(4);

    glMatrixMode(GL\_PROJECTION);

    glLoadIdentity();

    gluOrtho2D(-100.0, 100, -100, 100);

}

void myDisplay()

{

    glClear(GL\_COLOR\_BUFFER\_BIT);

    glColor3f(0.0f, 0.0f, 0.0f);

    glRectf(xmin, ymin, xmax, ymax);

    glColor3f(0, 0, 1);

    glBegin(GL\_LINES);

    glVertex2f(x1, y11);

    glVertex2f(x2, y2);

    glEnd();

    printCohen();

    glFlush();

}

char sign(int x)

{

    if (x <= 0)

        return '0';

    else

        return '1';

}

string codeGen(double x, double y)

{

    string code = "";

    code += sign(y - ymax);

    code += sign(ymin - y);

    code += sign(x - xmax);

    code += sign(xmin - x);

    return code;

}

pair<double, double> CohenPoint(int x, int y, string code, double m)

{

    pair<double, double> point;

    point.first = x;

    point.second = y;

    double xclip, yclip;

    if (code[0] == '1')

    {

        xclip = x + (ymax - y) / m;

        if (xclip <= xmax && xclip >= xmin)

        {

            point.first = xclip;

            point.second = ymax;

        }

    }

    if (code[1] == '1')

    {

        xclip = x + (ymin - y) / m;

        if (xclip <= xmax && xclip >= xmin)

        {

            point.first = xclip;

            point.second = ymin;

        }

    }

    if (code[2] == '1')

    {

        yclip = y + m \* (xmax - x);

        if (yclip <= ymax && yclip >= ymin)

        {

            point.first = xmax;

            point.second = yclip;

        }

    }

    if (code[3] == '1')

    {

        yclip = y + m \* (xmin - x);

        if (yclip <= ymax && yclip >= ymin)

        {

            point.second = yclip;

            point.first = xmin;

        }

    }

    cout << point.first << " " << point.second << " ";

    return point;

}

void printCohen()

{

    string code1, code2;

    pair<double, double> p1, p2;

    code1 = codeGen(x1, y11);

    code2 = codeGen(x2, y2);

    cout << code1 << " " << code2;

    int code\_int1, code\_int2;

    code\_int1 = stoi(code1, 0, 2);

    code\_int2 = stoi(code2, 0, 2);

    cout << code\_int1 << " " << code\_int2;

    double m;

    m = (y2 - y11) \* 1.0 / (x2 - x1);

    if ((code\_int1 | code\_int2) == 0)

    {

        cout << "Line Inside";

        glColor3f(0, 1, 1);

        glBegin(GL\_LINES);

        glVertex2f(x1, y11);

        glVertex2f(x2, y2);

        glEnd();

    }

    else if ((code\_int1 & code\_int2) != 0)

    {

        cout << "Line Outside";

    }

    else

    {

        cout << "Line to be clipped\n";

        p1 = CohenPoint(x1, y11, code1, m);

        p2 = CohenPoint(x2, y2, code2, m);

        glColor3f(1, 0, 1);

        glBegin(GL\_LINES);

        glVertex2f(p1.first, p1.second);

        glVertex2f(p2.first, p2.second);

        cout << "Line after Clipping: "

             << "p1 :(" << p1.first << ", " << p1.second << ")p2 : (" << p2.first << ", " << p2.second << ")\n ";

        glEnd();

    }

}

**Output:**

**![](data:image/png;base64,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)**